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Abstract—This demonstration presents an automatic IoT run-
time platform with a web interface, ELF Analyzer, where
suspicious ELF files uploaded by users could be executed and
dynamically analyzed for malicious behavior identification. The
key component of our platform is a crafted IoT sandbox, where
multiple hardware architectures are emulated using QEMU.
With the introduction of strace functionality, we demonstrate
that system call and traffic logs of an uploaded ELF file with
different hardware architectures can be generated successfully.
After proper analysis, malicious ELF files can be identified.

Index Terms—architecture emulation, dynamic analysis, IoT
malware, QEMU, strace

I. INTRODUCTION

In order to understand the behavior of tremendous kinds
of IoT malwares, static code analysis or dynamic runtime
analysis are necessary. However, with multiple architectures,
such as ARM, MIPS, X86, PPC, or SPARC, the execution
of malware binaries in different hardware architectures are
tough, thereby making dynamic analysis challenging [1]. We
developed an automatic IoT runtime platform with a web
interface, ELF Analyzer, where different hardware architec-
tures are emulated using QEMU so that an ELF file can be
executed in a customized virtualized system. By including
strace functionality, our platform could retrieve system call
as well as network traffic logs of the examined ELF file, and
consequently malicious one can be identified.

II. SYSTEM DESCRIPTION OF ELF ANALYZER

As shown in Fig. 1, various kinds of IoT malwares down-
loaded from malware databases (such as Virustotal) are ex-
ploited as the training dataset for malicious behavior identi-
fication. Users could upload any suspicious ELF file to the
platform via the web interface to verify its legality. The parser
located in the platform scans the file header to determine the
corresponding hardware architecture.

The core part of the platform is a crafted sandbox, where
eight main IoT hardware architectures, including ARM, MIPS,
X86, X86-64, PPC, SPARC, SH4, and m68k, are emulated
using QEMU. According to the information in the file header,
the file is delivered to the virtualized system with correspond-
ing architecture. Then we build a strace-enabled OS using
OpenWRT or lightweight Buildroot on the system and execute
the file to get system call logs and network traffic pcap files.

Fig. 1. Operation flow of ELF Analyzer

(a) ELF file uploading interface (b) Identification result

Fig. 2. ELF Analyzer Intefaces

For example, the solid and dot lines respectively represent
virtualized systems with MIPS architecture and OpenWRT
OS as well as SPARC architecture and Buildroot OS. To
ensure that the file could be executed and communicated with
outside servers normally, we simulate various Internet services
using Inetsim and build a Mirai-based C&C server. By
using a simple classifier such as KNN, our platform returns
identification results to the users via the web page or an email.

III. DEMONSTRATION

Fig. 2 shows the web interfaces of ELF Analyzer where user
could upload ELF files for testing and get the identification
results.
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