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Abstract—Emerging IoTclouds are playing amore important role in modern lives, enabling users/developers to program applications to

make better use of smart devices. However, preliminary research has shown IoTcloud vulnerabilities could expose IoTusers to security

risks. To better understand the problem, we studied the SmartThings cloud, one of themost popular IoTcloud platforms that support

user-defined device automation (SmartApps). Specifically, we found new vulnerabilities in SmartThings that allow attackers to fake

events to trigger the SmartApps to operate devices (e.g., open a lock). Exploiting such vulnerabilities, we successfully faked 7 different

types of events, which impact 138 (out of 187) SmartThings’ official open-sourced SmartApps. To defeat such attacks, we propose an

authenticity-verification-based scheme to deny fake events. Moreover, we designed a tool, SmartPatch, to help users secure their

SmartThings systems. In specific, SmartPatch automatically patches the vulnerable SmartApps and Device Handlers (input) and

outputs the flawless programs, which are ready for users to deploy in their SmartThings systems.We havemade SmartPatch publicly

available.With the help of SmartPatch, we patched all the vulnerable SmartThings’ official open-sourced programs (146 SmartApps

and 321 Device Handlers). Experiments have shown the compatibility, effectiveness, and efficiency of our proposed approach.

Index Terms—SmartThings platform, IoTsecurity, trigger-action, smart home
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1 INTRODUCTION

EMERGING Internet of Things (IoT) cloud platforms have
offered beyond basic convenience functionalities like

device control and alert automations. For example, both
users or third-party developers are enabled to program the
IoT system to automatically and smartly control the IoT
devices. Prominent examples of such IoT platforms include

SmartThings [1], IFTTT [2], Zapier [3], and Microsoft Flow
[4]. Supporting such programmability is the trigger-action
based automation scheme. For example, an IFTTT user can
create an applet to enable an automation rule like: “If the
door is unlocked, send an alert message to my phone”.
Moreover, SmartThings allows users to install SmartApps
[5], [6], which take the events (e.g., device state changes,
sun rises and position changes)1 as inputs to trigger certain
actions like sending commands to devices or sending out
alert/notification messages.

While IoT platforms provide tangible benefits, the secu-
rity issues of them have become an important concern. Vul-
nerabilities in their communication protocols, access control,
privacy and side channel risks in these systems have been
studied [7], [8], [9], [10], [11], [12], [13], [14], [15], [16], [17],
[18], [19], [20], [21], [22], [23], [24], [25]. In this paper, we
focused on the authenticity of trigger-event in the trigger-
action based automation of IoT cloud platforms. Specifically,
we studied this problem in the SmartThings platform, which
is one of the most popular IoT platforms with its mobile app
having over 100million installs [26].

Favored by many software developers, SmartThings
platform is centered on the separation of intelligence from
devices, which makes it easier to create SmartApps that
interact with and across a wide range of devices. Specially, it
provides Device Handlers as the virtual representation of
physical devices, which parse protocol-specific status mes-
sages from real devices and turn them into trigger-events.
Then, the events will trigger the SmartApps that subscribe to
such events to execute certain actions as defined by the event
handler methods in the SmartApps. Further, SmartThings
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allows users/developers to write their own SmartApps and
Device Handlers to enable user-specific automations.

Motivation. Despite the popularity of SmartThings, the
built-in features of SmartThings expose users to many secu-
rity risks [9], [11], [14], [15], [16], [17], [18], [19], [27], [28], [29].
Specifically, Yuan et al. [8] found that during the process of
delegating device access from the SmartThings cloud to the
Google Home cloud, device information (e.g., deviceId, etc.)
could be leaked to a malicious Google Home user (the
attacker). The leaked deviceId could then be exploited to send
fake events to the SmartThings cloud, enabling the attacker to
unlock the victim’s August Smart Lock. Moreover, Fernandes
et al. [11] illustrated that an unprivileged SmartApp could
spoof a fake device event for the carbon monoxide detector,
leading to false alarms. As we can see, the consequences of
such attacks are devastating, endangering both the security
and safety of users (e.g., allowing the attacker to break into
the victim’s home). Hence, it is crucial to pay attention to and
mitigate the event spoofing attack in IoT platforms in time.

In matter of fact, recent works have started to look into
the problem of event spoofing in IoT platforms. Fernandes
et al. [11] pointed out that the SmartThings platform does
not sufficiently protect events, enabling an attacker to steal
the door lock codes. However, unlike [11], we not only iden-
tified new vulnerabilities in SmartThings’ event manage-
ment, but also proposed a defense scheme. In specific, we
thoroughly studied the trigger-action programming pattern
of SmartThings and discovered new methods to fake trig-
ger-events (in addition to that presented in the previous
study [11]). Leveraging these vulnerabilities, we conducted
Proof of Concept (PoC) attacks and successfully faked seven
types of trigger-events, which can all mislead the Smar-
tApps to perform actions that they are not supposed to. We
further evaluated the impacts of such attacks and found out
that 138 (out of 187) SmartThings official open-sourced
SmartApps are affected. The consequences of such attacks
range from sending incorrect notification messages to
remotely unlocking the victim’s door.

To defend such attacks, we present a lightweight signa-
ture and verification based scheme to verify the integrity
and authenticity of the events received by the SmartApps.
Specifically, it generates a signature using the key field val-
ues (e.g., event name, event value, etc.) of the event during
the event generation phase in the Device Handler and veri-
fies the signature before the handler methods within Smar-
tApps are triggered.

To make the proposed scheme compatible with Smart-
Things platform and easy to be deployed by the users to
secure their IoT systems, we developed a tool, Smart-

Patch, to automatically patch the vulnerable SmartApps
and Device Handlers by adding the codes for event signa-
ture generation in the Device Handlers and the codes for
event verification in the SmartApps. To be more specific,
SmartPatch takes the vulnerable SmartApps and Device
Handlers as input, generates and analyzes the abstract syn-
tax trees (AST) of their source codes to locate the flawed
codes, patches them with codes for signature and verifica-
tion, and finally outputs the patched and flawless Smar-
tApps and Device Handlers, which are ready for users to
deploy in their IoT systems. We have made the tool publicly
available [30]. SmartThings users can use SmartPatch to

patch the (potential) vulnerable SmartApps and Device
Handlers (e.g., those developed by themselves or from the
official/third-party market) and deploy the patched ones in
their systems for secure IoT automations.

To evaluate our proposed scheme, we considered three
types of attacks, which are event forge attack, event mimic
attack and event replay attack (see Section 3.3).2 Results
show that our proposed scheme can successfully defend
against all these 3 attacks with negligible overheads. To
evaluate the feasibility of SmartPatch, we targeted the
SmartApps and Device Handlers that are made publicly
available by SmartThings. Results show that SmartPatch
was able to automatically patch 146 (out of 187) SmartApps
and 321 (out of 338) Device Handlers successfully. The aver-
age processing time with AST analysis is 308.20 ms for the
SmartApps and 254.85 ms for the Device Handlers, which is
negligible in practice.

With the emergence of trigger-action-based IoT device
control automation, little know is, however, whether such
automation introduces new risks. As far as we know, we
are the first to conduct in-depth and systematic research on
the trigger-action IoT platform, from the perspectives of the
trigger-event generation, propagation, authentication, and
consumption. Our new understanding of the trigger-action
based IoT platforms and the proposed defense will lead to
better protection of today’s IoT applications and provide
valuable insights towards securing future IoT systems. We
summarize the contributions of this paper as follows:

� We discovered new methods to fake trigger-events
in SmartThings, and conducted PoC attacks to suc-
cessfully fake seven types of trigger-events.

� To defend against such attacks, we proposed an
event authenticity verification mechanism, which is
compatible and can be deployed without modifica-
tion to the design of SmartThings platform.

� We developed a tool, SmartPatch, to help users
easily patch their vulnerable SmartApps and Device
Handlers to secure their IoT automations in Smart-
Things platform.

� We conducted extensive tests to analyze the impacts
of our newly discovered vulnerabilities and to evalu-
ate our proposed defense scheme. Results have
shown both the severity and prevalence of newly
discovered vulnerabilities and the effectiveness and
efficiency of our proposed defense scheme.

The rest of the paper is organized as follows. We present
the related work and introduce the background of Smart-
Things platform in Section 2. We describe the threat model,
new identified vulnerabilities and PoC (Proof of Concept)
attacks in Section 3.3. Section 4 presents the defense against
event spoofing attacks. In Section 5, we elaborate on the
design and implementation of SmartPatch, a tool we built
to help users to automatically patch their vulnerable Smar-
tApps and Device Handlers. Performance evaluation is
presented in Section 6. We discuss the limitations of our pro-
posal in Section 7. Finally, we conclude this paper in Section 8.

2. All the PoC attacks and evaluation experiments were conducted
with our testing SmartThings account and devices, without interfering
other users’ normal functionalities in the SmartThings platform.
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2 RELATED WORK AND BACKGROUND

In this section, we elaborate on the background of the IoT
security and the SmartThings platform, as well as the exist-
ing problems and some solutions.

2.1 Related Work

IoT Security.As the research on the security of the Internet of
Things becomes more and more in-depth, there are a lot of
detailed analyses on the security of the Internet of Things in
various aspects such as devices, platforms and other aspects
[31], [32], [33], [34], [35].

Many security flaws in the IoT devices have been dis-
cussed extensively in prior studies [36], [37], [38], [39], [40],
[41]. Yu et al. [42] proposed that IoT devices may become
the entry points into critical infrastructures and can be
exploited to leak sensitive information. Kumar et al. [33]
conducted a large-scale empirical analysis of physical IoT
devices, including their vulnerabilities to the given attacks.

On the IoT platform level, access control [43], [44] and
privacy issues [45], [46], [47], [48], [49] play an important
role in the security of platforms. Fernandes et al. [10] discov-
ered that OAuth tokens could be misused to arbitrarily
manipulate users’ devices and data for Trigger-Action IoT
Platforms. Then, they introduced DTAP that can overcome
practical challenges. Lee et al. [50] found that devices tend
to suffer from over-privileged applications due to the
coarse-grained access control, and the lack of resource isola-
tion makes Denial-of-Service attacks possible. Therefore,
they proposed FACT, which realizes a safe and efficient
connection between applications and IoT devices.

In other aspects, Ronen et al. [51] described a new type of
attack on IoT devices, which exploited their ad hoc network-
ing capabilities via the Zigbee wireless protocol and verified
this infection with the popular Philips Hue smart lamps.
Zhou et al. [12] conducted in-depth research on five widely-
used platforms and discovered a series of attacks against
smart home platforms. And as more and more security
problems are discovered [52], [53], [54], [55], [56], [57], [58],
[59], [60], [61], a variety of solutions have emerged [62], [63],
[64], [65], [66], [67], such as restricting the network access of
devices and using a novel digital forensic framework. Dif-
ferent from these works, we concentrate on the SmartThings
platform and aim to deal with fake events.

SmartThings Platform. Closest to our work is a study by
Fernandes et al. [11], which systematically analyzed the
SmartThings platform from five aspects and discovered sig-
nificant overprivilege flaws. Moreover, they found that the
SmartThings platform did not verify the authenticity of the
event and pointed out the SmartApps can spoof physical
device events as well as location-related events, which may
lead to the possible serious consequences, such as opening
the door without permission.

Tian et al. [17] presented a user-centric and semantic-
based authorization design called SmartAuth. It tries to tell
users the difference between the function execution of the
IoT APPs and the actual behavior, so as to help users make
better decisions and avoid excessive authorization. SOTE-
RIA [27] automatically extracts the state model of applica-
tions and adopts the model check for property violations to
find security errors. Unfortunately, it is a pity that they are

mainly concerned with the control of permissions on the
platform but did not pay much attention to the solutions of
fake events.

Jia et al. [16] proposed ContexloT, which provides a con-
text-based permission system and automatically patches
SmartApps to provide rich contextual information at run-
time, and finally achieve the goal of helping users perform
effective access control. But sometimes malicious logic is
not so easy to distinguish and in comparison, SmartPatch
not only takes users out of the verification process but also
accurately guarantees the authenticity of the event.

HoMonit [9] also tries to fix the misbehaving programs
problem in SmartThings. However, HoMonit focuses on a
different problem of SmartThings, which is to detect the
abnormal behaviors of SmartApps from encrypted wireless
traffic. Specifically, HoMonit first extracts the Deterministic
Finite Automatons (DFA) of the SmartApps from the source
codes and texts embedded in the descriptions and user
interfaces of the SmartApps. The extracted DFAs represent
the normal behaviors of the SmartApps. Then, HoMonit col-
lects the Zigbee and Z-wave traffic between the IoT devices
and the SmartThings Hub, and leverages wireless side-
channel analysis to infer the state transition of the actual
DFAs. At last, HoMonit applies the DFA matching algo-
rithm to compare the actual DFA (inferred from the wireless
traffic) and the DFA extracted from the texts of the Smar-
tApp. If the DFA matching fails, HoMonit would send out
alert messages to inform the owner that a misbehaving
SmartApp is detected. We summarize the differences
between HoMonit and our work as follows.

First of all, because the goal of the HoMonit is to detect the
misbehaving SmartApps, HoMonit is not able to stop the
malicious/abnormal operations to the victim devices, while
our proposed solution can stop such operations and avoid
actual damages. For example, if the attacker managed to
unlock the victim’s smart door when the victim is not home,
HoMonit can only send alerts to the victim that the door is
unlocked unexpectedly, while SmartPatch can patch the vul-
nerable programs and prevent the door from being unlocked
by the attacker. Second, HoMonit can only deal with the par-
tial devices, which are connected to the SmartThings plat-
form through the SmartThings hub via Zigbee protocol or Z-
wave protocol, because the detection is based on the analysis
of the Zigbee/Z-wave wireless traffics. However, there are
many other devices connected to the SmartThings without
generating such traffics. For example, the LIFX devices con-
nect to SmartThings through the LIFX cloud and Philips
HUE devices connect to the SmartThings through the Ether-
net network. HoMonit would fail to detect the misbehaving
SmartApps that operate such devices. By contrast, how the
device is connected to the SmartThings is irrelevant to our
proposed scheme. That is, our proposal can deal with all
kinds of devices. At last, some events might have the same
wireless fingerprints, such as the switch.on event and the
switch.off event of the same switch. This would introduce
false negative to HoMonit. For example, when the normal/
expected behavior is to turn off a device, the attack can turn
on the device with a malicious SmartApp without being
noticed by HoMonit. This problem does not exist in our
scheme because the signature of a switch.on event would be
different from the signature of the switch.off event.
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In addition, it’s worth noting that there are some other
security risks such as cross-App interference threats, which
were detected when IoT applications that follow the princi-
ple of least privilege interplay [68]. To address different
issues, researchers have also proposed various solutions.
IOTGUARD [15] described behaviors with the help of
directed graphs and analyzed whether there were abnor-
malities to prevent security risks caused by the interactions
among devices. SAINT [14] converted the source code into
intermediate representations to identify potential threats
about data leaks. Ding et al. [28] adopted a framework called
IoTMon, which can discover any possible physical interac-
tions in the IoT environment and identify high-risk chains
of interactions between applications. Compared to these
previous works, which mainly focused on the security risks
due to different interactions, we aim to defeat the event
spoofing attacks.

Spoofing Attacks in Other Services. Spoofing attacks are not
new to the information systems. In this subsection, we sum-
marize the previous works that focused on the similar vul-
nerability in other services.

Voice assistant is another typical cloud service that is vul-
nerable to spoofing attacks (e.g., hidden/inaudible com-
mand attacks). Zhang et al. [69] proposed DolphinAttack for
speech recognition systems such as Siri, Google Now, which
is a completely inaudible attack by modulating voice com-
mands on ultrasonic carriers. This kind of attack can acti-
vate Siri to initiate a FaceTime call on iPhone and even
manipulate the navigation system in an Audi automobile,
which will lead to great security risks. Meanwhile, a defense
method using Supported Vector Machine is proposed to
deal with the attack. They also studied the feasibility of the
attack and the boundary of inaudibility on its basis in their
sequent work [70]. Further, Roy et al. [71] used multiple
speakers and striped segments of the voice signal across
them to expand the distance of inaudible attacks and find
indelible non-linear traces to resist them. SurfingAttack [72]
takes advantage of the solid materials to enable attackers to
interact with the voice-controlled device in multiple rounds
over a longer distance. In addition, Yuan et al. [73] leveraged
an open-source ASR system Kaldi [74] to embed voice com-
mands into music, which would be even harder to detect.
To prevent spoofing attacks, Meng et al. proposed WSVA
[75], which checks the consistency between the voice signal
and its corresponding mouth movement to distinguish
whether it is a spoofed one. Moreover, Watchdog [76] uses
a two-step lightweight detecting algorithm to resist inaudi-
ble attacks. In addition, it is feasible to identify speakers
with the help of millimeter-wave (mmWave) radar, which
can capture both vocal cord vibration and lip motion as
multimodal biometric technology [77].

With the proliferation of biometric authentication tech-
nology (e.g., face, fingerprint), they would also encounter
spoofing attacks. In response to this growing threat, many
hardware-based approaches (e.g., capture features with
the help of sensors), or software-based approaches (e.g.,
extract features by CNN) are used to detect these spoofing
attacks and reduce privacy risks and security issues [78],
[79], [80], [81].

Note that spoofing attacks, in a more general matter, also
threaten more traditional services like remote data storage

[82] and networking applications, such as ARP forgery
attacks [83], [84] and IP spoofing attacks [85], [86]. GPS
spoofing attacks are also common and harmful [87], [88].

2.2 Background

In this paper, we focus on the SmartThings, which is a pop-
ular smart home platform. SmartThings provides develop-
ers with a powerful development framework that enables
the abstraction of physical devices and flexible automations.

As we can see in Fig. 1, the SmartThings platform con-
sists of 4 major components: the hub, the cloud backend, the
user management console and the companion smartphone
app. The hub is an IoT gateway that connects the end devi-
ces (e.g., smart lights, sensors and smart locks) to the Smart-
Things cloud. SmartThings runs the Device Handlers and
the SmartApps in its cloud backend with a sandboxed envi-
ronment. The sandbox is an implementation of a Groovy
source code transformation that only allows whitelisted
method calls to succeed in the Device Handlers and Smar-
tApps [89]. The Device Handlers are the virtual representa-
tions of end devices, which turn the messages generated in
the end devices and passed by the hub (e.g., the door is
unlocked and the switch is toggled) into trigger-events. The
SmartApps are the automation rules that subscribe to events
and define the actions to perform when receiving the sub-
scribed events. Both the user management console and the
companion smartphone app can be used by the users to
manage their smart home systems, such as checking the sta-
tus of devices and installing/removing SmartApps. In addi-
tion, users can upload/develop and install their own
SmartApps and Device Handlers through the user manage-
ment console to define more customized IoT automations.

Listing 1 shows the (demo) code snippet of a switch
Device Handler. SmartThings adopts a capability sys-
tem to describe the capabilities that the end devices support
[90]. A Device Handler needs to declare its supported
capabilities and define the functions for each command

defined in the capabilities. Hence, the declaration of
capability “switch” indicates that its corresponding
physical device supports the switch capability with on and
off commands.3 As we can form Listing 1, after changing the
status of the device through method controlDevice(),
the on() and off() command methods both call the API
sendEvent() [92] to generate an event to indicate the

Fig. 1. SmartThings architecture overview.

3. Different capacities come with different commands. For example,
the capability lock is defined with the lock and unlock com-
mands [91].
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status change of the underlying device. Meanwhile, the API
parse() [93] is responsible for handling raw device mes-
sages and typically turns such messages into events by call-
ing the API createEvent() [94].

Listing 1. A (Demo) Switch Device Handler

Listing 2. A SmartApp That Controls the Lock Accord-
ing to a Switch

To specify automation rules, a SmartApp needs to first ask
the users to choose the trigger-device (generating trigger-
events) and the action-device (being controlled by the Smar-
tApp), which is coded in the preferences section of the
SmartApp, as shown in Listing 2. Then, the SmartApp has to
subscribe to certain trigger-events (lines 19 - 20 of Listing 2)
by calling the API subscribe() [95] to specify the trigger-
device, trigger-event and the event handler method. At last,
the SmartApp defines the event handler methods that are
called upon receiving of the corresponding trigger-event and
calls the command methods (e.g., lock() and unlock() )
defined in the Device Handler of the action-device (e.g., the
lock1 in Listing 2).

To link the devices selected in the SmartApps and their
Device Handlers, the deviceId [96], the unique system

identifier for a device, is used. To be more specific, when
users select the trigger-devices and action-devices in the
SmartApp, the deviceIds of these devices are recorded by
the event subsystem. When a Device Handler generates a
trigger-event, the corresponding physical device’s devi-

ceId is included in the event object and passes to the event
subsystem, which then passes the trigger-event to the Smar-
tApps accordingly.

It should be noted that SmartThings also supports loca-
tion events (e.g.,mode event, position event, sunset event, sun-
rise event, sunsetTime event and sunriseTime event) [97] other
than the device events (a.k.a., events generated due to status
changes of the devices). The location events are typically
generated by the system due to users’ operations and circa-
dian rhythms. For example, when the user changes the
mode (e.g., Home and Night) [98] of her home manually, a
mode event will be generated. When the sun rises, the sun-
rise event and the sunriseTime event will be generated
automatically by the system. Moreover, both the device
events and location events can be subscribed by the Smar-
tApps to trigger the execution of the corresponding event
handlers.

3 NEW VULNERABILITIES AND ATTACKS

In this section, we present the new vulnerabilities that we
discovered in the SmartThings’ event management (e.g.,
new exploitable APIs to spoof events) and the exploitation
of these vulnerabilities (e.g., how to abuse such APIs) with
respect to the threat model that we considered.

3.1 Threat Model

Despite the exploitability of the APIs for event spoofing,
which we will elaborate on in Section 3.1, there are 2 natural
questions for an attacker to successfully conduct such
attacks in the real world SmartThings system, which are Q1:
how to obtain the deviceId, which is needed for spoofing
device events? and Q2: how to install the malicious/attack-
ing SmartApps and Device Handlers, which generate the
spoofed events, in the victim’s SmartThings system?

For Q1, previous studies have pointed out deviceId

could be disclosed to the attacker through colluding Smar-
tApp, exploiting WebService SmartApps remotely [11] and
cross-cloud IoT device delegation [8]. For Q2, attackers can
upload the malicious SmartApp and Device Handler online
(e.g., online user community) and mislead the victim users
(who may not be technical-savvy or security experts) to
install such malicious programs in their systems. Moreover,
in the scenario where the owner (the victim) grants access
right to her SmartThings system to another user (the
attacker) temporarily by inviting the attacker as a member
[99],4 the attacker would obtain the permission to replace
the victim’s SmartApps and Device Handlers with mali-
cious ones without being notified by the victim.

Threat Model. Therefore, in this paper, we consider the
attacker is a malicious SmartThings user (e.g., a program
developer or an Airbnb guest with malicious intentions)
that makes full use of his power to obtain the useful

4. This could happen in real world where an Airbnb host delegates
access control over her smart home system to an Airbnb guest [8].
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information and permission to install attacking SmartApps
and Device Handlers in the victim’s SmartThings system.
We assume the attacker could manage to obtain the devi-

ceIds of the victim’s devices, read the logs of the victim’s
SmartThings system and to install attacking programs in
the victim’s SmartThings system using the various ways
discussed above. We also assume that the attacker might be
aware of our verification based defense (see Section 4) and
conduct more complex attacks, such as replay attack (see
Section 3.3), to bypass the defense. In addition, we assume
the communications between the devices and hub, the hub
and the SmartThings cloud and the internal communication
of the SmartThings cloud are secured. That is, the attacker
cannot intercept such communications to obtain any useful
data. The attacker’s goal is to spoof events to trigger the vic-
tim’s benign SmartApps to perform actions that benefit the
attacker, such as opening the victim’s door that the attacker
has no access to.

It is also worth mentioning that an attacker could per-
form other attacks. For example, the attacker could use the
attacking SmartApp to send arbitrary control commands to
the victim’s devices directly. However, this type of attack
would require the owner/victim’s explicit authorization,
because SmartApps can only operate the devices that are
authorized to it by the owner/victim manually. Hence, to
make the attacking stealthier, in this paper, we only con-
sider the event spoofing attacks which can operate the vic-
tim’s devices maliciously even without the victim’s explicit
authorization.

3.2 Event Spoof Through API Abusing

As shown in the Appendix A of the supplementary file of
this paper, which can be found on the Computer Society
Digital Library at http://doi.ieeecomputersociety.org/
10.1109/TDSC.2022.3162312, SmartThings defines the event
object with many fields including name, value, deviceId,
etc. [100]. When SmartApps and Device Handlers call cer-
tain APIs, event instances will be generated internally by
the SmartThings platform and passed to SmartApp event
handlers that have subscribed to those events [100]. Note
that, the event fields can be set with different values accord-
ing to the event type. For example, the deviceId field has
to be set to the identifier of an end device in the device
events, while it can be set to null in the location events.

SmartThings exposes multiple APIs that can be called by
the SmartApp and Device Handler to generate events. Pre-
vious works have pointed out using a malicious SmartApp
can spoof location events and device events by calling the
sendLocationEvent() API [8], [11]. To thoroughly ana-
lyze the security implications of such event generation
APIs, we manually checked all the related APIs to test
whether they are exploitable for event spoofing.

Specifically, to get a full list of event related APIs, we
searched for APIs whose name contains the string “event”.
We ended up with getting 5 APIs, which include 3 APIs
exposed to SmartApp (e.g., sendEvent(), sendLocatio-
nEvent(), and sendNotificationEvent()) and 2 APIs
exposed to Device Handler (e.g., sendEvent() and crea-

teEvent()). Then, we excluded the sendLocationE-

vent() API (for it has already been studied in previous
studies [8], [11]) and the sendNotificationEvent() API

(for it is used to display messages rather than generating
events [101]). Then, we wrote testing SmartApps and
Device Handlers to call the remaining 3 APIs and found
that all of them are exploitable to spoof events.

We summarize the new APIs and the events that they can
spoof in Table 1. We now elaborate on how to exploit/abuse
these APIs for event spoofing.

Listing 3. Code Snippet of a Fake Device Event

Spoof Device Event. The key to spoofing a device event is
to set the deviceId field of the event to the identifier of the
victim device (a.k.a., the device that does not generate the
event, but the SmartThings event subsystem believes the
spoofed event is generated by it). Recall that, device events
can be generated by the Device Handlers of the end devices
through calling the sendEvent() API or the createE-

vent() API. Further, each Device Handler is associated
with a device object instance [102]. When generating the
device event instance, the SmartThings platform would set
the deviceId field of the event to the device’s identifier
obtained from the device instance (e.g., device.id).

TABLE 1
Newly Discovered Exploitable APIs
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Therefore, to spoof a device event, we have to overwrite
the identifier of the device object instance with the devi-

ceId of the victim device (as shown in lines 5 - 7 and lines
20 - 21 of Listing 3). It is also worth mentioning that the
isStateChange field needs to be set to true, in order to
trigger the SmartThings platform to generate and pass the
event [103].

Spoof Mode Event. Unlike the device event, the mode event
is not associated with devices. Therefore, the deviceId

field of the mode event is usually discarded (e.g., set to null
by default) by the SmartThings platform. Hence, it is not
necessary to overwrite the identifier of the Device Handler
to spoof mode events. Instead, the name field has to be set to
“mode” to indicate the event type, and the value field needs
to be set to a proper value (e.g., supported modes in the
SmartThings platform). As shown in Listing 4, both the
createEvent() API and the sendEvent() API can be
abused in the Device Handlers to spoof mode events.

Listing 4. Code Snippet of a Fake Mode Event in Device
Handler

Listing 5.Code Snippet of a FakeMode Event in SmartApp

Furthermore, certain SmartApps (e.g., Service Manager
SmartApps [104]) may need to add external devices5 into

the SmartThings system and to generate events for these
devices by calling the sendEvent() API. However, we
found that the sendEvent()API exposed to the SmartApp
is also exploitable for spoofing mode events.6 Similar to that
of Device Handler, to spoof mode event within a SmartApp,
the name filed and value filed need to be set to proper val-
ues (as shown in lines 17 - 18 of Listing 5).

Spoof Other Events. Similar to the mode event, the other 5
types of events (e.g., position event, sunrise event, sunset
event, sunriseTime event and sunsetTime event) can also be
spoofed through calling sendEvent() in the SmartApp
and calling sendEvent() or createEvent() in the
Device Handler with the event fields being set to proper val-
ues. Please refer to Appendix B of the supplementary file of
this paper, available online, for the PoC exploitation codes.

3.3 Event Spoof Attacks

Following the threat model (Section 3.1), we consider the
attackers would abuse the exploitable APIs (Section 3.2) to
conduct the following three types of attacks.

Event Forge Attack. We define the event forge attack as the
normal attack where an attacker simply abuses the APIs
with attacking SmartApps or Device Handlers as discussed
in Section 3.2. The forge attacks are the easiest type of attack
we considered, since the attacker just needs to feed the APIs
with the target parameters.

Recall that, we assume the attack might be aware of our
defense mechanism. Therefore, we also consider two
advanced attacks (see below) where the attacker tries to add
more parameters in the APIs to bypass our verification.

Event Mimic Attack. In the case where an attacker is
aware of the verification-based defense mechanism pro-
posed in this paper (see Section 4.2.1), the attacker may
attempt to bypass the verification by adding a signature
to the original event object. We call this attack the event
mimic attack. That is, in an event mimic attack, the
attacker mimics the behaviors of a patched secure Device
Handler (see Section 5), using the key fields of the event to
generate a signature and adding it to the original event
object. Then, the fake event object with the signature is
sent to the SmartThings cloud platform instead of the orig-
inal event object in the hope that such an event could pass
the signature verification and further trigger the victim’s
benign SmartApps to operate devices that the attacker is
not entitled to access.

Event Replay Attack. In more rare cases, the attacker
(such as an Airbnb guest who has been invited as a mem-
ber to the owner’s SmartThings system [8], [99]) might be
able to access the log of the victim’s SmartThings system.
Therefore, the attacker could obtain the full body of a real
event in the log subsystem, including both the values of
the event fields and the signature. Leveraging such infor-
mation, the attacker could feed such value into the APIs
discussed above to replay the event. Without careful
design in the defense, such an event would pass the signa-
ture verification process and trigger the device actions
desired by the attacker.

5. SmartThings supports users to authorize their IoT devices of
another platform to SmartThings, so that the user can use SmartThings
as a unique control console to manage all her IoT devices from different
vendors, such as user’s LIFX bulbs being delegated to SmartThings
through OAuth [105].

6. Note that the sendEvent() API exposed to the SmartApp [106]
and the sendEvent() API exposed to the Device Handler [92] are two
different APIs.
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4 USABILITY PRESERVING DEFENSE

In this section, we present the defense scheme against event
spoof attacks in SmartThings.

4.1 High Level Idea

Root Cause. It should be noted that it is not the faulty codes
wrote by the developers, if there were any, that introduce the
vulnerabilities discussed in Section 3.3. The developers just
program the SmartApps and Device Handlers as instructed
by SmartThings (e.g., calling APIs to generate events and
operate devices). The fundamental problem is that Smart-
Things lacks an understanding of the security implication of
trigger-events’ authenticity and provides no authenticity
verification APIs to the developers. Hence, even if the devel-
opers understood the security risks, they would not be able
to defeat the event spoofing attacks on their own.

A straight forward way to defend against the event spoof
attacks in SmartThings is to restrict the use of the exploitable
APIs (listed in Table 1). However, these APIs are needed for
implementing the functionalities desired by the users and
have been widely used in the SmartApps and Device Han-
dlers. To restrict the use of the APIs would significantly
reduce the usability of the system. Such a change might even
require fundamental re-design and re-deployment of the
system and programs, which could take a long time even if it
was possible to be carried out in the real world system.

Therefore, we present a usability preserved defense,
which can minimize the impact on the SmartThings frame-
work and the users. To this end, we propose the event
authenticity verification based defense against event spoof
attacks in SmartThings. That is, before calling the event han-
dler method, the SmartApp verifies the authenticity of the
trigger-events. Only the events that pass the verification
would trigger the actions defined in the event handler meth-
ods. To defend against all the three types of attacks (see Sec-
tion 3.3), we summarize the principles for the authenticity
verification as follows.

� P1: Verifiable signature. The event should contain a
signature that could be used as the proof of non-
forged event.

� P2: One-time trigger. In a benign environment, each
event would only trigger the corresponding event
handler methods once. Therefore, we need to check
whether a new received event has already been proc-
essed by the SmartApp, thus to, for example, defend
against event replay attacks.

� P3: Accordant event attribute. IoT systems constantly
interact with the physical world. Therefore, the
attributes of the events should be in accordance with
the physical world. For example, the SmartThings
system only generates a sunrise event during the
sunrise time of the user’s physical location. There-
fore, we also check the accordance of the event attrib-
utes for authenticity verification.

4.2 Event Authenticity Verification

In this section, we elaborate on the authenticity verification
with respect to the different types of events and the different
types of attacks. Specifically, the principles P1 and P2 are

used for device events verification, while principles P3 and
P2 for the location events.

4.2.1 Device Events: Signature Based Verification

Lifecycle of a Device Event in SmartThings. As discussed in
Section 2.2 and shown in Fig. 2, the typical process of a
device event is as follows. First, the state of the end device
changes due to its interaction with the physical world (such
as, temperature increases or user operates the device physi-
cally). Then, the device sends a message to the SmartThings
hub to report the state change (➀). The hub then forwards
the message to the device’s Device Handler, which runs in
the SmartThings cloud (➁). Upon receiving the message,
the Device Handler calls the APIs (such as createEvent

()) and leads the SmartThings system to generate and
propagate a device event (➂). The event is then passed to
the SmartApps that subscribe to it (➃). The SmartApp then
calls the command methods of the action-device defined in
the SmartApp’s event handler method (➄). Then, the Device
Handler of the action-device generates and sends command
(s) to the hub (➅). At last, the hub passes the command(s) to
the action-device for execution (➆).

To defend against device event spoofing attacks, we pro-
pose a signature based verification scheme to check the
integrity of the device event. As shown in Fig. 2, the key
idea is 1) to add a signature into the event structure body
when calling APIs to generate the event in the Device Han-
dler (➂), and 2) to verify the correctness of the signature
(contained in the received event) before calling the event
handler method in the SmartApp (➃). As aforementioned,
the three most important fields of a device event are the
deviceId, the event name and the event value. Therefore,
we use all these three fields to generate the signature and

Fig. 2. Signature and verification of device events.
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store the signature in the data field of the event. Hence, the
event signature will also be propagated to the SmartApps
that subscribe to the event along with all the other event
fields like the event name and the event value. As a result,
we can verify the correctness of the event signature later in
the SmartApps.

Defend against device event forge attack (with principle P1).
Recall that, in the event forge attack, the attacker simply
abuses the APIs to generate a normal event which does NOT
contain a signature. Therefore, forged device events would
fail to pass the verification. As a result, device event forge
attacks can be easily prevented by our proposed scheme.

Defend against device event mimic attack (with principle P1).
As discussed in Section 3.1, the attacker might be able to
obtain the correct fields (e.g., the deviceId, the event
name and the event value) and use these fields to generate
a valid signature based on these event fields. To prevent the
mimic attacks, we need to include an extra secret into the
signature which the attacker cannot obtain. Hence, we let
the Device Handler generates the data ID0, which is a
UUID [107], [108] for the device, and stores the ID0 in its
private persistent storage [109]. When generating the signa-
ture, the Device Handler sends the ID0 to the Sign module
(see Fig. 2) along with other fields (line 5 of Listing 6).

Including an ID0 for each device, the device event mimic
attacks can be prevented because of the following reasons.
First, the ID0 is safely stored in the benign Device Handler’s
storage in the SmartThings cloud, which is not accessible to
the attacker. Second, the plaintext of ID0 is not contained in
the event body. Hence, the attacker can’t obtain it from the
system log. At last, we provide safe management on the
ID0. To be more specific, the Sign module maintains a map-
ping between the ID0 and deviceId. Upon receiving a
new deviceId, the Signmodule adds a new item recording
the deviceId and the corresponding ID0 in the sign
request. Upon receiving a sign request with a known devi-

ceId, it checks whether the request contains a correct ID0,
and discards the sign requests with incorrect ID0. Hence,
our proposal can also prevent device event mimic attacks.

Defend against device event replay attack (with principle P2).
Moreover, an attacker could obtain the complete structure
of a valid device event (including the valid signature) from
the SmartThings logging system and replay the event to
mislead the benign SmartApps. Replay attacks are not new
to SmartThings system. They have been seen in the smart
city systems [110] and automatic speaker verification sys-
tems [111]. Timestamp and time to live (TTL), which indi-
cates when the object is created and the period for which
the object is valid, based defense against replay attack is
commonly used [10]. However, even under non-adversary
circumstances, the device events in SmartThings could be
delayed. For example, when the hub goes offline because of
an Internet outage, the events would be queued at the hub
and sent to the SmartThings cloud when the internet is
restored [112]. Hence, it is impractical to set a TTL value
that could both deny the replayed events and accept the
delayed valid events.

To tackle this problem, we present a unique defense
against device event replay attack in SmartThings based on
the fact that an identical device event would trigger the
event handler method(s) defined in the subscribing

SmartApp(s) only once (principle P2). Particularly, similar
to the ID0 for each device, we generate an identification for
each event handler method (ID_handler) and store it in
the SmartApp’s persistent private storage [109]. We also cre-
ate an identification for each device event (ID_event) and
store it in the Authenticity Verification Module when generat-
ing the signature for the event. Upon receiving a device
event, the Verify module first checks whether the event con-
tains a valid ID_event. An invalid ID_event indicates a
tampered or out-of-date event. Then, the Verify module
determines whether the event is replayed by checking
whether there is an entity of ID_event: ID_handler, the
presence of which indicates the event has already triggered
the execution of the event handler method.

Note that, the Verifymodule adds and stores the entity of
ID_event: ID_handler after successful verification.
Also, to avoid storage explosion, the Verify module would
delete the ID_events and the corresponding entities regu-
larly. For instance, it could only store the information of
events from the last 24 hours. An event that is delayed more
than 24 hours is rarely seen and it is reasonable to discard
such events.

As a result, to defend against all the three device event
spoofing attacks above, the SmartApp sends the event
name, event value, device identification, event identifica-
tion, event handler method identification and the event sig-
nature (as shown in line 5 of Listing 7) to the Verify module
for device event authenticity verification.

It should be noted that SmartApps usually respond to
events and perform related actions, but in rare cases, the
SmartApps may generate device events, too. For example,
Service Manager SmartApps [113] are designed to manage
devices that connect through the internet (cloud) or the
user’s local network: the Service Manager SmartApp makes
the connection with the device, handling the input and out-
put interactions, and the Device Handler parsesmessages. In
specific, Service Manager SmartApps [104] will add child
devices through addChildDevice() [114] and send device
events using child.sendEvent() [106]. Since the events
generated by the Service Manager SmartApps can also be
forged, these events also need to be signed. Therefore, we
add a getSignature()method in all the Device Handlers.
The Service Manager SmartApp calls the getSignature()
to pass the event type and event value to its child device, which
will interact with the Authenticity Verification Module to
obtain a valid signature. At last, the signature is returned to
the SmartApp and is added into the structure of the device
event. As a result, the device events generated by Service
Manager SmartApps can also be protected.

4.2.2 Location Events: Attribute Based Verification

Lifecycle of a Location Event in SmartThings. As discussed in
Section 2.2 and shown in Fig. 3, unlike the device events,
location events are usually generated by the SmartThings
system due to user’s operations from the mobile app or cir-
cadian rhythms (➀). For example, the SmartThings system
generates a position event when the user changes the loca-
tion of her smart home in the settings of the SmartThings
mobile app. Thereafter, the process of a location event is
similar to that of a device event. In specific, the location
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event is propagated to the SmartApps that subscribe to it
(➁). The SmartApp then calls the command methods of the
action-device defined in the SmartApp’s event handler
method (➂), which is followed by the Device Handler of the
action-device generating and sending command(s) to the
hub (➃). At last, the hub passes the command(s) to the
action-device for execution (➄).

The core idea of defending against location event spoof-
ing attacks is the same as that of device event spoofing
attacks, which is to verify the authenticity of the events
before calling the event handler methods (step ➂ of Fig. 3).
However, since the location events are generated by the
SmartThings internally, we could not add an event signa-
ture into the event structure from the outside. Instead, we
propose attribute based verification built on our observation
of the SmartThings and the rules in the physical world, to
defend against location event spoofing attacks.

Defend against mode event and position event spoofing attacks
(with principle P3).We observed that the displayName field
of a spoofed mode (or position) event is always either “mode”
(or “position”) or the Device Handler’s name of the child
device, even if the attacker explicitly specifies its value to
some other string when spoofing the event. Meanwhile, the
displayName field of a real and validmode (or position) event
is always the name of the user’s location. As a result, we can
identify the spoofedmode events and position events by check-
ing the values of the displayName contained in these events.

Note that, a spoofed mode event and/or position event
will be identified no matter how the attacker spoofs the
event (e.g., event forging or event replaying). As a result,
such verification can defend against event forge attack,
event mimic attack and event replay attack.

Defend against sunset event and sunrise event spoofing attacks
(with principles P3 and P2). The sunset (or sunrise) event is

automatically generated by the SmartThings system at the
sunset (or sunrise) for the user’s location. The time of a sun-
set (or sunrise) for a specific location is a ground truth, ruled
by the physical world.

Hence, to defend against sunset and sunrise events forge
and mimic attacks, we first use the getSunriseAndSun-

set() API [115] to get the local sunset time and sunrise
time (the ground truth time). Then, by comparing the arriv-
ing time of a sunset event (or sunrise event) with the ground
truth time, we could identify the spoofed events and deny
such events (principle P3). As to the sunset and sunrise
events replay attack, we simply check whether the event
happens more than once in a short period of time after the
sunset or sunrise (principle P2).

Note that, a real and valid sunset event (or sunrise event)
might be passed to the subscribing SmartApps at the time
that is later than the actual sunset (or sunrise) time due to
the normal delays in the SmartThings system. Therefore, we
add an offset [115], [116] to the ground truth time to tolerate
such benign delays. In our current implementation, the off-
set is set to be 10 minutes. However, it can be easily adjusted
according to the users’ requirements.

Defend against sunsetTime event and sunriseTime event spoof-
ing attacks (with principles P3 and P2). The sunsetTime event
and sunriseTime event indicate the time of next sunset and
sunrise for the user’s location, respectively. These two events
are generated either around the sunset or sunrise or after the
position has been changed by the user. Therefore, defense
against the sunsetTime and sunriseTime event spoofing attacks
is similar to that of the sunset and sunrise event. Event forge
andmimic attacks can be defended by comparing the arriving
time of the events with the ground truth time (principle P3).
To get the ground truth time, the getSunriseAndSunset

()API is used again.We also record the time of the latest posi-
tion as another ground truth time. Denying the replayed sun-
setTime and sunriseTime events is also accomplished by
checking whether the event happens more than once in a
short period of time (principle P2). Offset is also introduced to
the ground truth time for tolerating the benign event delays.

4.3 Deployment and Discussion

To enable event signature and verification, we patch the
SmartApps and Device Handlers with security hardening
codes, as shown in Listings 6 and 7 (We will present the
automatic patching tool, SmartPatch, in Section 5). How-
ever, due to the limitations posed by the SmartThings, in
our current design and implementation, we also used an
external Authenticity Verification Module, which is deployed
in our testing server.

To be more specific, SmartThings cloud platform only
allows the SmartApps and Device Handlers to use the clas-
ses, methods and data types in the specified whitelist [89],
which does NOT include themethods for signature and veri-
fication, such as java.security.Signature.sign()

and java.security.Signature.verify(). Therefore,
we deploy the Authenticity Verification Module, which imple-
ments the functionalities of signature generation and verifi-
cation, in a separate web server. The SmartApps and Device
Handlers are patched with codes to send/receive HTTP
requests/responses to/from the server to obtain the event
signature and the result of signature verification.

Fig. 3. Verification of location events.
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In particular, as shown in line 5 and lines 8 - 16 of Listing
6, the Device Handler sends sign requests, which contain
the core data of an event (as discussed in Section 4.2.1), to
the server. Upon receiving the sign request, the Authenticity
Verification Module checks its data and returns the generated
signature to the Device Handler if the request passes the
check. Then, the Device Handler puts the received signature
into the event and calls the APIs for event generation (line
22 of Listing 6). Similarly, as shown in line 5 and lines 9 - 17,
the SmartApp sends sign requests, which contain the event
signature among other critical data, to the server. The
Authenticity Verification Module verifies the signature and
sends back the verification result to the SmartApp. The
SmartApp ends the execution of the event method handler
(s) if the event fails to pass the verification (line 18 - 20 of
Listing 7).

Note that, the use of a separate server in our current
deployment can be eliminated by SmartThings to add the
sign-and-verify related methods to the whitelist. We treat
our current deployment, which can provide immediate pro-
tection to the SmartThings users’ smart home systems, as a
first step and temporary solution before the SmartThings
makes the changes. Besides, even if SmartThings doesn’t
change the whitelist, our proposed solution can be easily
deployed by the users, working with their current smart
home systems compatibly and interactively.

5 AUTOMATED PATCHING

In this section, we will elaborate on how to automatically
patch the SmartApps and Device Handlers with security
hardening codes to enable event signature and verification.

5.1 Overview

To identify the usage of vulnerable APIs and add codes for
security enhancement are quite challenging for users, most
of which might not be security experts or even technical-
savvy. Therefore, it is important to help users to automati-
cally patch their SmartApps and Device Handlers.

Architecture. To this end, we built SmartPatch that
includes 3 core components: a Source Code Analyzer, a Code
Patcher and a Code Templates Database, as outlined in Fig. 4.
More specifically, SmartPatch takes the vulnerable
SmartApps and Device Handlers as input, analyzes their
source codes (e.g., locating the vulnerable APIs), automati-
cally patches them and outputs the security-enhanced
SmartApps and Device Handlers. With the help of
SmartPatch, even an IoT newbie user can easily patch
their IoT programs and strengthen their smart home sys-
tems in SmartThings. We have made the tool publicly
available [30].

5.2 Examples of Patched Programs

In this section, we use two examples to illustrate how Smar-
tApps and Device Handlers are patched with SmartPatch.
We call the SmartApps and Device Handlers before patch-
ing original SmartApps and original Device Handlers, while
the ones after patching the patched SmartApps and patched
Device Handlers.

Example 1: Patched Device Handler. As aforementioned,
Device Handlers could use the sendEvent() API to pass
parameters to the SmartThings system for event generation.
As shown in lines 18 - 19 of Listing 6, the original Device
Handler calls sendEvent()with the event name (“switch”)
and event value (“on”) parameters to generate a switch.on
device event. To patch the Device Handler, we need to add a
device event signature into the event structure and register
the device’s ID0 in theAuthenticity VerificationModule.

As we can see from Listing 6, the key parameters of the
event (e.g., “switch” and “on”) are extracted from the origi-
nal Device Handler (line 19). These key parameters are then
used to generate the device signature (line 5) and reused as
parameters in the patched Device Handler’s call to the sen-
dEvent() API (line 22). The call to this API in the original
Device Handler is commented out (line 19). Also, the codes
for sending sign request to and receiving event signature
from the Authenticity Verification Module, as mentioned in
Section 4.2.1, is added into the patched Device Handler
(lines 1 - 16).

Listing 6. Code Snippet of a Patched Device Handler
(Generating Signature for Device Event)

Example 2: Patched SmartApp. As shown in Listing 7, the
original SmartApp tries to unlock the lock1 (line 23) upon
receiving the trigger-device-event. The codes for device event
verification are added (lines 2 - 21) to patch the SmartApp.
More specifically, the verify request is sent out first (lines 2 -
17). Then, the patched SmartApp checks the result of the veri-
fication, blocking the execution of the following actions if a
“false” verification result is received (lines 18 - 20).

For clarity, we only show the core added codes in the
above 2 examples. For the patched SmartApps and Device
Handlers to be executable in the users’ real-world smart

Fig. 4. SmartPatch architecture.
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home systems, some supporting codes are also added, such
as the codes to generate and store the ID0, the URL of the
external server, and the ID_handler. Please refer to the
GitHub page of SmartPatch [30] for the complete patched
SmartApps and Device Handlers.

Listing 7. Code Snippet of a Patched SmartApp (Verify-
ing Device Event)

5.3 Implementation of SmartPatch

We provide implementation details of SmartPatch in this
section; its full source code is released online [30]. To patch
a SmartApp or a Device Handler, there are 2 major phases
in patching SmartApps and Device Handlers automatically.
The first phase is to locate the relevant method calls (e.g.,
the vulnerable APIs calls, event handler method calls and
subscription calls, etc.) in the source codes, which is accom-
plished by the Source Code Analyzer. The second phase is to
replace the vulnerable APIs calls with security hardening
codes, which is done by the Code Patcher.

The Source Code Analyzer (Analyzer for short). We
inspected the API documentation of SmartThings [117], and
identifies two categories of APIs/methods that are relevant
to our defense: 1) the method calls that generate events,
including sendEvent(), createEvent(), and parse()

in the Device Handlers and .sendEvent() in the Smar-
tApps; 2) the method calls that process events, including
subscribe(), install(), eventhandler() and ini-

tialize() in the SmartApps and install() in the
Device Handlers.

To strengthen the SmartApps and Device Handlers, we
have to locate both of the categories of APIs/methods, which
are called the target methods. To this end, the Analyzer takes
the source codes of the SmartApps and Device Handlers as
input and generates an abstract syntax tree (AST) for each
SmartApp and Device Handler. Then, the Analyzer visits the
AST to obtain the information of the target methods, such as
the line numbers of the start line and end line of the method.
Analyzer also extracts the arguments of the target methods
with the help of AST analyses. At last, the Analyzer generates
a Configurationfile for each SmartApp andDeviceHandler

to store the key metadata (e.g., the line number of the start
line, the line number of the end line, arguments, etc.) of the
target methods existing in the SmartApp (or the Device
Handler).

It should be mentioned that the Analyzer fails to generate
AST for some SmartApps and Device Handlers. This is
because the SmartApps and Device Handlers are actually
instances of abstract executor classes [89], whose complete
source codes are not available to us. Therefore, for example,
when a Device Handler of a Zigbee device uses the Zigbee
related package and methods [118], whose codes are explic-
itly listed in the Device Handler’s source code, the Analyzer
would fail to generate the AST because of unable to resolve
class physicalgraph.zigbee.zcl.DataType. To tackle this prob-
lem, we use regular expressions to search for the strings of
the target methods in the source code of this type of Smar-
tApps and Device Handlers. Once the target methods are
located, we use the same method discussed above to obtain
and store the other metadata of the target methods.

The Code Templates Database and the Code Patcher (Patcher
for short). As discussed in Section 5.2, we have to add vari-
ous codes when patching the SmartApps and Device Han-
dlers. Some of the codes are the same in different
SmartApps or Device Handlers, such as the codes to deter-
mine whether to continue the execution of the event handler
method (lines 18 - 21 of Listing 7) and the codes to generate
the ID0, ID_handler, and ID_event. We call these codes
static codes. For efficiency, all the static codes are pre-
defined and stored in the Code Templates Database, and are
reused in the runtime when the Patcher patches the Smar-
tApps and Device Handlers. Meanwhile, some codes to be
added can only be generated in the runtime, such as the
replacement code of vulnerable API calls (line 22 of Listing
6) based on the metadata of the target methods. We call
these codes the dynamic codes. Therefore, the Patcher takes
the source code and the Configuration file of a SmartApp
(or a Device Handler) and the Code Templates Database as
input, adds both the necessary static codes and dynamic
codes into the source code of the original SmartApp (or
Device Handler), and outputs the security-enhanced Smar-
tApp (or Device Handler).

6 EVALUATION

In this section, we measure the impacts of the spoofed
events and evaluate the performance of our proposed
defense from the aspects of security benefits, practicality and
efficiency.

6.1 Impacts of Spoofed Events

We inspected all the 187 SmartApps open-sourced by
SmartThings [6] to investigate how each SmartApp is
affected by the event spoofing attacks. Mainly, we looked
into the trigger-event(s) that each SmartApp subscribes to
and the action(s) that each SmartApp executes upon receiv-
ing the trigger-event(s). In particular, we counted the num-
ber of SmartApps that subscribe to each type of the events
and summarized the (representative) corresponding conse-
quences (e.g., the actions of the SmartApps being affected).
The results are shown in Table 2.
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Prevalence of Vulnerable SmartApps. Of all the 187 Smar-
tApps we inspected, 138 (over 73%) SmartApps are vulnera-
ble to event spoofing attacks. Only a small number of
SmartApps are not affected by the attack, because these
SmartApps do not subscribe to any event. To be more spe-
cific, 127 (out of 138) vulnerable SmartApps subscribe to
device events and are vulnerable to device event spoofing
attacks. Meanwhile, 28 SmartApps are vulnerable to loca-
tion event spoofing attacks. Besides, there are 8 other Smar-
tApps that do not subscribe to events but are also the
victims of event spoofing attacks: these 8 SmartApps gener-
ate (their child) device events, which could be spoofed by
the attacker.

Scope of the Impact. As discussed in Section 3.1, the goal of
event spoofing attacks is to mislead the victim’s benign
SmartApps to perform actions that benefit the attacks.
Therefore, the consequences of the attacks actually depend
on the actions defined in the vulnerable SmartApps.
According to our investigation result, the consequences are
devastating, ranging from sending incorrect alerts [119] to
unauthorized device access, such as controlling the victim’s
smart locks [120] and cameras [121].

6.2 Performance Evaluation

In this section, we evaluate the performance of our pro-
posed approach in terms of security benefit, practicality and
efficiency.

6.2.1 Security Benefit

In this section, we elaborate on how our proposal defends
against the event spoofing attacks, thus to provide security
benefits to the SmartThings users’ smart home systems.

Defending Against Device Event Spoofing Attacks. Our pro-
posed defense can defend against all the three device event
spoofing attacks. As shown in Fig. 5, the device event forge

attack was identified and stopped by the Authenticity Verifi-
cation Module because there is no signature in the event.
Fig. 6 illustrates a device event mimic attack was blocked
because the event contains an incorrect pair of ID0 and
deviceId. Also, as shown in Fig. 7, a device event replay
attackwas stopped because the Authenticity Verification Mod-
ule found out the identical event has already been processed
by the same event handler method.

Defending Against Location Event Spoofing Attacks. Our
proposed defense can also defend against all the location
event spoofing attacks. As shown in Figs. 8 and 9, a mode
event spoof attack and a position event spoof attack were
stopped because of the incorrect value of displayName.
We illustrate how sunrise event spoof attack and sunset event
spoof attack are stopped in Fig. 10: the sunrise event didn’t
happen at (or near) sunrise time. Similarly, as shown in
Fig. 11, sunriseTime event spoof attack and sunsetTime event
spoof attack can be successfully defended because they hap-
pen at a wrong time.

6.2.2 Practicality

In this section, we evaluate the practicality of our proposal
in two aspects: 1) can the patched SmartApps and Device
Handlers work compatibly within the SmartThings system?
and 2) can SmartPatch patch all the SmartApps and
Device Handlers automatically?

Secured and Compatible Device Event Processing With
Patched SmartApps and Device Handlers. It is critical for the
patched programs to work compatibly, interactively and
correctly with the SmartThings users’ smart home systems.
To show that, we present the execution results of the
patched SmartApp named “The Big Switch”, which is pro-
vided by SmartThings for users to “turns on, off and dim a col-
lection of lights based on the state of a specific switch” [122].

We first patched the “The Big Switch” SmartApp and the
Device Handler of a switch with SmartPatch and installed
the patched programs in our testing SmartThings system.
We configured the SmartApp to turn on/off the lights in the
kitchen, living room and bedroom according to the switch.
The execution results are shown in Fig. 12. In specific, as
discussed in Section 4.2.1, the processing of device event is
protected by signing the event at generation and verifying
the signature at triggering actions. Fig. 12a presents how the
Authenticity Verification Module provides such protection
and returns a result of successful verification. Meanwhile,
as shown in Fig. 12b, the patched SmartApp receives a
switch.off event, sends out the sign request, and receives a
successful event verification result from the Authenticity
Verification Module. As a result, the SmartApp executes the

TABLE 2
The Number of SmartApps Impacted by Faked Events

and the Corresponding Consequences

Event type # of SmartApps Actions of SmartApps

device 127 - Controlling devices including locks,
cameras and switches- Sending alert
messages

mode 22 - Changing the states of the devices
such as lights and speakers

position 3 - Changing the mode - Controlling devices
such as lights

sunrise sunset 3 - Changing the mode - Changing the states
of sensors

sunriseTime
sunsetTime

3 - Changing the mode - Controlling devices
such as dimmers

Of all the SmartApps affected by the attacks, 12 of them subscribe to both
mode event and device event, 2 of them subscribe to device event, position
event, sunriseTime event and sunsetTime event at the same time, 1 of them
subscribes to position event, sunriseTime event and sunsetTime event at
the same time, and 3 of them subscribe to device event, sunrise event and
sunset event simultaneously.

Fig. 5. Stop the device event forge attack.

Fig. 6. Stop the device event mimic attack.

Fig. 7. Stop the device event replay attack.
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actions, for example, to turn off the light in the bedroom (as
shown in Fig. 12c).

Feasibility of Automated Patching. Of equal importance is
the ability to automatically patch as many programs as pos-
sible. To evaluate the feasibility of SmartPatch, we down-
loaded all the SmartThings open-sourced SmartApps and
Device Handlers [6], and used SmartPatch to patch them.
The result shows that SmartPatch can automatically patch
all of the vulnerable SmartApps and Device Handlers, as
shown in Table 3.

To be more specific, since we aim to defend against event
spoofing attacks in this paper, only the SmartApps that sub-
scribe to events and Device Handlers that generates events
with the exploitable APIs (as listed in Table 1) are vulnera-
ble. We find out that 41 (out of 187) SmartApps and 17 (out
of 338) Device Handlers are not vulnerable. Therefore, these
programs don’t need to be patched. All the other vulnerable
(146) SmartApps and (321) Device Handlers can be success-
fully patched with SmartPatch. Further, as we discussed
in Section 5.3, AST analysis and string matching are used in
the Source Code Analyzer. The result shows that 132 (out of
146) SmartApps and 125 (out of 321) Device Handlers are
patched with AST analysis, while 14 (out of 146) SmartApps
and 196 (out of 321) Device Handlers are patched with
string matching.

6.2.3 Efficiency

In this section, we evaluate the efficiency of our proposed
approach by measuring the runtime overheads in event
processing and the time for automated patching.

Runtime Overheads in Event Processing. The runtime over-
heads are introduced by the event signature generation in the
patched Device Handlers and the event verification in the
patched SmartApps. To measure such overheads, we record
the time from theDeviceHandler sending out the sign request
to the verification result being received by the SmartApp.

As shown in Fig. 13, the runtime overheads are negligi-
ble. Most of the performance penalties are less than 900 ms.
The first run of a patched SmartApp and Device Handler
introduces a bit more latency (around 1000 ms), because the
identifications of the entities (e.g., ID0, ID_handler) need
to be generated and stored only in the first run.

It should be noted that the latency we presented in
Fig. 13 also includes the network delay between the Smart-
Things cloud (where the SmartApps and Device Handlers
are running) and our testing server that hosts the Authentic-
ity Verification Module. Hence, the performance overheads
can be further reduced if the server is placed within the
SmartThings cloud or SmartThings allows SmartApps and
Device Handlers to use the methods for signature and veri-
fication (as discussed in Section 4.3).

Time for Automated Patching With SmartPatch. It is also
important that SmartPatch could automatically patch the
programs fast, so that the users can use SmartPatch to
enhance the security of their SmartThings smart home sys-
tems conveniently. To measure the time needed for patching

Fig. 8. Stopmode event spoofing attack.

Fig. 9. Stop the position event spoofing attack.

Fig. 10. Stop the sunrise event spoofing attack.

Fig. 11. Stop the sunriseTime event spoofing attack.

Fig. 12. The successful execution of patched programs.
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vulnerable programs, we recorded the time that Smart-

Patch used to patch 132 SmartApps and 125 Device Han-
dlers [6] with AST analysis.

As shown in Fig. 14, the patching times for most (over
94%) SmartApps are less than 900 ms and the average time
to patch the SmartApp is 308.20 ms. Also, the times to patch
most (over 95%) of the Device Handlers are less than 900 ms
and the average time of the Device Handler is 254.85 ms.
The longest time used for automated patching is 5867 ms.
This is because the corresponding SmartApp (“Spruce
Scheduler” [123]) contains more than 100 functions, which
is very rare. Hence, we believe it is effective enough to auto-
matically patch SmartApps and Device Handlers in real
world.

7 DISCUSSION AND LIMITATIONS

First of all, in order not to affect the normal functionalities of
the SmartThings cloud platform, we adopt an external
server to host the Authenticity Verification Module. In our cur-
rent implementation, the URL of the hosted service is
exposed in the source codes of the patched programs.
Therefore, an attacker can conduct DDoS attacks to the
server to disrupt the verification process. However, Smart-
Things, as the service provider, can fix this problem easily,
for example, to provide internal closed-source APIs that
implement the event verification.

Second, under the current stage, a powerful attacker who
has the permission to install malicious programs in the vic-
tim’s SmartThings account and is also aware of our defense
mechanism could bypass the proposed verification, by
replacing the patched secure programs with unpatched
insecure ones. However, once SmartThings adopts our pro-
posal, the unpatched programs (installed by the attacker)
will not be able to pass the verification and thus fail to con-
duct a successful attack.

Third, the time that SmartPatch needs to patch a Smar-
tApp or Device Handler relies on the size of the codes.
More codes indicate longer patching time. However, Smar-
tApps and Device Handlers are usually very simple, with
hundreds of lines of codes. Hence, we believe SmartPatch
is efficient enough for real-world use.

Fourth, our approach can only strengthen the SmartApps
and Device Handlers whose source codes are available to
the users. However, the developers of the closed source
SmartApps and Device Handlers can also leverage Smart-

Patch to patch the programs before publishing them.
Lastly, there are many other trigger-action IoT platforms,

such as IFTTT, Zapier, and Microsoft Flow. Previous
researches have shown that vulnerabilities similar to those
identified in this work also exist in other IoT platforms [10],
[54]. To solve such problems, Bastys et al. [54] proposed to
disable the access to sensitive actions via JavaScript in the
filter codes wrote by the attacker, while Fernandes et al. [10]
presented a clean slate design that requires modification to
the IoT platform (e.g., IFTTT) and all the connected third-
party trigger/action services. Comparing to these solutions,
which would take a long time for real world deployment by
the related vendors, our solution requires no such modifica-
tion and can provide immediate protection to the end users.
It should be noted that, due to the differences of the design
and implementation details of all these IoT platforms, our
tool, SmartPatch , can only automatically patch the vul-
nerable programs in SmartThings. However, our proposed
authenticity verification based defense can provide valuable
insights in solving the problems in other IoT platforms.

8 CONCLUSION

In this paper, we focus on the event spoofing attack and its
defense in SmartThings, which is one of the most popular
IoT platforms. Through systematical analyses, we identified
new attacks to spoof events that would mislead the benign
SmartApp to execute actions at the attacker’s desire. We
also present a usability preserved defense based on event
verification. We build a tool SmartPatch to help users to
automatically patch their vulnerable SmartApps and Device
Handlers. Extensive experiments have shown the effective-
ness, efficiency and practicality of our proposal. Our new
findings and understanding will provide better protection
for today’s IoT applications and shed light on designing
more secure IoT systems in the future.Fig. 13. The runtime overheads (latency) of patched programs.

Fig. 14. Time used for automated patching with ASTanalysis.

TABLE 3
The Number of SmartApps and Device Handlers Dealed

With Different Processing Methods

# of SmartApps # of Device Handlers

Patched with AST ananlysis 132 125
Patchedwith stringmatching 14 196
Unpatched 41 17
Total 187 338
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