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ABSTRACT Adaptor signature is extended from the standard digital signature, which conceals a secret
value in the “pre-signature”. The one who knows the secret value can transform it into a completed
signature. Adaptor signatures are useful in addressing blockchain scalability issues, and have been used
to build blockchain scaling protocols, such as payment channels or atomic swaps. Recently, someone
propose two-party adaptor signature to enhance the privacy in application of adaptor signatures. However,
we notice that there is no identity-based two-party adaptor signature scheme so far. Based on IEEE
P1363 standard identity-based signature scheme, a secure two-party adaptor signature is constructed in
this paper. Moreover, under the random oracle model, we analyze the security of our proposed P1363-
based two-party adaptor signature. Finally, we make a comparison between our scheme and other adaptor
signature schemes in computation and communication overheads, the result shows the costs of our scheme
are acceptable.

INDEX TERMS Two-party signature, adaptor signature, IEEE P1363, payment channel.

I. INTRODUCTION

THE EVOLVING blockchain technology has attracted a
surge of interest from academia, industry and govern-

ment agencies to enable secure payments in a decentralized
system. However, most of the blockchain applications need
to face the problem of scalability of the blockchain plat-
form [1]. For example, Bitcoin can only process about 10
transactions per second, While the throughput of VisaNet is
almost 1700 transactions. This situation severely limits the
development of blockchain applications and degrades the
user experience.
Adaptor signature is extended from the standard dig-

ital signature. It was first proposed by Poelstra [2] to
help build blockchain scaling protocols, such as Payment

Channel Networks (PCNs) [3], and was later formalized by
Aumayr et al. [4]. In adaptor signatures, the signer creates
a pre-signature with a hidden hard relation, then the one
who knows the hard relation witness can convert the pre-
signature to a completed one. Meanwhile, we can verify
the completed signature with standard signature verification
algorithms. Anyone is able to extract the secret witness with
the pre-signature and the completed signature.
Some blockchain scaling protocols aim to handle the

transactions offchain and only put the final state onchain,
such as payment channels [5]. With adaptor signatures, the
transaction sender can pre-sign a transaction to lock some
coins with a hard relation such as hash pre-image, then
the witness can be selled, and the buyer can adapt the
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pre-signature and make a transaction to spend the coins.
While the hard relation behind the pre-signature can be set
with multiple hash values and different hash algorithms,
the related blockchain applications can be more flexible
and efficient, such as payment channels, payment routing
in PCNs [6] or atomic swaps [7], [8], [9]. Many applica-
tions behind it are used to address blockchain scalability
issues, which shows huge potential of adaptor signatures in
blockchain scalability.

A. MOTIVATION
While applying adaptor signature to blockchain application,
the verification of the constructed payment transaction con-
sist of two signatures, one for adaptor signature and another
for transaction signature, which can be used to distinguish it
from a normal payment transaction. Some [10], [11] suggest
using two-party adaptor signatures to solve this drawback,
the main idea of which is to replace the two verification steps
of adaptor signature and transaction signature by one verifi-
cation. With two-party adaptor signature, the transactions
in the application such as payment channels are gener-
ated collaboratively by the two users in the channel, and
acted the same as normal transactions. Therefore the appli-
cation of two-party adaptor signature can prevent this kind
of transactions from censorship.
Meanwhile, we notice that there is no identity-based

two-party adaptor signature scheme so far. With identity-
based cryptosystem, people can replace public key with
other’s identity (e.g., email address). It is more user-friendly
than public-key cryptosystem, and simplifies key manage-
ment. Recently, there have been a number of efforts trying
to apply identity-based cryptosystems to blockchain that
have achieved positive effects, such as combination with
the Internet-of-Things (IoT) [12], [13], which removes the
dependency of public key infrastructure (PKI), and improves
efficiency and transparency of the systems. HIBEChain [14]
is an good example that shows blockchain system based
on identity-based cryptosystem can achieve high scalabil-
ity and accountability, which demonstrates the potential of
identity-based blockchain systems for large-scale industrial
IoT applications. Observing the trend towards the application
of identity-based cryptosystems in the blockchain, we believe
it is necessary to build a two-party identity-based adaptor
signature scheme, so we make the following contributions.

B. OUR CONTRIBUTIONS
In this paper, we construct a two-party identity-based adap-
tor signature protocol for the IEEE P1363 standard [15].
Specifically, the pre-signature in our proposed protocol
is generated with the communication of two parties. We
also implement our protocol on a device and compare its
performance with other schemes. The main contributions are
summarized as below:
• We propose a secure two-party adaptor signature

scheme based on IEEE P1363 standard identity-
based signature scheme. The distributed pre-signature

generation phase works with the communication of
two parties.

• We give a security proof of our adaptor signature
scheme under the random oracle model. The result
shows that our scheme meets the security properties
of the two-party adaptor signature.

• We evaluate the performance of our scheme, and make
a comparison with other adaptor signature schemes.

C. ORGANIZATION
The remaining of this paper is structured as follows. In
Section II, we review the related work of adaptor signature
schemes. In Section III, we introduce some preliminar-
ies. In Section IV, we give basic concepts. The details
of the proposed two-party adaptor signature are presented
in Section V, and we analyze its security in Section VI.
Findings from the performance evaluation are shown in
Section VII. Finally, Section VIII concludes this paper.

II. RELATED WORK
Poelstra [2] first introduced a concept named “scriptless
scripts”, which gave the notion of adaptor signature, and
proved it was useful in blockchain scaling applications such
as PCNs, payment channel hubs or atomic swaps. Then
Aumayr et al. [4] formalized the adaptor signature as a stand-
alone primitive, the schemes in their work are constructed
with Schnoor and ECDSA signatures. Fournier [16] also tried
to give a formal definition of adaptor signature at the same
time, but his definition was weaker, and not suitable for some
applications. Concurrently, Thyagarajan and Malavolta [17]
proposed a scheme named lockable signature, which is sim-
ilar to adaptor signature, and can be built with any signature
scheme. Lockable signature is a weaker primitive than adap-
tor signature, as it needs an honestly created partial signature
(e.g., through MPC protocols) and the witness of the hard
relation must be known while generating signatures.
Malavolta et al. [10] presented two-party threshold adaptor

signature protocols with Schnoor and ECDSA signatures,
and built an anonymous multi-hop lock mechanism based
on them. However, they did not formalize the two-party
adaptor signature, therefore a formal security proof for these
schemes is missing. Then Erwig et al. [11] gave the definition
of two-party adaptor signatures, and showed a generic way
to construct adaptor signature schemes with identification
schemes. Klamti and Hasan [18] constructed a two-party
adaptor signature scheme, which is built with code theory,
thus has a huge costs of computation and big pre-signature
size.
Additionally, Qin et al. [19] also gave a generic approach

to construct adaptor signature from identification schemes,
but their construction is more practical for the lattice-based
instantiation. Meanwhile, they proposed adaptor blind
signature and linkable ring adaptor signature. After that,
Dai et al. [20] gave a formalization definition for unlinka-
bility of adaptor signatures, and designed a generic method
to construct unlinkable adaptor signatures. Their approach
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allowed more Flexible instantiations and minimal assump-
tions. Moreno-Sanchez et al. [21] constructed an adaptor
signature scheme for the linkable ring signature in Monero,
which change the transaction script logic and improve
its efficiency in largescale applications. Tairi et al. [22]
proposed a primitive named anonymous atomic locks, which
can be used to achieve three-party conditional transactions
in payment channel hubs, and give an instantiation using
adaptor signatures.
With the development of quantum computers, many digi-

tal signature schemes are under threat of being broken, and
adaptor signature is under the same situation. Therefore,
it is important to build secure adaptor signature schemes
that can resist quantum attacks. Esgin et al. [23] designed
the first lattice-based adaptor signature scheme LAS, which
relies on standard lattice assumptions, namely SIS and LWE.
However, the LAS protocol has some shortcuts in commu-
nication overhead and privacy protection, which limits its
application. Then Tairi et al. [24] designed an adaptor sig-
nature scheme based on isogenies named IAS, which needs
lower storage space than LAS, but with higher computation
cost. Further more, Gilchrist [25] introduced a post-quantum
adaptor signature using SQISign signature, which is based
on Isogeny and therefore require less storage.

III. PRELIMINARIES
In this section, we briefly review the related preliminaries
and basic security assumptions used in this paper.

A. BILINEAR MAPS
Let (G1,G2,GT) be a set of three cycle groups with the
same order q, then e : G1×G2 → GT is a bilinear map [26]
with following three properties:

1. Bilinear: For all g1 ∈ G1, g2 ∈ G2,∀a, b ∈
Zq, e(ga1, g

b
2) = e(g1, g2)

ab;
2. Nondegenerate: ∃g1 ∈ G1, g2 ∈ G2, e(g1, g2) �= 1;
3. Computable: Given the elements g1 ∈ G1, g2 ∈ G2,

the e(g1, g2) can be computed efficiently.

B. DIGITAL SIGNATURE
Generally, a digital signature [27] scheme � =
(Gen, Sign, Vrfy) includes three algorithms:
• Gen(1λ): Given a security parameter λ as input, this

algorithm outputs a pair of private key sk and public
key pk.

• Signsk(m): Given private key sk and message m as
input, this algorithm outputs a signature σ .

• Vrfypk(m, σ ): Given public key pk, message m and
signature σ as input, this algorithm outputs a verify
result b ∈ {0, 1}. If b = 1, then the signature is valid;
otherwise, it is invalid.

A secure digital signature scheme must meet the following
two properties:
1) correctness: For all message m and valid key pair

(sk, pk), it holds that Vrfypk(m, Signsk(m)) = 1.

2) (strong) existential unforgeability under chosen mes-
sage attack (EUF-CMA or SUF-CMA): In EUF-CMA,
for a public key pk, a PPT adversary is not able to
generate a valid signature on a fresh message m even
with ability to access a signing oracle. In SUF-CMA,
for arbitrary message m, it is impossible to generate a
new valid signature on it with a PPT adversary.

C. IEEE STANDARD FOR IDENTITY-BASED SIGNATURE
We briefly introduce the IEEE standard for identity-based
signature scheme [28]. The scheme consists of the following
four algorithms:
• Setup: Given a security parameter λ, this algorithm

generates public parameters PP as follows:
a) Generates the cylic groups (G1,G2,GT) with the

same order q, and a bilinear map e : G1 ×
G2→GT .

b) Chooses two random generators Q1 ∈ G1 and
Q2 ∈ G2.

c) Selects a random secret value s in Z∗q as the secret
key of server, then computes Ppub = s · Q2 and
sets g = e(Q1,Q2).

d) Sets PP = {Ppub, g,Q1,Q2,G1,G2,GT , e}.
• Extract: Given the public parameters PP, the server’s

secret s and the user’s ID, this algorithm computes
the user’s identity hID = H1(ID), where H1 is a hash
function of {0, 1}∗ → Z

∗
q, then it outputs the user’s

private key dID = (s+ hID)−1 · Q1.
• Sign: Given the public parameters PP, the user’s pri-

vate key dID, and message m, this algorithm randomly
chooses r ∈ Zq and computes u = gr, h = H2(m, u)
and S = (r + h) · dID, where H2 is a hash function of
{0, 1}∗ × GT → Z

∗
q, then it returns σ = (h, s) as the

signature of m.
• Verify: Given the public parameters PP, the user’s

public key hID, a message m and signature σ , this
algorithm computes u′ = e(S, hID · Q2 + Ppub) · g−h,
then it returns 1 if h = H2(m, u′); otherwise, returns 0.

D. HARD RELATION
Let R be a binary relation, LR be the language for describing
the relation, then we have LR := {Y|∃y s.t. (Y, y) ∈ R}. If
LR meets the following three properties, then it is a hard
relation:

1. There exists a PPT algorithm GenR(1λ) that can
take security parameter as input and output a pair
(Y, y) ∈ R.

2. The relation R is decidable in poly-time.
3. For any PPT adversary, the probability of extracting

a valid witness y for Y ∈ LR is negligible.

E. NON-INTERACTIVE ZERO-KNOWLEDGE PROOF
A non-interactive zero-knowledge (NIZK) [29] proof scheme
consists of two algorithms: proof generate scheme π ←
Prove(Y, y) and proof verify scheme {0, 1} ← Verify(Y, π).

VOLUME 4, 2023 2719



ZHU et al.: TWO-PARTY ADAPTOR SIGNATURE SCHEME BASED ON IEEE P1363 IDENTITY-BASED SIGNATURE

With a NIZK protocol, the prover can convince the ver-
ifier that there exists a witness y for the statement Y
without leaking any additional information. The NIZK
proof used in our work needs to have the following three
properties:

1. Completeness: Verify(Y,Prove(Y, y)) = 1 for all
(Y, y) ∈ R.

2. Soundness: For any (Y, y) /∈ R, Verify(Y,Prove(Y, y))
= 0 except with negligible probability.

3. Zero-knowledge: There exists a PPT simulator S that
can output a proof π for any (Y, y) ∈ R.

IV. BASIC CONCEPTS
A. FORMAL DEFINITION
Basically, adaptor signature scheme has two steps: the signer
generates a pre-signature for a message and a commitment
of a secret value, then the person with the secret value has
ability to convert the pre-signature into a completed signa-
ture. Different from the single-party adaptor signatures, in
the two-party identity-based adaptor signatures, pre-signature
is generated with the cooperation of two parties. Meanwhile,
both the pre-signature and the signature should be valid under
the user’s identity hID. Here is the formal definition of our
two-party identity-based adaptor signature [11].
Definition 1 (Two-Party Identity-Based Adaptor

Signature): Given a hard relation R and a two-party
digital signature SIG2 = (Setup, Gen,�sign, Verify),
a two-party adaptor signature is run between par-
ties A0,A1 and consists of the following algorithms:
(Setup, Gen, GenR, pSign, pVerify, Adapt, Ext). The details
are described as follows:

• Setup(1λ): Given a system security parameter λ, this
algorithm outputs a public parameter set PP.

• Gen(PP): Given a public parameter set PP, this algo-
rithm generates the user’s private keys DA1

ID and DA2
ID,

which can be stored on two devices A1 and A2.
• GenR(1λ): Given a system security parameter λ, this

algorithm generates a hard relation statement/witness
pair (z,Y) ∈ R and a zero-knowledge proof π .

• pSign〈DA1
ID ,D

A2
ID 〉

(m, z, π): Given a message m ∈ {0, 1}∗,
the user’s private keys DA1

ID,DA2
ID, a statement z ∈ LR

and a zero-knowledge proof π , this algorithm generates
a pre-signature σ̃ with the cooperation of two devices
A1 and A2.

• pVerifyhID(m, z, σ̃ ): Given a message m ∈ {0, 1}∗, the
user’s identity hID, a statement z ∈ LR and a pre-
signature σ̃ , this algorithm outputs a bit b ∈ {0, 1}.
If the pre-signature is valid, then b = 1; otherwise,
b = 0.

• Adapt(σ̃ ,Y): Given a pre-signature σ̃ and a witness
Y , this algorithm generates a completed signature σ .

• Ext(σ, σ̃ , z): Given a signature σ , a pre-signature σ̃

and a hard relation statement z, this algorithm outputs
a witness Y that satisfies (z,Y) ∈ R.

B. SECURITY MODEL
Here we give the correctness and security properties of the
two-party identity-based adaptor signature [11].
Definition 2 (Two-Party Pre-Signature Correctness): A

two-party adaptor signature satisfies two-party pre-signature
correctness if for any message m ∈ {0, 1}∗ and hard relation
statement/witness pair (z,Y) ∈ R, it holds that:

Pr

⎡
⎢⎢⎢⎢⎢⎢⎢⎢⎢⎣

pVerifyhID(m, PP← Setup(1λ)

z; σ̃ ) = 1∧ (DA1
ID,DA2

ID)← Gen(PP)

VerifyhID(m; σ) = 1 (z,Y, π)← GenR(1λ)

∧ σ̃ ←
�pSign〈DA1

ID ,D
A2
ID 〉

(m, z, π)

(z,Y ′) ∈ R σ := Adapt(̃σ ,Y)

Y ′ := Ext(σ, σ̃ , z)

⎤
⎥⎥⎥⎥⎥⎥⎥⎥⎥⎦

= 1. (1)

Then we give the definition of the security properties
for two-party adaptor signature. A two-party adaptor signa-
ture should satisfy unforgeability, similar to the definition
of EUF-CMA, this property means that if there exists a
malicious party, the party cannot generate a valid signature
without help of the other party. Compared to EUF-CMA,
the adversary in adaptor signature can additionally access
pre-signing oracles to obtain pre-signature and hard relation
statement, and it is hard for the adversary to forge a legit-
imate signature of message m. Here we give the definition
of 2-aEUF-CMA security, where “2” represents “two-party”
and “a” represents “adaptor”.
Definition 3 (2-aEUF-CMA Security): A two-party adap-

tor signature scheme aSIG2 satisfies 2-aEUF-CMA security
if for any PPT adversary A, the probability of winning
the aSigForgebA,aSIG2

experiment is negligible, means that
Pr[ aSigForgebA,aSIG2

(λ) = 1] < ε(λ). The b ∈ {0, 1} marks
which party is being corrupted by the adversary, and the
detail of experiment aSigForgebA,aSIG2

is defined as follows:

1) Q := ∅: The challenger C creates an empty message
query list Qm.

2) PP← Setup(1λ): The challenger C executes Setup(1λ)

phase to output public parameters PP.

3) (DA1−b
ID ,D

A′b
ID) ← Gen(PP): The challenger C obtains

a key pair (DA1−b
ID ,D

A′b
ID) by executing Gen(PP), then

uses the DA1−b
ID to simulate the honest party P1−b

4) (DAbID)← A(PP): The challenger C forwards PP to the
adversary A to make it generates its key DAbID, therefore
simulating the malicious Party Pb.

5) (z,Y, π) ← GenR(1λ): The challenger C creates a
hard relation statement/witness pair (z,Y) ∈ R, then it
generates a zero-knowledge proof π for the relation.

6) m∗ ← AOb
�S

,Ob
�pS (hID,DAbID): Adversary A has the

ability to access signing and pre-signing oracles Ob
�S

and Ob
�pS

, where it can obtain the corresponding sig-
nature and pre-signature. Then A selects a message
m∗ that is not in the list Qm.
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7) σ̃ ← �A
pSign〈DA1−b

ID ,·〉.
(m∗, z, π): Adversary A obtains

the pre-signature σ̃ of message m∗.
8) σ ∗ ← AOb

�S
,Ob

�pS (σ̃ , z): With ability to call signing
oracle and pre-signing oracle, adversary A outputs a
forged signature σ ∗ under the signature σ̃ and relation
statement z.

9) Outputs {0, 1}: If the forged signature σ ∗ satisfies
VerifyhID(m∗, σ ∗) = 1 ∧ m∗ /∈ Qm, then adversary A
wins the experiment, returns 1;otherwise, returns 0.

For an adaptor signature, there has a requirement that any
valid pre-signature (even from a malicious adversary) can be
converted to a completed one, this property is defined next.
Definition 4 (Two-Party Pre-Signature Adaptability): A

two-party adaptor signature scheme aSIG2 satisfies two-
party pre-signature adaptability if for any statement/witness
pair (z,Y) ∈ R and message m ∈ {0, 1}∗, the pre-
signature σ̃ meets pVerifyhID(m, z, σ̃ ) = 1 and we have
Pr[ VerifyhID(m, Adapt(σ̃ ,Y))] = 1.
Below is the definition of witness extractability, which

means a PPT adversary can extract the witness Y for
the message/statement (m, z) with a legitimate signature/pre-
signature pair (σ, σ̃ ).
Definition 5 (Two-Party Witness Extractability): A two-

party adaptor signature scheme aSIG2 satisfies Witness
Extractability if for any PPT adversary A, the probability of
winning the aWitExtA,aSIG2 experiment is negligible, means
that Pr[ aWitExtA,aSIG2(λ) = 1] < ε(λ), the experiment
aWitExtA,aSIG2 is defined as follows:

1) Q := ∅: The challenger C executes Setup(1λ) phase to
generate public parameters PP.

2) PP← Setup(1λ): The challenger C executes Setup(1λ)

phase to output public parameters PP.

3) (DA1−b
ID ,D

A′b
ID) ← Gen(PP): The challenger C obtains

a key pair (DA1−b
ID ,D

A′b
ID) by executing Gen(PP), then

uses the DA1−b
ID to simulate the honest party P1−b

4) (DAbID)← A(PP): The challenger C forwards PP to the
adversary A to make it generates its key DAbID, therefore
simulating the malicious Party Pb.

5) (m∗, z∗, π)← AOb
�S

,Ob
�pS (hID,DAbID): AdversaryA has

the ability to access signing and pre-signing oracles
Ob

�S
and Ob

�pS
, where it can obtain the corresponding

signature and pre-signature. Then A selects a message
m∗ that is not in the list Q and generate a proof π for
the statement z∗.

6) σ̃ ← �A
pSign〈DA1−b

ID ,·〉.
(m∗, z∗): Adversary A obtains the

pre-signature σ̃ of message m∗.
7) σ ∗ ← AOb

�S
,Ob

�pS (σ̃ , z∗, π): With ability to call sign-
ing oracle and pre-signing oracle, adversary A outputs
a forged signature σ ∗ under the signature σ̃ and
relation statement z.

8) Y ′ := Ext(σ ∗, σ̃ , z∗): The challenger C extracts witness
Y ′ with σ ∗, σ̃ and z∗.

9) Outputs {0, 1}: If the signature σ ∗ and witness Y ′ sat-
isfies VerifyhID(m∗, σ ∗) = 1 ∧ m∗ /∈ Q ∧ (z∗,Y ′) /∈
R, then adversary A wins the experiment, returns
1;otherwise, returns 0.

Definition 6 (Security of Two-Party Adaptor Signature):
If a two-party adaptor signature scheme aSIG2 satisfies
2-aEUF-CMA security, two-party pre-signature adaptability
and two-party witness extractability, we say it is a secure
two-party adaptor signature scheme.

V. PROPOSED TWO-PARTY ADAPTOR SIGNATURE
PROTOCOL
In this section, we construct a two-party identity-based adap-
tor signature scheme for the IEEE P1363 standard. Our work
is based on the two-party P1363 signature scheme given
in [30]. The details of our proposed protocol (as shown in
Fig. 1) are given below.
• Setup: Given a security parameter λ, this algorithm

generates public parameters PP as follows:
a) Generates the cyclic groups (G1,G2,GT) with

the same order q, and a bilinear map e : G1 ×
G2 → GT .

b) Chooses two random generators Q1 ∈ G1 and
Q2 ∈ G2.

c) Selects a random secret value s in Z∗q as the secret
key of server, then computes Ppub = s · Q2 and
sets g = e(Q1,Q2).

d) Sets PP = {Ppub, g,Q1,Q2,G1,G2,GT , e}.
• Gen: Given a user’s ID and KGC’s secret key s, this

algorithm generates the user’s private keys DA1
ID and

DA2
ID as follows:
a) KGC generates a random number d1 in Z

∗
q,

computes DA1
ID = d1 · Q1.

b) KGC computes d2 = s
s+H1(ID)

d−1
1 (mod q) and

g1 = gd
−1
1 , then DA2

ID = (d2, g1).

Note that the two private keys DA1
ID and DA2

ID will be
stored on two devices A1 and A2 respectively. The
user’s private key DID = d2D

A1
ID.• GenR: Given a security parameter λ, this algorithm

generates a hard relation statement/witness pair (z,Y)

and NIZK proof π as follows:
a) Select a random value Y ∈ G1, then calculate

z = e(Y,H1(IDA) ·Q2+Ppub), where H1(IDA) is
the identity hID of the user.

b) Set the hard relation Iz := {(z,Y) : z =
e(Y,H1(IDA) · Q2 + Ppub)}.

c) Generate a zero-knowledge proof π =
Prove(z,Y).

d) Output the hard relation statement/witness pair
z,Y and the proof π .

• pSign: Given the user’s two private key DA1
ID, D

A2
ID, a

message m ∈ {0, 1}∗ and a hard relation state/proof
pair (z, π), this algorithm generates a pre-signature σ̃

as follows:
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FIGURE 1. The design of two-party P1363-based adaptor signature protocol.

1. A1 → A2 : {request}
A1 sends a signature request to A2.

2. A2 → A1 : {μ1, μ2}
i) While receiving the signature request from A1,
A2 selects two random numbers k1, k2 ∈ Z

∗
q.

ii) A2 calculates μ1 = gk1
1 , μ2 = gk2 .

iii) A2 sends {μ1, μ2} to A1.
3. A1 → A2 : {l}

i) While receiving the message from A2, A1
selects two random numbers k3, k4 ∈ Z

∗
q.

ii) A1 calculates μ = μ
k3
1 · μ2 · gk4 · z, h =

H2(m||μ) and l = (k4 − h).
iii) A1 sends {l} to A2.

4. A2 → A1 : {s1, s2}
i) While receiving the message from A1, A2

calculates s1 = k1 · d2(mod q) and s2 =
(l+ k2) · d2(mod q).

ii) A2 sends {s1, s2} to A1.
5. A1 outputs the pre-signature σ̃

i) While receiving the message from A2, A1

calculates S̃ = s1k3Q1 + s2DA1
ID.

ii) A1 outputs the pre-signature σ̃ = (h, S̃, π, z).
• pVerify: Given a user’s public key hID, a pre-signature

σ̃ , a message m, and a statement z, this algorithm
returns 1 if the pre-signature is valid; otherwise, it
returns 0. The pre-signature is verified as follows:
a) Parse σ̃ as (h, S̃, π, z).
b) Compute bzk = Verify(z, π).
c) Compute P = hID · Q2 + Ppub.

d) Compute w = e(S̃,P) · z · gh.
e) If (h = H2(m||w)) ∧ bzk = 1), then return

1;otherwise, return 0.

• Adapt: Given a pre-signature σ̃ and the witness
Y , this algorithm output the completed signature as
follows:

a) Parse σ̃ as (h, S̃, π, z).
b) Compute S = S̃+ Y .
c) Return completed signature σ = (h, S).

• Ext: Given a pre-signature σ̃ , a signature σ and a rela-
tion statement z, this algorithm computes the witness
Y as follows:

a) Compute Y = S− S̃.
b) Check whether (z,Y) ∈ Iz.
c) If yes, return Y; otherwise, return ⊥.

VI. SECURITY ANALYSIS
Here we analyze the security properties of our proposed
protocol, and prove that it achieves the security goals of
two-party adaptor signature.
Lemma 1: The two-party P1363 identity-based adaptor

signature scheme aSIGP1363
2 achieves two-party pre-signature

adaptability.
Proof: For any message m ∈ {0, 1}, hard relation Iz : (z,Y),

we know that z = e(Y,H1(IDA) ·Q2+Ppub) and S = S̃+ Y ,
if pVerifyhID(m, z, σ̃ ) = 1, then we have:

h = H2(m,w)

= H2

(
m, ẽ

(
S̃, hID · Q2 + Ppub

)
· z · gh

)
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= H2

(
m, ẽ

(
S̃+ Y, hID · Q2 + Ppub

)
· gh

)

= H2

(
m, ẽ

(
S, hID · Q2 + Ppub

) · gh
)

Obviously, the signature σ converted from pre-signature
σ̃ is a valid P1363 signature. �
Lemma 2: The two-party P1363 identity-based adap-

tor signature scheme aSIGP1363
2 achieves pre-signature

correctness.
Proof: For an arbitrary user ID, we know that DID =

d2D
A1
ID = (s + hID)−1 · Q1, hID = H1(ID) and z =

e(Y,H1(IDA) · Q2 + Ppub). For the pre-signature σ̃ = (h, S̃)
generated by pSign〈DA1

ID ,D
A2
ID 〉

(m, z, π), we need to check

h = H2(m, μ), then we have:

h = H2(m,w)

= H2

(
m, e

(
S̃,P

)
· z · gh

)

= H2

(
m, e

(
S̃, hID · Q2 + Ppub

)
· z · gh

)

= H2

(
m, ẽ

(
k3 · s1Q1 + s2DA1

ID, hID · Q2

+ s · Q2

)
· z · gh

)

= H2

(
m, ẽ

(
k1 · k3 · d2Q1 + (k4 − h+ k2) · d2D

A1
ID,

(s+ hID) · Q2

)
· z · gh

)

= H2

(
m, ẽ

(
k1 · k3 · d2 · d−1

1 DID + (k4 − h+ k2)DID,

(s+ hID) · Q2

)
· z · gh

)

= H2

(
m, ẽ

((
k1 · k3 · d−1

1 + k2 + k4 − h
)
DID,

(s+ hID) · Q2

)
· z · gh

)

= H2

(
m, ẽ

((
k1 · k3 · d−1

1 + k2 + k4 − h
)
Q1,Q2

)

·z · gh
)

= H2

(
m, gk1·k3·d−1

1 +k2+k4−h · gh · z
)

= H2(m, μ)

After checking the correctness of NIZK, we have
pVerifyhID(m, z, σ̃ ) = 1. As the Lemma 1 is correct, the
check VerifyP1363

hID
(m; σ) = 1 achieves for the signature σ

that Adapt(σ̃ ,Y) outputs. At last, we know that Y = S− S̃,
so the return value of algorithm Ext is the witness of Iz,
which completes the proof. �
Lemma 3: Suppose that IEEE P1363 identity-based sig-

nature scheme is SUF-CMA secure and R is a hard relation,
then our two-party P1363 identity-based adaptor signature
scheme aSIGP1363

2 satisfies 2-aEUF-CMA security.
Proof: Let A be the adversary who plays the

aSigForgebA,aSIG2
game with simulator S . We assume S can

access the signing oracle O�S(·), and S has control of hash
oracleH and pre-signing oracleO�pS . ThenAmakes signing
oracle queries(O�S), pre-signing oracle queries(O�pS) and

hash queries(H) to S . Then we give the proof by considering
of two cases: adversary corrupts device A1 or device A2. �
Adversary corrupts A1 (b = 0): As the definition of

aSigForge0
A,aSIG2

experiment, adversary A interacts with
simulator S as follows:

1) The simulator S creates an empty message query list
Qm and an empty hash query list QH .

2) The simulator S executes Setup(1λ) phase to output
public parameters PP.

3) The simulator S obtains a key pair (DA2
ID,D

A′1
ID) by

executing Gen(PP), and uses the DA2
ID to simulate the

honest device A2.
4) The simulator S forwards PP to the adversary A to

make it generates its key DA1
ID. Then A simulates the

malicious device A1.
5) The simulator S creates a hard relation state-

ment/witness pair (z,Y) ∈ R, and computes a NIZK
proof π for Iz := {(z,Y) : z = e(Y,H1(IDA) · Q2 +
Ppub)}, then sends z, π to adversary A.

6) The adversary A makes signing oracle queries(O�S),
pre-signing oracle queries(O�pS) and hash queries(H)

to S . As for the message mi ∈ {0, 1}∗ chosen by A,
S responses the queries as follows:
Hash query H(x): While querying the hash value of x,
firstly S queries list QH to see if H(x) exists; if exists,
then return it; otherwise, select a random H(x) in Z

∗
q,

then stroes (x,H(x)) in list QH and return H(x).
Sign query O0

�S
(mi): While querying the signature

value of mi, S make a signing query to oracle O�S to
get signature σ , then return σ .
The signature is distributively generated in the way
given in [30]. As the device A1 is corrupted by A,
S needs to simulate the operations that A executes
during the distributed signature generation with abil-
ity to invoke adversary A. On receiving the query of
message mi, the sign oracle O0

�S
works as follows:

a) For the query of message mi, S calls original
P1363 Sign(mi) to get signature (h, S). Then A
interacts with S as follows.
Case 1:

i) For the first message sent by S , if μ1 =
gk1

1 = gk1d
−1
1 and μ2 = gk2 , A computes μ =

μ
k3
1 ·μ2 · gk4 and generates h′, then A replies

S with (μ, k3).
ii) While getting the message from A, S sets

s1 = k−1
3 · S and replies (s1, k

−1
3 ) to A.

Case 2:

i) The steps described in A1 are not executed by
A and replaced by the following computation:
μ = gx, h = H2(mi, μ). Then (μ, x) is sent
to S .

ii) While getting the message from A, S selects
two random numbers s1, s2 ∈ Z

∗
q and sends

(s1, s2) to A.
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b) A finally computes signature σ ∗, then the
simulation will be terminated by S and outputs
signature σ ∗.

Pre-sign query O0
�pS

(mi, z, π): While querying the
pre-signature of mi and z, S responses as follows:

a) Queries to O0
�S

(mi) and gets the signature σ .
b) Computes S̃ = S− Y .
c) Updates the list Qm := Qm ∪ {mi}.
d) Outputs the pre-signature σ̃ = (h, S̃, π, z).

7) A chooses a challenge message m∗ ∈ {0, 1}∗ and
makes a query to S about pre-signature of (m∗, z, π),
S responses with σ̃ = O0

�pS
(m∗, z, π).

8) A generates a forged signature σ ∗ under the signature
σ̃ and relation statement z, then outputs it.

9) On receiving the σ ∗, S checks whether the signature
σ ∗ satisfies VerifyhID(m∗, σ ∗) = 1 ∧m∗ /∈ Qm. If it is
valid, returns 1; otherwise, returns 0.

While σ ∗ is legitimate and the message m∗ is not in list
Qm, S can use the message-signature pair (m∗, σ ∗) to attack
the strong unforgeability of the P1363 signature scheme.
Advantage Analysis: While simulator returns 1, adversary

can get witness Y by running Ext(σ, σ̃ , z), but the probability
is negligible. The advantage of adversary A is AdvAaSigForge =
AdvAP1363−SUF−CMA + ε(λ), which is also negligible.
Adversary corrupts A2 (b = 1): In this case most steps

are the same as the case of b = 0, but there is something
different. During the simulation of sign query O1

�S
(mi), the

signature is finally generated by S , so adversary A cannot
forge a valid signature without knowing the private key of
S . Therefore we let S abort the simulation for some random
points. S , the details are given in the description of O1

�S
(mi).

As the definition of aSigForge1
A,aSIG2

experiment, adver-
sary A interacts with simulator S as follows:

1) The simulator S creates an empty message query list
Qm and an empty hash query list QH .

2) The simulator S executes Setup(1λ) phase to output
public parameters PP.

3) The simulator S obtains a key pair (DA1
ID,D

A′2
ID) by

executing Gen(PP), and uses the DA1
ID to simulate the

honest device A1.
4) The simulator S forwards PP to the adversary A to

make it generates its key DA1
ID. Then A simulates the

malicious device A2.
5) The simulator S creates a hard relation state-

ment/witness pair (z,Y) ∈ R, and computes a NIZK
proof π for Iz := {(z,Y) : z = e(Y,H1(IDA) · Q2 +
Ppub)}, then sends z, π to adversary A.

6) The adversary A makes signing oracle queries(O�S),
pre-signing oracle queries(O�pS) and hash queries(H)

to S . As for the message mi ∈ {0, 1}∗ chosen by A,
S responses the queries as follows:
Hash query H(x): While querying the hash value of x,
firstly S queries list QH to see if H(x) exists; if exists,

then return it; otherwise, select a random H(x) in Z
∗
q,

then stroes (x,H(x)) in list QH and return H(x).
Sign query O1

�S
(mi): While querying the signature

value of mi, S make a signing query to oracle O�S to
get signature σ , then return σ .
As the device A2 is corrupted by A, S needs to simu-
late the operations that A executes during the signature
generation phase with ability to invoke adversary A. In
the simulation of sign oracle O1

�S
, S selects a random

number i ∈ {1, . . . , t(n)+1}, where t(·) represents how
many times that adversary A runs this protocol. If i
is chosen correctly, then S can perform a successful
simulation of O1

�S
. On receiving the query of message

mi, the sign oracle O1
�S

works as follows:

a) For the query of message mi, S calls original
P1363 Sign(mi) to get signature (h, S). Then A
interacts with S as below.

i) For the first message sent by A, if μ1 =
gk1

1 = gk1d
−1
1 and μ2 = gk2 , then S com-

putes μ = gk1d
−1
1 k3+k2 and generates h′, then

S sends h to A. Otherwise, the simulation
will be terminated by S .

ii) For another query of message m2, if it is the
i − th time that A runs the protocol, then
S terminates and returns ⊥. Otherwise, the
simulation continues.

b) S finally computes signature σ ∗. Then the sim-
ulation will be terminated by S and outputs
signature σ ∗.

While i ∈ {1, . . . , t(n) + 1}, adversary A will obtain
t(n) correct signatures. Therefore we get the following
equation:

μ∗ = e
(
S∗,H1(ID)Q2 + Ppub

)
gh

= e(S∗, (H1(ID)+ s)Q2)

gh

=
e
((
k1k3d

−1
1 + k2 + h

)
d1d2Q1, (H1(ID)+ s)Q2

)

gh

= g

(
k1k3d

−1
1 +k2+h

)

gh
= gk1k3d

−1
1 +k2

Pre-sign query O1
�pS

(mi, z, π): While querying the
pre-signature of mi and z, S responses as follows:

a) Queries to O1
�S

(mi) and gets the signature σ .
b) Computes S̃ = S− Y .
c) Updates the list Qm := Qm ∪ {mi}.
d) Outputs the pre-signature σ̃ = (h, S̃, π, z).

7) A chooses a challenge message m∗ ∈ {0, 1}∗ and
makes a query to S about pre-signature of (m∗, z, π),
S responses with σ̃ = O1

�pS
(m∗, z, π).

8) A generates a forged signature σ ∗ under the signature
σ̃ and relation statement z, then outputs it.
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9) On receiving the σ ∗, S checks whether the signature
σ ∗ satisfies VerifyhID(m∗, σ ∗) = 1 ∧m∗ /∈ Qm. If it is
valid, returns 1; otherwise, returns 0.

While σ ∗ is legitimate and the message m∗ is not in list
Qm, S can use the message-signature pair (m∗, σ ∗) to attack
the strong unforgeability of the P1363 signature scheme.
Advantage Analysis: While simulator returns 1, adversary

can get witness Y by running Ext(σ, σ̃ , z), but the probability
is negligible. Additionally, the simulator only terminates in
the sign oracle O1

�S
, while the probability is also negligible.

Thus we get the advantage of adversary A: AdvAaSigForge =
AdvAP1363−SUF−CMA + ε(λ), which is negligible.
Lemma 4: Suppose that IEEE P1363 identity-based sig-

nature scheme is SUF-CMA secure and R is a hard relation,
then our two-party P1363 identity-based adaptor signature
scheme aSIGP1363

2 satisfies two-Party Witness Extractability.
Proof: Let A be the adversary who plays the

aWitExtA,aSIG2 game with simulator S . The proof we give
here is in common with the previous proof for Lemma 3,
but the hard relation in aSigForgebA,aSIG2

is generated by
simulator S , while in the aWitExtA,aSIG2 , the witness Y is
only known to A.
We assume S can access the signing oracle O�S(·), and

S has control of hash oracle H and pre-signing oracle O�pS .
Then A makes signing oracle queries(O�S), pre-signing ora-
cle queries(O�pS) and hash queries(H) to S . Then we give
the proof by considering of two cases: adversary corrupts
device A1 or device A2.
Adversary corrupts A1 (b = 0): As the definition of

aSigForge0
A,aSIG2

experiment, adversary A interacts with
simulator S as follows:

1) The simulator S creates an empty message query list
Qm and an empty hash query list QH .

2) The simulator S executes Setup(1λ) phase to output
public parameters PP.

3) The simulator S obtains a key pair (DA2
ID,D

A′1
ID) by

executing Gen(PP), and uses the DA2
ID to simulate the

honest device A2.
4) The simulator S forwards PP to the adversary A

to make it generates its key DA1
ID. Then A simulates

the malicious device A1. Additionally, A generates a
hard relation statement/witness pair (z,Y) ∈ R, and
computes a NIZK proof π for Iz := {(z,Y) : z =
e(Y,H1(IDA) · Q2 + Ppub)}.

5) The adversary A makes signing oracle queries(O�S),
pre-signing oracle queries(O�pS) and hash queries(H)

to S . As for the message mi ∈ {0, 1}∗ chosen by A,
S responses the queries as follows:
Hash query H(x): While querying the hash value of x,
firstly S queries list QH to see if H(x) exists; if exists,
then return it; otherwise, select a random H(x) in Z

∗
q,

then stroes (x,H(x)) in list QH and return H(x).
Sign query O0

�S
(mi): While querying the signature

value of mi, S make a signing query to oracle O�S to
get signature σ , then return σ .

The way that the sign oracle O0
�S

works is described
in the proof of Lemma 3.
Pre-sign query O0

�pS
(mi, z, π): While querying the

pre-signature of mi and z, S responses as follows:
a) Gets the witness Y throuth the witness extractor

of the NIZK scheme; if (z,Y) /∈ R, terminates
and return ⊥.

b) Queries to O0
�S

(mi) and gets the signature σ .
c) Computes S̃ = S− Y .
d) Updates the list Qm := Qm ∪ {mi}.
e) Outputs the pre-signature σ̃ = (h, S̃, π, z).

6) A chooses a challenge message m∗ ∈ {0, 1}∗ and
makes a query to S about pre-signature of (m∗, z, π),
S responses with σ̃ = O1

�pS
(m∗, z, π).

7) A generates a forged signature σ ∗ under the signature
σ̃ and relation statement z, then outputs it.

8) Simulator S extracts witness Y ′ throuth Ext(σ ∗, σ̃ , z∗).
9) On receiving the σ ∗, S checks whether the signa-

ture σ ∗ and witness Y ′ satisfies VerifyhID(m∗, σ ∗) =
1 ∧ m∗ /∈ Q ∧ (z∗,Y ′) /∈ R. If it is valid, returns 1;
otherwise, returns 0.

While σ ∗ is legitimate and the message m∗ is not in list
Qm, S can use the message-signature pair (m∗, σ ∗) to attack
the strong unforgeability of the P1363 signature scheme.
Advantage Analysis: As the simulator only terminates

during the step a) of pre-sign query, and the probability
is negligible. Thus we get the advantage of adversary A
is AdvAaWitExt = AdvAP1363−SUF−CMA + ε(λ), which is also
negligible.
Adversary corrupts A2 (b = 1): In this case most steps

are the same as the case of b = 0, and we show the differ-
ences in the previous proof of Lemma 3. As the definition
of aWitExt1A,aSIG2

experiment, adversary A interacts with
simulator S as follows:

1) The simulator S creates an empty message query list
Qm and an empty hash query list QH .

2) The simulator S executes Setup(1λ) phase to output
public parameters PP.

3) The simulator S obtains a key pair (DA1
ID,D

A′2
ID) by

executing Gen(PP), and uses the DA1
ID to simulate the

honest device A1.
4) The simulator S forwards PP to the adversary A

to make it generates its key DA1
ID. Then A simulates

the malicious device A2. Additionally, A generates a
hard relation statement/witness pair (z,Y) ∈ R, and
computes a NIZK proof π for Iz := {(z,Y) : z =
e(Y,H1(IDA) · Q2 + Ppub)}.

5) The adversary A makes signing oracle queries(O�S),
pre-signing oracle queries(O�pS) and hash queries(H)

to S . As for the message mi ∈ {0, 1}∗ chosen by A,
S responses the queries as follows:
Hash query H(x): While querying the hash value of x,
firstly S queries list QH to see if H(x) exists; if exists,
then return it; otherwise, select a random H(x) in Z

∗
q,

then stroes (x,H(x)) in list QH and return H(x).
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Sign query O1
�S

(mi): While querying the signature
value of mi, S make a signing query to oracle O�S to
get signature σ , then return σ .
The way that the sign oracle O1

�S
works is described

in the proof of Lemma 3.
Pre-sign query O1

�pS
(mi, z, π): While querying the

pre-signature of mi and z, S responses as follows:

a) Gets the witness Y throuth the witness extractor
of the NIZK scheme; if (z,Y) /∈ R, terminates
and return ⊥.

b) Queries to O1
�S

(mi) and gets the signature σ .
c) computes S̃ = S− Y .
d) updates the list Qm := Qm ∪ {mi}.
e) outputs the pre-signature σ̃ = (h, S̃, π, z).

6) A chooses a challenge message m∗ ∈ {0, 1}∗ and
makes a query to S about pre-signature of (m∗, z, π),
S responses with σ̃ = O1

�pS
(m∗, z, π).

7) A generates a forged signature σ ∗ under the signature
σ̃ and relation statement z, then outputs it.

8) Simulator S extracts witness Y ′ throuth Ext(σ ∗, σ̃ , z∗).
9) On receiving the σ ∗, S checks whether the signature

σ ∗ satisfies VerifyhID(m∗, σ ∗) = 1 ∧m∗ /∈ Qm. If it is
valid, returns 1; otherwise, returns 0.

While σ ∗ is legitimate and the message m∗ is not in
list Qm, S can use the message-signature pair (m∗, σ ∗)
to attack the strong unforgeability of the P1363 signature
scheme.
Advantage Analysis: The simulator terminates in two

cases: step a) of pre-sign query and step ii) of sign
oracle O1

�S
. Both of these two cases have a negligible

probability. Thus we get the advantage of adversary A
is AdvAaWitExt = AdvAP1363−SUF−CMA + ε(λ), which is also
negligible.
Lemma 5: Suppose that two-party IEEE P1363 identity-

based adaptor signature scheme satisfies 2-aEUF-CMA
security, two-party pre-signature adaptability and two-party
witness extractability, then the two-party adaptor signature
scheme is secure.
Proof: According to Lemma 1-4 and Definition 6, the

two-party P1363 identity-based adaptor signature scheme is
secure. �

VII. EXPERIMENTAL EVALUATION
We implemented our protocol with the MIRACL library,
including the core algorithms of the scheme and NIZK
proof. The operating environment is a macOS desktop
computer with Intel Core i5-1038NG7 16.00GB RAM.
Then we analyze the performance of our 2-P1363-based
adaptor signature scheme and make a comparison with
2-Schnoor-based, ECDSA-based and SM2-based adaptor sig-
natures, where “2” represents “two-party”. We first give
a complexity analysis of main algorithm in our proto-
col, then we make a timing benchmark to show the
computation times, finally we analyze the communication
cost.

FIGURE 2. Comparison of different schemes in execution time (milliseconds).

A. COMPLEXITY ANALYSIS
We make a complexity analysis of five phases in these four
protocols, including GenR, pSign, pVerify, Adapt and Ext.
The Setup and Gen phases are the same as the original signa-
ture scheme, which can be ignored. Result of the comparison
is shown in Table 1. We use M1,M2,MT ,Mq to represent
the multiplication operation in G1,G2,GT and Z

∗
q respec-

tively, the addition operation in G1,G2 and Z
∗
q is denoted

as A1,A2 and Aq. We also need exponentiation operation in
GT and modular inversion in Z

∗
q, which is represented by

ET and Minv. The pairing operation is denoted as P, and the
H is a hash operation.

Meanwhile, we use Gπ and Vπ to represent NIZK proof
generation and verification. As for the NIZK proof scheme
used in our evaluation, we choose the �-protocol for
ECDSA-based, SM2-based and our 2-P1363-based adaptor
signature, which is efficient and practical for our application.
In the pSign phase of our protocol, the generation of

signature is distributed, so we spilt it into 4 steps, step 1
refers to the computation by A2 after receiving a request from
A1, step 2 refers to the computation by A1 after receiving
first message from A2, step 3 refers to the computation by
A2 after receiving the message from A1, and step 4 refers
to the computation by A1 after getting all messages from
A2. Due to the use of bilinear pairs, the complexity of our
scheme in GenR phase and pVerify phase is obviously higher.
Further more, the distributed pSign phase also requires more
computation, especially the exponentiation operation in GT .

B. TIMING BENCHMARK
Fig. 2 shows the execution time of each procedures, note
that we execute each entry for 10000 times and compute the
average value. We choose BN Curve over GF(p) (256-bit
modulus p, k = 12) for implemention.
The result shows the execution time of our protocol in

GenR, pSign and pVerify phases are higher, due to the extra
expensive pairing and exponentiation operation in GT and
multiplication operation in G2. The cost of GenR phase
is about three times than ECDSA-based and SM2-based
schemes. The pVerify phase in our protocol needs almost
ten times of the execution time than ECDSA-based and
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TABLE 1. Complexity analysis of algorithms.

TABLE 2. Communication costs of different schemes.

SM2-based schemes. The pSign phase is distributed in our
scheme, so the comparison is not important here. Finally,
the performance in Adapt and Ext phases are actually the
same in all these four schemes, and the execution time can
be ignored.

C. COMMUNICATION COST
As for the communication cost, we mainly consider the pre-
signature size here, as the key size and completed signature
size of these schemes are the same as the original signature
schemes. Note that the elements in Z

∗
q is 32 bytes, and the

size for elements in G1 and GT is 64 bytes.
The pre-signature size of ECDSA-based and SM2-based

schemes are 4|Z∗q|+|G1|, while the NIZK proof size is 2|Z∗q|.
As the 2-Schnoor-based scheme does not need a proof, the
pre-signature size of it is 2|Z∗q|. The pre-signature in our
scheme is (h, S̃, π, z), and (h, S̃, z) are elements in Z

∗
q,G1

and GT respectively. Additionally, the NIZK proof size in our
protocol is |Z∗q|+2|GT |, so the pre-signature size in our pro-
tocol is 2|Z∗q|+ |G1|+3|GT |. We give the comparison result
in Table 2. With the additional NIZK proof, our protocol is
surely with a larger pre-signature size than 2-schnoor-based
protocol. While our protocol is designed for identity-based
application, we think the extra costs is acceptable.

VIII. CONCLUSION
In this paper, we propose a secure two-party adaptor signa-
ture based on IEEE P1363 standard identity-based signature
scheme. Specifically, the pre-signature in our protocol is
generated with interactions of two devices, and cannot be
computed from only one device (lost or stolen). We formally
prove that our protocol satisfies 2-aEUF-CMA security,
two-party pre-signature adaptability and two-party witness

extractability. The performance evaluation shows that the
overhead of our protocol is acceptable. As for future work,
we will try to design adaptor blind signature and ring adaptor
signature based on our protocol.
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