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UFOMap: An Efficient Probabilistic 3D Mapping
Framework That Embraces the Unknown

Daniel Duberg and Patric Jensfelt

Abstract—3D models are an essential part of many robotic
applications. In applications where the environment is unknown
a-priori, or where only a part of the environment is known, it
is important that the 3D model can handle the unknown space
efficiently. Path planning, exploration, and reconstruction all fall
into this category. In this letter we present an extension to OctoMap
which we call UFOMap. UFOMap uses an explicit representation of
all three states in the map, i.e., unknown, free, and occupied. This
gives, surprisingly, a more memory efficient representation. We
provide methods that allow for significantly faster insertions into
the octree. Furthermore, UFOMap supports fast queries based on
occupancy state using so called indicators and based on location
by exploiting the octree structure and bounding volumes. This
enables real-time colored octree mapping at high resolution (below
1 cm). UFOMap is contributed as a C++ library that can be used
standalone but is also integrated into ROS.

Index Terms—Mapping, RGB-D perception, motion and path
planning.

I. INTRODUCTION

MANY robot tasks require a 3D model of the environment
to be completed. For navigation and manipulation tasks

the model is often used to calculate collision free paths and in
exploration to determine where new information can be found
and how to get to it. 3D SLAM updates the model and localizes
the robot using it.

A number of different methods for modeling 3D environments
exists: point clouds, elevation maps [1], multi-level surface
maps [2], octrees [3], and signed distance fields [4]. All of these
methods are able to represent occupied and free space. However,
only octrees and signed distance fields are able to represent the
unknown space. Moreover, point clouds, elevation maps, and
multi-level surface maps are not able to represent arbitrary 3D
environments.

OctoMap [5], one of the most popular mapping frameworks, is
based on octrees. It provides a readily available, reliable, and ef-
ficient 3D mapping framework. OctoMap provides researchers,
also those not focusing on mapping, an off the shelf solution for
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Fig. 1. UFOMap representation of in-progress exploration of a power plant
from Gazebo model library (https://bitbucket.org/osrf/gazebo_models/src). The
colored voxels are occupied space. The black voxels are unknown space which
are represented explicitly in UFOMap.

mapping. While OctoMap excels in many use cases, there exist
certain areas where it can be improved. In this letter we focus
on two areas.

First, in OctoMap, unknown space is not modeled explictly
like occupied and free space are. In algorithms where the un-
known space is used extensively, OctoMap’s implicit represen-
tation of unknown space can be a bottleneck. Use cases where
this can be a problem are, for example, collision checking,
path planning where we want to know if it is possible for a
robot to move from one location to another and next-best view
exploration methods such as [6], [7], [8], and [9]. In the first
two cases the common workaround is to treat unknown space
as free space [10], [11]. This way, only occupied space has to
be considered in the collision checking. However, this increases
the probability of collisions. Regarding the third use case, [9]
states that “computing volumetric information gains can account
for up to 95% of a planners run-time.” The information gain
for a certain sensor/robot pose in an exploration scenario is
typically calculated as a function of the unknown space. In [7] the
information gain is approximated, leading to a reduced need to
access unknown space in the OctoMap and it is one of the major
contributing factors of the performance improvement over the
baseline [6].

Second, manipulating the content of an OctoMap is time
consuming and limited. For example, inserting a single point
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cloud takes on the order of a second. This means that real-
time mapping with an OctoMap is prohibitively slow in many
applications.

In this letter we present an extension to OctoMap taking these
shortcomings into account. The contributions of this work are
as follows:
� An explicit representation of unknown space.
� Indicator values for the inner nodes summarizing the state

of children for faster state based queries.
� A separate threshold for classifying space as free, allowing

for unknown space to be defined also based on the occu-
pancy value.

� Morton codes for faster traversal of the octree.
� A fast ray casting approach for integrating data into the

octree.
The remainder of this letter is organized as follows. Related

work is presented in Section II, while in Section III the UFOMap
mapping framework is presented. Implementation details are
given in Section IV, followed by an evaluation of the proposed
framework and case studies in Sections V and VI, respectively.
Finally, Section VII summarizes the letter.

II. RELATED WORK

This section gives a brief overview of different 3D map
representations used in robotics.

A popular approach to model 3D environments is to discretize
the world into equal sized cubic volumes [12], called voxels.
One of the major shortcomings of fixed grid structures is that
the size of the area to be mapped has to be known a-priori.
Memory requirements can also be a problem when mapping
large areas at a high resolution. Voxel hashing [13] is one
approach to overcome these shortcomings, where fixed sized
blocks are allocated on demand.

The mapping framework Voxblox [14] uses a signed distance
field [4] voxel grid, with voxel hashing for dynamic growth,
as representation. It was mainly developed for planning or
trajectory optimizations in the context of micro aerial vehicles
(MAVs). The signed distance field representation makes trajec-
tory optimizations faster by storing the distance to the closest
obstacle in each voxel. Voxblox builds on [13] where they use
a spatial hashing scheme and allocate blocks of fixed size when
needed. This means that the size of the area to be mapped does
not need to be known beforehand.

One of the most popular mapping frameworks is OctoMap [5].
OctoMap uses an octree-based data structure, as proposed in [3],
to do occupancy mapping. The octree structure allows for delay-
ing the initialization of the grid structure. It is also often more
memory efficient compared to Voxblox or a fixed grid structure
since the information can be stored at different resolutions in
the octree, without losing any precision. If the inner nodes of
the octree are updated correctly, it is possible to do queries
at different resolutions. This can be especially beneficial in
systems where multiple algorithms are using the same map
but have different computational and time requirements. These
are important properties and we will therefore use an octree
representation and build on OctoMap.

III. UFOMAP MAPPING FRAMEWORK

This section presents the UFOMap mapping framework,
which is based on OctoMap. We highlight the difference between
the two frameworks to make comparison easier.

UFOMap uses an octree data structure, just like OctoMap.
An octree is a tree data structure where each node represents
a cubic volume of the environment being mapped. A node can
recursively be split up into eight equal sized smaller nodes, until
a minimum size has been reached. The resolution of the octree
is the same as the minimum node size. A visual representation
of an octree can be seen in Fig. 2(b).

Each node has an occupancy value indicating if the cubic
volume represented by the node is occupied, free, or unknown.
A probabilistic occupancy value is used in order to better handle
sensor noise and dynamic environments. More specifically the
log-odds occupancy value is stored in the nodes. Sensor readings
can thus be fused in using only additions instead of multipli-
cations. The log-odds occupancy value is clamped to allow for
pruning the tree, as in OctoMap. Pruning can be applied when all
eight of a node’s children are the same. This leads to a smaller
tree, which is beneficial both in terms of memory usage and
efficiency when traversing the tree.

As mentioned in Section II, the octree data structure allows for
queries at different resolutions. This can speedup applications,
as well as allow for different applications that require different
resolutions to share the same map. As in OctoMap, a node is
defined to have the same occupancy value as the maximum
occupancy value of its children. Using the maximum value is
conservative and it enables doing path planning, or similar, at
whichever resolution without missing any obstacles.

The nodes in UFOMap store three indicators, if , iu, and ia,
which are not found in OctoMap. if and iu indicates if a node
contains free space or unknown space, respectively. No indicator
is needed for the occupied space, since the occupancy value of
a node is enough to tell if it contains occupied space. When
updating the octree the indicator values are propagated upwards
in the tree along with the occupancy values.

The third indicator, ia, indicates whether all of a node’s
children are the same. ia is useful in cases were automatic
pruning has been disabled, but you still want the same behaviour
as if it were enabled. Automatic pruning means that the octree
is automatically pruned when data is deleted or inserted into
the tree. The main reason for disabling automatic pruning is
for applications where you want to access and insert/delete data
concurrently. It is possible to manually specify when the pruning
should occur in this case. The indicators allow for increased
efficiency when traversing the tree, by allowing certain branches
to be ignored, for example, when only looking for unknown
space.

The state of a node, n, in OctoMap is determined by a
threshold, to:

state(n) =

⎧⎪⎨
⎪⎩

unknown if n is null pointer

occupied if to ≤ occ(n)

free else.
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Fig. 2. Example of an octree. The OctoMap tree representation is shown in (a) and the corresponding tree representation in UFOMap is displayed in (b). Black
indicates occupied space, white free space, and grey unknown space. Circles means that it is an inner node, square an inner leaf node, and triangle a leaf node.
Note that OctoMap does not make a distinction between leaf nodes types. (c) shows how UFOMap stores that octree in memory.

Fig. 3. Bit string representation of Morton code used in UFOMap.

where occ(n) is the occupancy value of the node n. In UFOMap
this has been expanded to include a threshold, tf , for when a
node is free as well:

state(n) =

⎧⎪⎨
⎪⎩

unknown if tf ≤ occ(n) ≤ to

occupied if to < occ(n)

free if tf > occ(n),

these two thresholds together can be useful in certain appli-
cations. In OctoMap’s case any part of space that has ever
been observed is forced to be classified as either occupied or
free, unless you explicitly delete a node to restore the null
pointer. By setting tf = 0.1 and to = 0.9 in exploration and
reconstruction, the nodes stay in the unknown state until they
have high confidence that they are either occupied or free. This
can simplify the reconstruction or exploration algorithm since
only unknown nodes have to be considered and these can be
accessed fast with the help of the indicators.

Alternatively, if you use tf = 0.5 and to = 0.9, the explo-
ration algorithm would focus its attention on the occupied space,
meaning you would target higher certainty about the occupied
space. This can be convenient in applications requiring recon-
struction. Note that you do not have to change anything in the
exploration method, and instead use these parameters to modify
the exploration behaviour.

Finally, Morton codes [15] are used to speedup traversal of the
octree. To generate a Morton code, we first convert the cartesian
coordinate c = (cx, cy, cz) ∈ R3 to the octree node index tuple
k = (kx, ky, kz) ∈ N3

0 that c falls into kj =
⌊ cj

res

⌋
+ 2dmax−1

where dmax is the depth of the octree. By interleaving the bits
representing kj as shown in Fig. 3, the Morton code m is created
for c. From the root node it is then possible to traverse down to
the node by simply looking at the three bits ofm that correspond
to the depth of the child and moving to that child.

The Morton code generation has been accelerated by using
integer dilation and contraction [16].

IV. IMPLEMENTATION DETAILS

This section covers implementation details and highlights
differences compared to OctoMap.

A. Nodes

UFOMap has three different types of nodes; inner nodes, inner
leaf nodes, and leaf nodes. In contrast, OctoMap has only what
corresponds to the inner nodes and inner leaf nodes.

1) Inner Nodes: The inner nodes are all the nodes that have
children. An inner node contains a log-odds occupancy value,
the three indicators mentioned in Section III, and a pointer to an
array of its children. In UFOMap the children are stored directly
in the array, instead of the array holding pointers to the children
like in OctoMap. This way, 64 bytes are saved for an inner node
with 8 children in UFOMap compared to OctoMap. However,
this also means that a node in UFOMap either must have no
children or 8 children.

2) Inner Leaf Nodes: Inner leaf nodes are exactly the same as
the inner nodes. The only distinction is that the inner leaf nodes
have no children, meaning the child pointer is a null pointer.
Once an inner leaf node gets a child it is considered an inner
node. In OctoMap this is the only kind of leaf node that exist.

3) Leaf Nodes: The leaf nodes are more simplistic. Only
the log-odds occupancy value is stored. Compared to an inner
leaf node, it is not possible for a leaf node to have children. In
OctoMap the corresponding node is the inner leaf node.

The three kinds of nodes can be seen in Fig. 2(c). The nodes
which have an occupancy value, indicators, and a child pointer
are inner nodes. Nodes where the child pointer is empty are inner
leaf nodes. The nodes with only an occupancy value are the leaf
nodes.

As stated in [5], and also seen in Table I, 80-85% of the octree
nodes are (inner) leaf nodes in OctoMap. In UFOMap, where
a distinction is made between inner lead nodes and leaf nodes,
this value drops to 71-81%. This highlights that the majority
of the nodes in the tree are leaf nodes. Therefore, having the
dedicated leaf node data structures and by storing the children
of an inner node directly in an array in UFOMap significantly
reduces the memory usage over OctoMap, by a factor of 3,
even though the total amount of nodes in the tree increases
(see Table I).
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TABLE I
MEMORY CONSUMPTION AND NUMBER OF NODES COMPARISON BETWEEN UFOMAP AND OCTOMAP ON THE OCTOMAP 3D SCAN DATASET

B. Integrating Point Cloud Sensor Measurements

Ray casting is used to integrate point cloud sensor measure-
ments. When integrating a point cloud it is important that points
that should be occupied gets an increased occupany value and
that all points between the sensor origin and each point of the
point cloud gets a lower occupancy value. In UFOMap there are
three methods for this, each faster than the previous but with less
accurate results:

1) Simple Integrator: For each point in the point cloud we
trace a ray, using [17], and decrease the occupancy value for all
nodes from origin to the point. The occupancy value for the node
in which the point lies is increased. Same as in OctoMap.

2) Discrete Integrator: By discretizing the point cloud first it
is possible to utilize that a number of points in the point cloud fall
inside the same node. The ray casting is only done once for each
node the points fall into. The ray casting is performed towards
the center of the node which means the result may vary compared
to the simple integration. However, this is significantly faster for
large point clouds with many points falling into the same node.
This also exists in OctoMap.

3) Fast Discrete Integrator: In the fast discrete integrator, the
ray casting and discretization is performed at multiple different
depths of the octree. First, a simple ray marching algorithm with
a fixed step size equal to the resolution corresponding to depth
d is applied. Ray marching is performed until n nodes, at that
resolution, away from the end node. From that node we perform
a new ray marching at lower depth until we reach depth 0 (leaf
node depth) where we perform the same ray casting as in the
discrete integration. The parameters n and d allow us to trade
speed against accuracy. The special case d = 0 corresponds to
the discrete integrator above. In the special case n = 0, space is
cleared only at depth d and thus some space behind the occupied
space is cleared (see Fig. 4(f)).

To compensate for the larger surface1 where the occupancy
value is decreased in the fast discrete integrator; the clearing is
reduced by a factor 1

2d+1 . The fast discrete integrator enables
mapping applications requiring higher resolution and/or update
rate such as exploration and reconstruction (see Section V-B).

The occupied nodes are updated at the highest resolution in
all three integrators. Thus, the occupied space will look mostly
the same for all three methods.

A comparison of the integrators can be seen in Fig. 4. The
effect of them is evaluated in Section V-F.

1Boundary surface for the volume spanned by the point cloud. See Fig. 4.

Fig. 4. Comparison of the integrators, mentioned in Section IV-B, for a single
ray (top) and a point cloud sensor measurement (bottom). The sensor is located to
the left (the circle). The lines are the lines being traced, from sensor to obstacle.
The violet and orange cells will be marked free or occupied by the integrator,
respectively. (left) Simple/discrete integrator. (middle) Fast discrete integrator
with d = 1 and n = 2. (right) Fast discrete integrator with d = 1 and n = 0.
Note that the occupancy values of the end points will be both reduced, at a lower
resolution, and increased, at the leaf level.

C. Accessing Data

To access the data in UFOMap, iterators are used. They are
fast and they can be used to specify axis-aligned bounding
boxes (AABBs), oriented bounding boxes (OBBs), bounding
spheres, bounding frustums, or any combination of them. Only
AABBs are available in OctoMap. Only the nodes that in-
tersects the bounding volume specified will be retrieved. It-
erators can also specify the type of nodes that should be re-
trieved, e.g., only leaves, occupied, free, unknown, contains oc-
cupied/free/unknown, or a combination of them. In comparison,
OctoMap always retrieves both free and occupied nodes. It is
not possible to get the unknown nodes, and it is not possible to
get only occupied or only free nodes, in OctoMap.

Both the bounding volumes and indicators significantly in-
creases the performance of the iterators since whole branches of
the octree can be ignored. This is shown in Section V-D.

D. Availability

UFOMap is available as a self-contained C++ library at
https://github.com/UnknownFreeOccupied/UFOMap. Packag-
es for integration with the Robot Operation System (ROS) [18]
are also available. There are functions for reading and writing
OctoMap files and converting between UFOMap and OctoMap.
This facilitates the transition from OctoMap to UFOMap in
an already existing system, and allows to utilize both mapping
frameworks for different parts of the same system.

https://github.com/UnknownFreeOccupied/UFOMap
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TABLE II
INSERTION TIMINGS ON THE COW DATASET3

V. EVALUATION

We compare our proposed mapping framework, UFOMap,
against OctoMap when it comes to memory consumption, in-
sertion time, and in three different use cases. The impact of the
indicators, if and iu, the thresholds, tf and to, and the accuracy
of the different integrators are also evaluated.

A. Memory Consumption and Node Count

In the first experiment, we compare the memory consumption
between UFOMap and OctoMap on the OctoMap 3D scan
dataset.2 We analyze the memory usage when the tree has been
pruned. Table I shows that UFOMap is around 38% of the size of
OctoMap, even though UFOMap contains more nodes in total,
as seen in the same table. The increase in the number of nodes
is a result of the unknown space being explicitly represented,
meaning an inner node must have either 0 or 8 children. The
decrease in memory usage is because of i) the smaller data
structures for the leaf nodes mentioned in Section IV-A and
ii) storing the child nodes directly in the child array of the inner
nodes, instead of storing pointers to the children as in OctoMap.

B. Insertion

A point cloud integration time comparison between UFOMap
and OctoMap is shown in Table II, using the cow dataset.3 For
both UFOMap and OctoMap the discrete integrator (see Sec-
tion IV-B2) is used. UFOMap� uses the fast discrete integrator
(see Section IV-B3) with n = 2 and d corresponding to the
depth of the voxels at 16 cm voxel size. UFOMap† uses the fast
integrator with n = 0 and again d corresponding to the depth of
the voxels at 16 cm voxel size.

The total time represents the average time for a single point
cloud to be integrated. Ray casting shows the average time
per point cloud for doing the ray casting part of the insertion.

2[Online]. Available: http://ais.informatik.uni-freiburg.de/projects/datasets/
octomap

3[Online]. Available: https://projects.asl.ethz.ch/datasets/doku.php?id=
iros2017

TABLE III
TIME TO DO COLLISION CHECKING FOR UFOMAP AND OCTOMAP

Insertion shows the average time per point cloud for integrating
the points calculated from the ray casting step into the octree.
The standard deviation is included for all.

When only looking at the discrete integrator for UFOMap, we
see that it is about two times faster at the insertion part of the
integration compared to OctoMap. The ray casting is between
1 to 2 times faster in UFOMap, which is, most likely, due to
different implementation factors since both utilize the same
algorithm. As the voxel size decreases, the difference between
the two frameworks increases, in favour of UFOMap. At a
voxel size of 4 cm and below, the need for the faster integrators
becomes very apparent.

UFOMap� and UFOMap† provides just that, fast integration
while still clearing free space. With UFOMap† scaling a lot better
with the resolution and being 26 times faster than OctoMap at
2 cm voxel size.

C. Collision Checking

In the first of the use cases we check if the robot, can safely
be at a certain position in the map. We thus check that there is no
occupied or unknown space in that region. This is an operation
that is heavily used in sampling-based motion planners, such as
RRTs. By not allowing any unknown space in this region we are
more conservative and safe. We sampled 1000000 poses where
at least the center of the pose was in free space. For each of the
samples we check for collisions in a radius of 25 cm. On average
around 50% of the sampled poses were in collision. The results
are presented in Table III. We can see that UFOMap allows for
faster collision checking than OctoMap in all cases but the ones
with large voxels. This is most likely because of the overhead
for constructing the iterators in UFOMap in these cases. The
last column, UFOMapocto, shows the result when traversing the
octree for collisions as in OctoMap in UFOMap. We see that
this is faster than OctoMap for all resolutions. However, it is
significantly slower than the default method in UFOMap, which
better exploits the octree structure, for the higher resolutions.

The time for collision checking changes only marginally with
voxel size for UFOMap compared to OctoMap. This can be
because of the indicators if and iu (see Section III) together
with the iterators (see Section IV-C). Specifying the bounding
sphere and that only occupied and unknown voxels should be
retrieved, UFOMap can directly move to a octree node that is
either occupied or unknown inside the radius.

To check the speedup from explicitly representing unknown
space, we also tested against only occupied space. The result for
UFOMap was largely unchanged. OctoMap was significantly

http://ais.informatik.uni-freiburg.de/projects/datasets/octomap
https://projects.asl.ethz.ch/datasets/doku.php{?}id$=$iros2017
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TABLE IV
TIME TO DO COLLISION CHECKING ALONG A LINE SEGMENT

TABLE V
SAME AS TABLE IV EXCEPT ONLY W.R.T. OCCUPIED SPACE

faster, still always slower than UFOMap, but now at most a
factor of 2.4 (compare to Table III).

D. Collision Checking Along a Line Segment

In the second use case we perform collision checking along a
line to see if a robot can move from one position to another.
For simple RRT path planning, the operations described in
Sections V-C and V-D are combined.

As in Section V-C, we are conservative and require that there
is no occupied or unknown space along the line. The line is
defined by two randomly sampled points, 4m apart. A check is
first performed to see if the robot can be at these two points using
the method mentioned in Section V-C. If not, two new points are
sampled.

In the collision checking along the line UFOMap can specify
an OBB and use the indicators for traversing the octree. With
OctoMap, lacking an explicit representation of unknown space
and an efficient way to query cells in an OBB we have to query
the octree as if it was a fixed size grid instead. As seen in Table IV
UFOMap is between 88 to 1080 times faster than OctoMap. In
OctoMap simple, third column, we only check if the distance
between the node center of an occupied or unknown node and
the line segment is less than the size of the robot. This common
simplification speeds up the calculations but leads to around 5%
incorrect answers. In the last column of Table IV we performed
the same experiment but without the indicators in UFOMap. In
this case the indicators provides up to almost a factor of 2 in
speedup.

In Table V we present results from collision checking along
a line but only considering occupied space. This allows us
to isolate the influence of the OBB (see Section IV-C) from
the influence of the explicit representation of unknown space.
UFOMap is only slightly faster, compared to in Table IV, which
means that most of the gain comes from the OBB and the

TABLE VI
TIME TO COMPUTE INFORMATION GAIN AT A POSE

Morton codes. OctoMap shows a speedup of roughly an order
of magnitude but it is still more than an order of magnitude
slower than UFOMap. In OctoMap we must first use an AABB
to get all the leaf nodes and then check all of these against an
OBB. In OctoMap simple, the check against the OBB has been
replaced by a simpler check, as mentioned earlier. This shows
how substantial the OBB calculation is and the benefit of having
it directly integrated into the UFOMap framework.

E. Calculate Information Gain

In reconstruction and exploration applications, next-best-
view [19] planning is a popular approach. The next-best-view is
often obtained by calculating the information gain from being
at a specific pose in the map. The information gain is a measure
of how much new information can be collected from a certain
pose. In exploration, where the goal is to turn each voxel into
either occupied or free space, the information gain can simply
be how many unknown nodes can be seen from a certain pose. In
this experiment we compare the performance when calculating
the information gain in UFOMap compared to OctoMap. For
the sensor we use a horizontal field of view of 115◦ and vertical
field of view of 60◦. The minimum and maximum range of the
sensor were set to 0m and 6.5m, respectively.

The results from this experiment can be seen in Table VI.
OctoMap and UFOMapocto compute the information gain similar
to how it is done in [6]. Both not exploiting the octree structure.

For UFOMap we exploit the octree structure to quickly find
the unknown voxels inside the region of interest, using a frustum
bounding volume. For each node found we do ray casting from
the sensor to the node, at the same depth in the octree as the node.
If the node is not blocked by any occupied space we add it to
the total gain, otherwise we recurs down to the node’s children
and do the ray casting for each child at their depth instead. We
do this until the node is either not blocked by an occupied node
or until we are at the leaf depth.

UFOMapfast also exploits the octree structure. For each un-
known node found, we recurs down to the leaf nodes right away
and do the ray casting. Once a single of the children is not
blocked we assume that we can see all children and add all
of them to the total gain. Therefore, this approach gives more of
an approximate answer than the other.

As seen in Table VI the information gain computation is 1.5
to 15 faster with UFOMap compared to OctoMap, depending
on which UFOMap method is used.

F. Effect of Integrators on Mapping

In order to investigate the effect of the integrators, introduced
in Section IV-B, we created a Gazebo environment containing a
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Fig. 5. Comparison of the integrators mentioned in Section IV-B. (a) Discrete
integrator. (b) Fast discrete integrator with d = 3 and n = 2. (c) Fast discrete
integrator with d = 3 and n = 0. (d) Gazebo environment. (e) and (f) shows
extra added free space and occupied space, respectively, in (g) compared to (h),
bounded around the house and car.

house and a car shown in Fig. 5(d). We let an unmanned aerial
vehicle with a RGB-D sensor fly around in the environment at
predefined setpoints to map the environment with the different
integrators. The final map produced with the discrete integrator is
seen in Fig. 5(a). Results with the fast discrete integrator for two
settings are shown in Fig. 5(b) (d = 3 and n = 2) and Fig. 5(c)
(d = 3 and n = 0).

Fig. 5(e) shows the free space that exists in Fig. 5(c) but not
in Fig. 5(a), i.e. the extra free space added by the fast discrete
integrator with n = 0. Since this integrator clears space behind
obstacles the outline of the house and car can be seen in the
additional free space. Fig. 5(f) shows the occupied space that
exists in Fig. 5(c) but not in Fig. 5(a). Since the clearing of free
space in scaled down in the fast discrete integrator it contains
additional occupied nodes around the surfaces.

The comparisons above compared the integrators against
each other, but not against ground truth. The result of mapping
depends on, e.g., the sensor, sampled view points, sensor posi-
tioning accuracy and the state the of the world in unseen volumes.
Defining the ground truth for the map is thus not well-defined.
In this letter there is no sensor noise nor sensor positioning error.
The RGB-D point clouds themselves are thus as close to perfect
samples of the ground truth as we get. We build a ground truth
octree model by merging all point clouds using the ground truth
sensor positions. A voxel is classified as occupied if at least one
point falls in it.

For the discrete integrator 1698999 of the voxels matched as
being occupied, while 455068 voxels were misclassified as being
free. The corresponding values for the fast discrete integrator
with n = 2 were 1441556 and 712521 respectively. Lastly, the
fast discrete integrator with n = 0 resulted in 1746293 and
407784 respectively.

We can conclude that the fast discrete integrator with n = 0
performs similar to the discrete integrator, while being a lot
faster. Using the fast discrete integrator with something other
than n = 0 is discouraged, since it performed worse in ev-
ery situation tested. For these experiments we used the same

Fig. 6. Resulting map for different to, mentioned in Section III. For all three
cases tf was set to 0.5.

Fig. 7. UFOMap real-time volumetric color mapping at 4 mm voxel size.

parameter values for all methods. Some improvements forn �= 0
might be achievable by tuning.

G. Effect of the Additional Threshold tf

Lastly, the effect of the threshold tf is investigated. As men-
tioned in Section III the additional threshold allows for classify-
ing the occupancy value into unknown, free, and occupied. Fig. 6
illustrates that by increasing to, but keeping tf , constant we can
see which part of the environment needs to be further updated in
order to have a map with high probability in the occupied regions.
If the same change to to would have been done in OctoMap all
the nodes that disappear in Fig. 6(b) and Fig. 6(c) compared to
Fig. 6(a) would be classified as free. UFOMap classify them as
unknown, since tf has not changed.

VI. CASE STUDIES

A. Real-Time Volumetric Mapping

The first case compares the volumetric mapping performance
on the freiburg3_long_office_household sequence from [20], a
86 s office sequence with point cloud data at 2 Hz.

UFOMap managed to incorporate all point clouds and create
a 3D map with 4 mm voxel size with color information at
2 Hz, seen in Fig. 7. Without color, 2 mm voxel size without
missing any of the point clouds was the limit for UFOMap. In
both cases the fast discrete integrator was used, mentioned in
Section IV-B3, with n = 0 and d = 4. OctoMap was only able
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Fig. 8. Comparision of exploration progress between UFOMap and OctoMap
in the power plant scenario.

to process all point clouds with 3 cm voxel size and without
color.

B. Exploration

In the second case, we compare UFOMap with OctoMap
in a next-best-view exploration scenario. We have chosen this
scenario since it incorporates all of the above use cases in a
realistic setting. We have chosen to use the receding horizon
next-best-view exploration method, proposed in [6], for this
comparison. For each node that is being sampled for the RRT,
there is a check if the node is in free space. There is also a check
if the path between the newly sampled node and prospective
parent node is clear. Lastly, when selecting where to move next
we calculate a score for each node in the RRT. This score depends
on the distance and the information gain along the branch to the
node.

In UFOMap, as the exploration proceeds the benefit of the
proposed approach increases. As more of the space gets classi-
fied as free space, all of the above calculations are accelerated
in UFOMap compared to OctoMap. This means that when the
environment is almost fully explored you can discard nodes
that give very little new information quickly. This shows that
UFOMap is especially well suited for exploration, compared to
OctoMap where the necessary calculations are not affected to
the same degree by how much is explored.

The power plant scenario from the Gazebo model library was
used for the exploration test, seen in Fig. 1. 16 cm voxel size
was used. As can be seen in Fig. 8, switching from OctoMap
to UFOMap makes a significant difference to the exploration
rate. UFOMap managed to finish the exploration after around
650s, while OctoMap had completed 70% of the exploration
after 900s, which was the maximum allowed time.

VII. CONCLUSION

We present UFOMap, an open source framework for 3D map-
ping. UFOMap was built on OctoMap, which is one of the basic
building blocks in a number of different robotics applications.
Just like OctoMap, the underlying data structure is an octree.
OctoMap only explicitly models occupied and free space, while
UFOMap explicitly models unknown, free, and occupied space.
This representation, together with the fact that every node in
the octree stores indicators for what kind of space their children

contains, results in a significant performance boost compared
to OctoMap for use cases where unknown space is extensively
used.

Along with these improvements, we introduce new ways of
integrating data into the octree. We show that this leads to
significant reductions in the time to insert new measurement
data, such as point clouds, into the map.

The UFOMap mapping framework is freely available at
https://github.com/UnknownFreeOccupied/UFOMap and can
be easily integrated with robotics systems. It is written in C++
and can be run as a standalone package or integrated into
ROS [18].
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