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ABSTRACT Some software requirements are omitted or ambiguous depending on the design context,
although these requirements would not necessarily be omitted or ambiguous when viewed as requirements
alone. The design context sometimes causes inconsistencies among implementations that realize the same
requirement. Existing detection and analysis methods do not limit evaluation of review materials to
implementations of context-dependent design. An evaluation technique that limits the evaluated parts to the
parts describing context-dependent design implementations is expected to be efficient. This paper proposes
a method for detecting inconsistent implementations (context-dependent requirement defects) caused by
context-dependent requirement omissions and ambiguities in design reviews. The proposed method defines
goal-oriented check items for design review using a goal tree obtained by goal-oriented requirements
analysis. Reviewers use the goal-oriented check items to detect inconsistent implementations that realize
the same requirement. This paper also evaluates the proposed method through a case study. The results of
the case study showed that the proposed method defined five goal-oriented check items and that reviewers
detected 24 context-dependent requirement defects with goal-oriented check items. The results also showed
that the sum of the estimated additional effort to define goal-oriented check items and perform design reviews
with goal-oriented check items was 19.6 person-hours. Furthermore, the results showed that an engineer with
general skills and knowledge of software development but without system-specific skills and knowledge
could define a goal tree and the corresponding goal-oriented check items.

INDEX TERMS Context-dependent requirement (CDR), goal-oriented reviews, software reviews, software
quality.

I. INTRODUCTION
Inappropriate requirements can consume substantial rework
effort in subsequent development activities. In particular,
omissions and ambiguities in requirements may lead to exten-
sive changes and corrections in the subsequent development
activities. The causes of requirement omissions include miss-
ing functionality, missing performance, missing interface,
and missing environment [1]. Ambiguity enables multiple
interpretations of the requirements document [2]. Various
approaches and methods to reduce omissions and ambigu-
ities in requirements have been proposed. Software review
is one such static analysis technique for the early detec-
tion of defects, including omissions and ambiguities, and
does not require program execution [3], [4]. Software review
is a visual software-artifact evaluation technique to detect
anomalies, defects, errors, or deviations from specifications
or standards [5]. Perspective-based reading [6] is a reading
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technique for software review from the perspectives of the
stakeholders; it is designed to reduce omissions and ambigu-
ities in requirements through multiple perspectives. The per-
spectives provide reviewers guides for finding defects from
the viewpoint of stakeholders such as project managers, users,
and testers. Goal-oriented requirements analysis [7] prevents
missing requirements and facilitates requirements decom-
position [8], [9]. Requirements decomposition increases the
requirements coverage by defining goals at various levels of
abstraction [8].

Some requirements are omitted or ambiguous depending
on the design context, although these requirements would
not necessarily be omitted or ambiguous when viewed as
requirements alone. The design context is determined dur-
ing the software design activity. This paper refers to such
omissions or ambiguities in requirements caused by design
context as context-dependent requirement issues (CDRIs).
A CDRI occurs when two or more different implementations
realize the same requirement because the requirements are
defined before the implementations are defined. Although
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each implementation is adequately supported by the require-
ment, the implementations are not always consistent. For
example, the requirement ‘‘The data are exchanged with files.
The fields in the file must be separated by a line break’’ can
be realized by two implementations: one implementation for
writing a data file and another implementation for reading
the data file. If the two implementations are realized on the
same operating system, no CDRI occurs because the line-
break characters are the same between the implementations.
However, a CDRI occurs if the two implementations are real-
ized on different operating systems and do not consider the
line-break characters for the other operating system. Specifi-
cally, if the implementation for writing a file is realized with
UNIX (LF for a line-break character) and the implementation
for reading the file is realized with Windows (CR and LF
for a line-break character), the fields will not be separated
properly despite each of the two implementations realize the
requirement accurately. In this case, the design context is the
line-break characters for the operating systems.

Feasibility or impact analysis, which can help reviewers
find such design contexts during the requirement process,
requires extensive effort because the analyses check all imple-
mentations: not only two or more implementations, which
realize the same requirement, but also a single implemen-
tation. Identifying two or more implementations, which are
supported by a single requirement and checking consistencies
among them in the design review can help detect inconsisten-
cies caused by CDRIs.

To the best of our knowledge, no specific approach
or method to detect CDRIs or context-dependent require-
ment (CDR) defects caused by CDRIs has been proposed.
This paper proposes a design review method to identify such
inconsistencies among implementations realizing the same
requirement by using a goal tree obtained by goal-oriented
requirements analysis. The proposed method defines check
items to find inconsistencies in the implementations, where
the check items are created from the goal tree. This paper also
evaluates the proposed method through a case study with two
criteria. First, the evaluation investigates whether the check
items for design review can be defined from the goal tree
and then whether the check items can detect CDR defects.
Second, the evaluation investigates whether the proposed
method reduces the estimated rework effort to correct defects.

This paper is structured as follows. The related research
and proposed method are described in Section II and
Section III, respectively. Section IV describes a case study.
Section V discusses the results, and Section VI summarizes
this paper.

II. RELATED RESEARCH
Guided reviews are one approach to detecting defects caused
by omissions or ambiguities in requirements. Guided reviews
help reviewers comprehensively detect severe defects, includ-
ing omissions or ambiguities, by providing detailed instruc-
tions, procedures, and hints. Many studies have reported
on the effectiveness of guided reviews [1], [6], [10]–[17].

Typical techniques of guided reviews are checklist-based
reading (CBR) [3], perspective-based reading (PBR) [12],
defect-based reading (DBR) [11], usage-based reading
(UBR) [13], and traceability-based reading [18]. CBR is a
reading technique in which reviewers use a list of ques-
tions to help them understand what defects to examine [14].
PBR [6], [19], [20] is a scenario-based reading (SBR) [11]
that defines the perspectives of the stakeholders and assigns
the perspectives to reviewers. DBR is a SBR that focuses on
detecting specific types of defects [11], [14]. UBR prioritizes
the use cases and detects the most critical defects in the
target materials alongwith the prioritized use cases [14], [18].
However, these reading techniques do not require that guides
including checklists and scenarios verify inconsistencies
among different implementations for the same requirement.

Goal-oriented requirements analysis [7], [21] is one of
the methods to reduce omissions or ambiguities in require-
ments. Goal-oriented requirements analysis defines soft-
ware requirements by clarifying the structured goals of the
software. Goal-oriented requirements analysis also clarifies
the background and necessities for requirements, facilitates
requirements analysis discussions, and enhances the vali-
dation and tracking of changes to the requirements. Many
goal-oriented requirements analysis methods have been stud-
ied, including the KAOS method [22]–[26], the i∗ frame-
work [27]–[31], and the NFR framework [32]–[35]. However,
detecting omissions or ambiguities in requirements caused
by the design context determined in the design process is
difficult because goal-oriented requirements analysis is per-
formed during the requirements processes.

Traceability between requirements and design elements
can verify that the requirements have been implemented as
design elements in the design document [36]–[41]. Trace-
ability studies have strongly focused on requirements trace-
ability, with the objective of studying how to describe and
follow requirements in both the forward and backward direc-
tions [37], [40]. Traceability is an effective guide to detect
CDRIs; however, it is unclear whether traceability can exam-
ine consistencies among implementations. Although two
methods [42], [43] check consistencies between requirements
and design documents, both of them check consistencies
between different types of UML documents. Thus, they can-
not always detect inconsistencies among the implementations
in the same UML document.

Change impact analysis identifies where the changes
affect [44]–[46], estimates the effort for implementing a
change request [47], [48], and predicts necessary regres-
sion tests according to the set of changes [49]. However,
change impact analysis cannot always detect inconsis-
tencies among implementations. Automotive-SPICE [50]
recommends analyzing the operational (execution) envi-
ronment, including platforms, to analyze the feasibility
of the requirements. Such operational environment anal-
ysis can detect implementation inconsistencies. However,
it does not explicitly refer to detecting inconsistencies among
implementations.
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III. PROPOSED METHOD
A. PREREQUISITE
In the proposed method, reviewers attempt to detect incon-
sistencies among design implementations and ensure that
the implementations satisfy the goal using goal-oriented
check items. This paper refers to the inconsistencies as CDR
defects. CDR defects are caused by CDRIs. The proposed
method defines goal-oriented check items taking a goal
tree as input. The goal tree provides traceability links from
high-level strategic objectives to low-level technical require-
ments [8]. The proposed method adds goal-oriented check
items to the leaf nodes of the goal tree, which is created by
goal-oriented requirements analysis. The goal tree consists of
the top goal and subgoals.The top goal is the root node of the
goal tree. The root node has a label describing the objective or
state that the system should achieve. The top goal is decom-
posed into one or more subgoals (child nodes) because, with-
out the decomposition, a goal tree may not provide technical
requirements. The goal-oriented check items defined from
the subgoals that do not satisfy the desired requirement can-
not detect inconsistencies among context-dependent imple-
mentations. Thus, the decomposition should be performed
carefully. The goal-oriented requirements analysis [24], [33]
categorizes goals into three categories: functional require-
ments, non-functional requirements, and external constraints.
Thus, the top goal and subgoals for the proposed method can
be categorized into three categories. The node has a label
describing the purpose or the status required to achieve the
parent goal (parent node). Subgoals are recursively decom-
posed into sub-subgoals. The label description is a prescrip-
tive statement of intent that the system should satisfy [22].

B. PROCEDURE
1) Identify the goal tree (top goal and subgoals). If goal-

oriented requirements analysis has created a goal tree
in advance (e.g., requirements analysis), the goal tree
is reused. If the goal tree does not exist, the analyst
describes the goal of the system as the label of the top
goal G. The analyst then decomposes the top goal G
into subgoals G1, G2,. . . , Gm. The analyst creates a
simple label for each subgoal and adds the subgoals as
child nodes of the top goal. The analyst decomposes the
subgoals (G1, G2, . . . , Gm) into sub-subgoals (G1.1,
G1.2, G1.3, . . . , G2.1, G2.2, . . . , Gm.1, G m.2, . . . ) and
continues decomposing the subgoals until the subgoals
are complete, consistent, and minimal.

2) Prune unnecessary subgoal nodes. The analyst selects
and prunes unnecessary subgoal nodes, which do not
need to be broken down further for consideration, such
as duplicated subgoals. After pruning, each leaf node
of the goal tree is marked as a leaf subgoal node.

3) Define goal-oriented check items. Goal-oriented check
items verify whether the design implementations are
consistent and satisfy the corresponding subgoal. Goal-
oriented check items are determined by two or more

implementations that realize the same subgoal. The
analyst defines one or more goal-oriented check items
for each of the leaf subgoal nodes except pruned sub-
goals. The analyst then adds goal-oriented check items
as child nodes of the leaf subgoal nodes. Fig. 1 shows
an example goal tree. Goal nodes and goal-oriented
check-item nodes are labeled with symbols G and C,
respectively. The pruned subgoals are indicated by red
circles, as shown in G1.1.2 and G2.

4) Perform goal-oriented software design review. Review-
ers use the goal-oriented check items to attempt to
detect inconsistencies among implementations realiz-
ing the same requirement.

FIGURE 1. An example of a goal tree. Red circles represent leaf subgoal
nodes.

C. EXAMPLE OF A GOAL TREE AND CHECK ITEMS
1) OVERVIEW OF AN EXAMPLE SYSTEM
This subsection presents a goal tree and the corresponding
goal-oriented check items for an example system. Table 1 and
Fig. 2 show an overview of the example system. The design
implementations for the same subgoal can differ among the
three units because the units had different developers.

TABLE 1. Overview of an example system.

2) PROCEDURE
Fig. 3 shows the goal tree and goal-oriented check items. The
procedure is detailed as follows.
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FIGURE 2. Architecture of an example system.

Step (1). The analyst identifies the goal tree. The identified
goal tree consists of the following:

Top goal G: The electric kettle heats water and keeps
the water temperature constant.

The analyst decomposes the top goal G into the following
subgoals:

G1: The electric kettle can heat the water if the water
temperature is less than the threshold.

G2: The electric kettle can keep the water temperature
constant if the water temperature is greater than or
equal to the threshold.

G3: The electric kettle cannot heat the water or keep the
water temperature constant if the water level is less
than the minimum level.

The analyst decomposes subgoal G1 into the following
subgoals:
G1.1: The electric kettle can heat the water with electricity.
G1.2: The electric kettle can measure the water tempera-

ture periodically.
The analyst decomposes subgoal G2 into the following
subgoals:
G2.1: The electric kettle can keep the water temperature

constant using electricity.
G2.2: The electric kettle can measure the water tempera-

ture periodically.
The analyst decomposes subgoal G3 into the following
subgoals:
G3.1: The electric kettle can measure the water level

periodically.
G3.2: The electric kettle cannot heat the water or keep the

water temperature constant if the water level is less
than the minimum level.

Step (2). The analyst prunes unnecessary subgoal node G2.2
because G2.2 duplicates G1.2.

Step (3). The analyst defines goal-oriented check items as
child nodes of the subgoals. The analyst defines the following
goal-oriented check items from G1.1:
C1.1.1: Is the voltage control method during heating speci-

fied? If one or more descriptions are specified, are
they consistent?

The analyst defines the following goal-oriented check items
from G1.2:
C1.2.1: Is the water temperature measurement period spec-

ified? If one or more descriptions are specified, are
they consistent?

C1.2.2: Is the unit system of the water temperature speci-
fied? If one or more descriptions are specified, are
they consistent?

The analyst defines the following goal-oriented check item
from G2.1:
C2.1.1: Is the voltage control for keeping the water tempera-

ture constant specified? If one or more descriptions
are specified, are they consistent?

The analyst defines the following goal-oriented check items
from G3.1:
C3.1.1: Is the water level measurement period specified?

If one or more descriptions are specified, are they
consistent?

C3.1.2: Is the unit system of the water level specified? If
one or more descriptions are specified, are they
consistent?

The analyst defines the following goal-oriented check item
from G3.2:
C3.2.1: Is the procedure to stop heating or to stop keeping

the water temperature constant specified? If one or
more descriptions are specified, are they consistent?

Step (4). The reviewer performs goal-oriented software
design review using the goal-oriented check items. For exam-
ple, in G1.2, the developers of the sensor unit considered
and defined the water temperature in Fahrenheit, whereas
the developers of the control unit considered and defined the
temperature in Celsius. The reviewer can detect this incon-
sistency between the definitions and implementation with
goal-oriented check item C1.2.2.

IV. CASE STUDY
A. GOAL
The goal of the case study is to investigate the effec-
tiveness and efficiency of the proposed method. The case
study was conducted with a commercial software system.
An overview of the commercial software system is described
in Subsection IV.B. The case study evaluated whether the
proposed method could define goal-oriented check items,
whether the proposed method could detect CDR defects, and
whether detecting CDR defects in design reviews contributed
to a reduction of the rework effort for correcting the defects.

B. SYSTEM CONTEXT
We selected the subsystems of System A developed in a
Japanese software development Company S for this case
study. System A was a communication network control sys-
tem. Table 2 and Fig. 4 shows the details. The development
period was from April 2017 to March 2019. System A con-
sisted of 12 subsystems. Each subsystemwas developed from
scratch. The number of developers for each subsystem varied
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FIGURE 3. A goal tree for the example system.

TABLE 2. Overview of system A.

from three to seven. The number of years of software develop-
ment experience of the developers varied from 2 to 25 years.
The lines of source code of the subsystems varied from
3100 to 8400 lines in C language.

FIGURE 4. Architecture of system A.

The standard software development process was based on
the waterfall model and followed the process areas Orga-
nizational Process Definition (OPD) and Integrated Project
Management (IPM) defined in CMMI-DEV V.1.3 [51]. The
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TABLE 3. Metrics for the evaluation.

standard process also defined software measurements and
metrics. For each software development, the standard pro-
cess required that the defects detected in reviews should be
recorded in a defect list and that the defects detected in
testing should also be recorded. The standard software devel-
opment process required that each project perform design
reviews (standard design reviews), record the design review
logs (meeting minutes), and use the standard design review
checklists. The standard software development process of
Company S also required that each reviewer complete the
review training and have detailed knowledge of the system
domain to participate in the review.

C. METRICS
The metrics cH, grH, gwH, grD, srD, and gtD (Table 3) were
measured for this evaluation in addition to the metrics in
the standard software development process of Company S.
These metrics are defined in Table 3. The metrics cH and
grH are efforts for the preparation of the proposed method;
metrics grD, srD, and gtD are the number of detected defects.
Note that the metric gwHwas the estimated additional rework
effort (person-hours) that would be needed if the CDR defects
detected in the proposed method were overlooked in goal-
oriented software design reviews and detected and corrected
in subsequent software testing.

D. EVALUATION AND PROCEDURE
We selected four subsystems from the 12 subsystems of Sys-
tem A. We selected two subsystems 1a and 2a from the four
subsystems for Evaluations 1 and 2. For Evaluation 3, from
the remaining subsystems, we selected subsystem 1b with a
goal similar to that of subsystem 1a. Similarly, we selected
subsystem 2b with a goal similar to that of subsystem 2a.

1) EVALUATION 1: CAN AN ANALYST DEFINE
GOAL-ORIENTED CHECK ITEMS USING THE
PROPOSED METHOD?
Evaluation 1 evaluated whether an analyst (engineer)
could identify a goal tree and define the correspond-
ing goal-oriented check items. Following the steps in

Subsection III.B, the analyst identified goal trees and defined
goal-oriented check items for subsystems 1a and 2a. The
analyst is a quality assurance engineer and one of the authors.

2) EVALUATION 2: CAN THE PROPOSED METHOD DETECT
CDR DEFECTS AND REDUCE THE DEFECT
CORRECTION EFFORT?
Evaluation 2 consisted of the following evaluations:

Evaluation 2.1: Can reviewers detect CDR defects in
goal-oriented software design reviews?
Evaluation 2.2: Can the proposed method reduce the
estimated additional rework effort to correct CDR
defects?

Evaluation 2.1 measured the number of CDR defects
detected in goal-oriented software design reviews (grD).
In addition, Evaluation 2.1 measured the number of CDR
defects detected in subsequent testing (gtD) because over-
looked CDR defects in goal-oriented software design reviews
could be detected in subsequent software testing. Evaluation
2.2 measured the effort to define goal-oriented check items
(cH), the effort for goal-oriented software design reviews
(grH), and the estimated additional rework effort (gwH) to
investigate whether the proposed method required less effort
than the standard design reviews and the subsequent test-
ing defined by the standard process. Specifically, Evalua-
tion 2.1 deemed that the proposed method was feasible if
CDR defects were detected in goal-oriented software design
reviews (grD> 0) and the number of CDR defects detected in
subsequent testing (gtD) was sufficiently small. In Evaluation
2.2, if the sum of the effort to define goal-oriented check
items and the effort for goal-oriented software design reviews
was smaller than the estimated additional rework effort (cH+
grH < gwH), the proposed method was efficient.
Reviewers performed goal-oriented software design

reviews for subsystems 1a and 2a using the goal-oriented
check items defined in Evaluation 1. The goal-oriented soft-
ware design reviews were performed in addition to the stan-
dard design reviews. After the goal-oriented software design
reviews, the subsequent development activities, including
software testing, were performed according to the standard
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FIGURE 5. The goal tree and goal-oriented check items for system A.

software development process. The analyst measured and
recorded the metrics in Table 3 (excluding srD). The analyst
then categorized the CDR defects detected in goal-oriented
software design reviews and the subsequent testing into
defect groups corresponding to goal-oriented check items
defined in Evaluation 1.

3) EVALUATION 3: ARE CDR DEFECTS DETECTED IN OTHER
SIMILAR SUBSYSTEMS?
Evaluation 3 measured the number of CDR defects detected
in the standard design reviews (srD) and subsequent test-
ing (gtD) for subsystems 1b and 2b to investigate the
applicability of the proposed method in other subsys-
tems. Specifically, Evaluation 3 measured srD to investigate
whether the standard design reviews detected CDR defects
and gtD to investigate whether the standard design reviews
overlooked CDR defects.

Evaluation 3 deemed that CDR defects existed in design
documents for subsystems 1b and 2b if CDR defects were
detected in the standard design reviews and/or subsequent
testing (srD + gtD > 0). If CDR defects were present and
the proposed method was carried out, goal-oriented software
design reviews could possibly detect CDR defects. If CDR
defects were detected in the standard design reviews and the

number of detected CDR defects in the subsequent testing
was sufficiently small (srD > 0 and srD >> gtD), the stan-
dard design reviews were considered to be able to detect
most of CDR defects. If CDR defects were not detected in
the standard design reviews or in subsequent testing (srD =
gtD = 0), CDR defects were not considered to have been
injected in the design documents.

Reviewers performed the standard design reviews for sub-
systems 1b and 2b. After the standard design reviews, the
subsequent development activities, including software test-
ing, were performed according to the standard software devel-
opment process. The analyst categorized the CDR defects
detected in the standard design reviews and subsequent test-
ing into defect groups corresponding to the goal-oriented
check items defined in Evaluation 1.

E. RESULTS
1) RESULTS OF EVALUATION 1
Fig. 5 shows the goal tree and the goal-oriented check items,
which the analyst identified and defined. In Fig. 5, sub-
goals G1 and G2 were realized by subsystems 1a and 2a,
respectively. Notably, subgoals G2.1.2 and G2.2 were not
broken down further because these subgoals were realized by
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the reused software whose reliability was already proven in
another system in operation.

2) RESULTS OF EVALUATION 2
As shown in Table 4, the value of grD was six for subsystem
1a and eighteen for subsystem 2a. For subsystem 1a, the sum
of cH and grH was 8.3 and the value of gwH was 42.0. The
sum of cH and grH was 19.6% of the value of gwH. For
subsystem 2a, the sum of cH and grH was 9.0 and the value
of gwH was 54.0. The sum of cH and grH was 16.7% of the
value of gwH.

TABLE 4. Results for evaluation 2.

Table 5 shows the goal-oriented check items and the num-
ber of defects categorized as the defect groups, which could
be detected with the goal-oriented check items for subsys-
tem 1a. For subsystem 1a, the reviewer detected four defects
for C1.1.1 and two defects for C1.2.2. No CDR defect was
detected in subsequent software testing for subsystem 1a.

TABLE 5. Number of defects for goal-oriented check items for
subsystem 1a.

Table 6 shows the goal-oriented check items and the
number of defects in defect groups corresponding to the
goal-oriented check items for subsystem 2a. For subsys-
tem 2a, the reviewer detected thirteen defects for C2.1.1.1 and
five defects for C2.1.1.2. No CDR defects were detected in
subsequent software testing for subsystem 2a.

3) RESULTS OF EVALUATION 3
As shown in Table 7, the value of srD was two for sub-
system 1b and five for subsystem 2b. Table 7 also shows
that the value of gtD was one for subsystem 1b and two for
subsystem 2b.

Table 8 shows the goal-oriented check items for subsys-
tem 1b and the number of detected defects for the check items.
For subsystem 1b, the reviewer detected two CDR defects
for C1.2.1 in the standard design reviews. Subsequent testing
detected one CDR defect for C1.1.1.

Table 9 shows the goal-oriented check items for subsys-
tem 2b and the number of detected defects for the check items.

TABLE 6. Number of defects for goal-oriented check items for
subsystem 2a.

TABLE 7. Results for evaluation 3.

TABLE 8. Number of defects for goal-oriented check items for
subsystem 1b.

TABLE 9. Number of defects for goal-oriented check items for
subsystem 2b.

For subsystem 2b, the reviewer detected two CDR defects for
C2.1.1.1 and three CDR defects for C2.1.1.2 in the standard
design reviews. Subsequent software testing detected one
CDR defect for C2.1.1.1 and one CDR defect for C2.1.1.2.

V. DISCUSSION
A. EVALUATION RESULTS
In Evaluation 1, a quality assurance engineer defined both
a goal tree and the corresponding goal-oriented check items
without additional explanations for System A. This indicated
that the proposed method does not require a domain expert as
an analyst. In discussion, another engineer of the case study
said, ‘‘Although the quality assurance engineer is not a mem-
ber of the development team, the engineer could define the
goal tree and the corresponding goal-oriented check items.
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For future development, I suppose that engineers with soft-
ware quality assurance skills can define them.’’

Evaluation 2.1 showed that the reviewers could per-
form goal-oriented software design reviews and detect CDR
defects. In addition, Evaluation 2.2 showed that the estimated
additional rework effort for the detected defects in subse-
quent testing was reduced by the defects detected in the
goal-oriented software design reviews. The case study results
showed that the CDR defects were detected by goal-oriented
software design reviews in both subsystems 1a and 2a. In sub-
sequent activities, including testing, releasing, operating, and
maintenance, no CDR defect was detected.

Evaluation 3 suggests that non-expert reviewers can detect
CDR defects in goal-oriented software design reviews. For
example, in subsystem 2b, a defect was detected in the design
review: ‘‘The definition of a port-level monitoring method
for a certain device is omitted.’’ The defect could have been
detected by goal-oriented check item C2.1.1.1: ‘‘Is the mon-
itoring procedure specified? If one or more descriptions are
specified, are they consistent?’’ Thus, even if the reviewers
are not experts in the system, they might have noticed an
omission in the definition of the monitoring procedure.

The results of the case study suggest that the proposed
method can potentially detect CDR defects. In the case study,
CDR defects were detected with goal-oriented check items.
An example of a detected CDR defect is ‘‘Some devices could
not communicate with other devices because of incompatible
communication protocol versions.’’ This defect was detected
with the goal-oriented check item C1.1.1: ‘‘Is the communi-
cation protocol version compatible between the devices?’’ In
the requirement definition activity, the requirement explicitly
specified the communication protocol name but did not spec-
ify the version of the communication protocol.

Sharing a goal tree before goal-oriented software design
reviews can reduce the effort for goal-oriented software
design reviews. In a discussion with an engineer of the case
study, the engineer pointed out that sharing and discussing a
goal tree in advance facilitates understanding the correspond-
ing goal-oriented check items and prevents engineers from
misunderstanding the specification. He also mentioned that
sharing and discussing a goal tree ensure that all reviewers
reach a consensus on the specifications before starting the
design reviews.

B. THREATS TO VALIDITY
1) INTERNAL VALIDITY
Defining a goal tree and the corresponding goal-oriented
check items may require expert-level skills and knowledge
in the domain, and personnel overhead. In the case study,
the quality assurance engineer who was responsible for the
verification of System A defined the goal tree and the cor-
responding goal-oriented check items. The engineer had
general quality-assurance skills but did not have system-
specific skills and knowledge and was not a member of the
development team. Thus, an engineer with general skills and

knowledge of software development and the target system
can define a goal tree and the corresponding goal-oriented
check items. In addition, the case study showed that the
personnel overhead for the proposed method would be small.
In the case study, the engineer took 1 hour to identify the
goal tree and define the goal-oriented check items for each
subsystem 1a and 2a.

If the goal-oriented check items and the check items in the
checklist defined in the standard software development pro-
cess of Company S overlap, the effectiveness of goal-oriented
software design reviews will be insufficient. If each goal-
oriented check item is included in the standard checklist,
reviewers can detect all CDR defects with the standard check-
list in standard design reviews. In this case study, the standard
design review checklist did not include any goal-oriented
check items because the standard design review check items
were more general and comprehensive; they were intended
for use in the development of various software in the com-
munication network domain, whereas the goal-oriented check
items were system-specific.

2) EXTERNAL VALIDITY
If the target system has various goals, such as in the case
of a customer relationship management (CRM) system or
enterprise resource planning (ERP) system, the effectiveness
of the proposed method might be limited. In this case study,
the top goal could be easily identified and defined because
the communication system had a simple goal tree. By con-
trast, the goal tree may be more complex in other systems
such as CRM and ERP systems. However, goal-oriented
requirements analysis methods are not limited by the types
of systems. Once a goal tree has been defined, goal-oriented
software design reviews can be performed.

A larger number of subgoals may require a larger effort to
define goal-oriented check items and perform goal-oriented
software design reviews. An engineer who participated in the
case study stated that the subgoals needed to be prioritized
in case of a larger number of subgoals. Although the pro-
posed method does not consider the priorities of subgoals,
the proposed method can easily incorporate subgoal priority
via decision-making methods such as an analytic hierarchy
process (AHP) [52].

In an iterative development process including agile devel-
opment process [53]–[56], design and source code are
updated in each iteration. Thus, CDR defects are poten-
tially injected in each iteration. Although design reviews
might not be explicitly performed in some iterative devel-
opment processes, CDR defects are detected in activities
such as architectural discussion, testing, and implementation
of the test and product codes. The rework effort can be
reduced if CDR defects are detected using the essence of
the proposed method for architectural discussion, testing, and
implementation of the test and product codes. For example,
potential CDR defects can be identified in end-of-iteration
reviews, one of the recommended practices for constant
feedback on technical decisions and customer requirements
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in agile development process [53], [57]. Specifically, when
a context-dependent requirement is implemented in two or
more iterations, the implementation can be inconsistent in
the iterations. The potential inconsistencies (potential CDR
defects) in subsequent iterations can be identified in the
end-of-iteration review of the first iteration, in which the
context-dependent requirement is implemented. Further work
is required to establish the viability of the proposed method to
iterative development processes including agile development
process.

To generalize the results of the case study, further eval-
uations in other systems are needed. Because of the lim-
ited analysis effort, we carried out lightweight evaluations
for other systems developed in Company S. The results of
the lightweight evaluations showed that context-dependent
ambiguous requirements injected CDR defects and that the
CDR defects were overlooked in design reviews and detected
in subsequent testing. The CDR defects include inconsisten-
cies among the unit of distance, the notations of time, and the
significant digits of numbers. In the lightweight evaluation,
we identified the subgoal ‘‘The speed of the moving object
can be calculated from the distance moved and the elapsed
time.’’ We also defined the goal-oriented check item ‘‘Are the
measurement methods of the distance moved and the elapsed
time correct?’’ These results imply that the proposed method
can be applied to other systems.

VI. CONCLUSION
This study proposed a method to detect CDR defects by
design reviews using a goal tree created via goal-oriented
requirements analysis. CDR defects are caused by incon-
sistencies among design implementations, which are sup-
ported by the same requirement (the same subgoal). First,
the proposed method creates a goal tree of the target soft-
ware via goal-oriented requirements analysis. Second, the
proposed method defines goal-oriented check items to detect
inconsistencies among implementations that realize the same
requirement and examine whether the goal and subgoals are
satisfied. Third, reviewers perform goal-oriented software
design reviews with the goal-oriented check items.

To evaluate the effectiveness of the proposed method,
we conducted a case study. The case study evaluated whether
the goal-oriented check items could detect CDR defects. The
case study also evaluated whether the effort to create a goal
tree, define the goal-oriented check items, and perform goal-
oriented software design reviews was smaller than the esti-
mated rework effort if the detected defects were overlooked
in design review and corrected in subsequent testing. The
estimated saved rework effort was calculated as the difference
between the sum of the estimated effort for investigating,
fixing, and regression testing and the sum of the effort for fix-
ing defects detected in goal-oriented software design reviews
assuming that the defect was overlooked in the goal-oriented
software design review and detected in subsequent testing.
The results of the case study showed that the proposedmethod
detected CDR defects and that other CDR defects were not

detected in subsequent testing. The results also showed that
the estimated savings in additional rework effort for defects
detected by the proposed method was larger than the sum
of the effort for preparing and performing the proposed
method. Furthermore, the case study investigated whether
CDR defects were detected by design reviews without the
proposed method and subsequent testing in other subsystems
sharing the same goal tree of the target subsystems. The
results showed that CDR defects were detected in the other
subsystems.

As shown in the case study, we can evaluate the effective-
ness percentage of the proposed method by comparing the
number of CDR defects detected in goal-oriented software
design reviews with the number of CDR defects detected in
subsequent testing. More broadly, the effectiveness percent-
age can be defined as the percentage of CDR defects detected
by the proposed method among the CDR defects detected in
the entire software development lifecycle.
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