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ABSTRACT Injection attacks against web applications are still frequent, and organizations like OWASP
places them within the Top Ten of security risks to web applications. The main goal of this work is to
contribute to the community with the design of an effective protection of web applications against common
injection attacks. Our proposal is a validation filter of input fields that is based on OWASP Stinger, a set of
regular expressions, and a sanitization process. It validates both fundamental characters (letters, numbers,
dot, dash, question marks, and exclamation point) and complex statements (JSON and XML files) for each
field. The procedure of deploying the proposed filter is detailed, specifying the sections and contents of
the configuration file. In addition, the infrastructure for running the tests is described, including the setting
of an attack tool, and the implementation of a controller. The attack tool is used as a security scanner for
common injection attacks, and the controller is developed for routing the requests in two steps; first a request
is addressed to the filter, and if it is valid, it will redirect to the web application itself. The proposal filter
has been tested on three public as well as on a real private web application. An accuracy of 98,4% and an
average processing time of 50 ms are achieved, based on wich it is possible to conclude the proposed filter
is highly reliable and does not require additional computational resources.

INDEX TERMS Information security, input validation, software security, regular expression, sanitization.

I. INTRODUCTION
In general, software development is challenging when it
comes to creating secure and reliable software. As the pro-
grammer gains experience, he or she becomes aware of the
value of secure programming, best practices, as well as the
importance of protection against intrusions. For example,
data manipulations, among others, who depend on the sensi-
tivity of the information handled by an application, may have
a greater or lesser impact.

According to the OWASP Top Ten Web Application
Security Risks, the injection vulnerability is located at the
beginning of the list, and it could be executed by internal and
external users to an organization [1]. This establishes a point
of reference and an important warning to software developers.
While developing a web application programmers should
change the tendency to be more concerned with functional
validation and give less value to secure programming. It is
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also known that there are web applications that are vulnerable
to the most common injection attacks. These applications can
not be rewritten. However, to stay online, these applications
should be protected.

The goal of this article is to contribute to reducing the
injection attacks through the design of a new filter based on
OWASP Stinger [2], and set as a module on a Jboss/Wildfly
application server [3]. Consequently, it can be invoked by all
the web applications deployed on the server.

The filter helps web applications to create at least one
layer of protection against common injection attacks (SQL
Injection (SQLi), Command Injection (CI), Cross Site Script-
ing (XSS), etc.), which occur when entries are not validated.
Therefore, this article focuses on the analysis of vulnera-
bilities that can be mitigated by the validation and sanitiza-
tion of input parameters in web applications. At the end of
this proposal the generic filter in combination with OWASP
framework could mitigate common injection attacks with
98.4% accuracy. Summing up, the main contribution of this
paper is to design a simple, fast, and highly reliable filter
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for stopping common injection attacks in web applications
through a set of rules based on several regexes and other
decisive settings.

The remainder of the paper is organized as follows.
Section II presents an analysis of related proposals.
In Section III essential considerations about the filter design
are described. Section IV details filter development and
deployment. Section V provides testing, results, and discus-
sion of the filter performance. Finally, some conclusions and
future works are presented in Section VI.

II. RELATED WORKS
A. BACKGROUNG
Nowadays, web applications, given their exposure to the
Internet, are frequently targeted by attackers exploiting criti-
cal vulnerabilities. This has increased efforts to mitigate vul-
nerability attacks. The work in [5] presents the classification
of web applications attacks into six categories: command exe-
cution attack, information disclosure, logical attacks, authen-
tic based attack, authorization based, and client based attack.
Figure 1 shows the above-mentioned classification:

FIGURE 1. Classification of web attacks [5].

In the following, we present an analysis of related works.
At the end of the section, we includes some comparison tables
of our proposal as regards some of the analysed works.

According to Barabanov et al. [6], the most success-
ful attacks are: XSS, Cross-site request forgery (CSRF),
enhancement of privileges related to circumvention of secu-
rity functions, denial of service attacks, disclosure of critical
software information in error messages and SQLi.

In the reference document [7], an empirical study of more
than 7000 vulnerabilities related to input validation is carried
out depending on the programming language used for the
web application development. In this experiment, seventy
eight open source web application frameworks are analyzed
for several web programming languages, including: PHP,
Perl, Python, Ruby,.NET, and Java. The results show that
almost 20% of the frameworks do not provide any validation

functionality at all. In fact, only thirty seven studies provided
support for complex input data validation.

When it comes to the validation, sanitization of the param-
eters and verification of the headers of entry in the web
applications, guides that allow us to carry out this work in
an effective way are available.

In their research work, Scott and Richard [8] propose a
generic methodology for web application protection, com-
posed of a descriptor for each one of the parameters sent from
the client, whose control location must be between the client
and the protection application. The theory presented in that
work, is also applied as an additional protection guideline for
each application in our research work. The main difference is
in the proposal of a primary generic defense line not specific
to an application, so, it is not necessary to define each of the
parameters entered to achieve this.

Boyd and Keromytis [9], explain the concept of random
instructions included in a proxy located before a database
engine. This system, named SQLrand, has the functionality to
change the SQL instructions generated in a random way (for
instance, language), in standard SQL sentences for each one
of the database engines. This randomness in language makes
it impossible for attackers to clearly identify the attack vectors
against the database engine, which prevents SQL injection
problems. Using a randomized SQL query language it is
possible to detect and abort queries that include injected code.

Wassermann and Su [10], present an input parameter static
analyzer, which looks for attack patterns especially SQL
injection. It has not yet been tested in the field but the first
results have yielded good theoretical results.

Ismail et al. [11], propose having a local proxy on the client
side, which allows intercepting requests and responses that
are exchanged with the Web Server. This local proxy would
be in charge of stopping XSS attacks, with the particularity
that the load of this work would be assumed by the client
computer and by the server side.

The work of Buehrer et al. [12], presents a validation
option against SQL injection attacks. It consists of carrying
out a syntactic analysis tree of each of the SQL sentences
that are expected to be executed in a given application. Its
structure is stored and compared with the resulting sentence
after injecting the input parameters. In case the structure tree
does not coincide with the stored one it is almost certain that
an attack is being faced and therefore the query is rejected and
will never be executed. The authors assert that ‘‘it is more
effective to measure the results of the input than to attempt
to validate the input before inserting it into the proposed
query.’’

In their work, Liu and Tan [13] define the paths of the
data input in the code through evaluation states called nodes,
from which test cases can be generated, that can indicate if
any input data might alter the normal running of a program.
This research work is directed towards an early correction of
vulnerabilities in the input data (during the implementation
of the applications), to able to serve as a computer auditing
tool. However, their research does not provide data on the
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effectiveness of the proposed method for avoiding vulnera-
bilities in the input data.

In Park and Park [14], WAIDS (Web Application Intrusion
Detection System) is presented. That system analyzes user
entries, comparing them against predefined normal entry pro-
files and focusing on profiles different from those expected,
whereby which detecting possible attacks and stopping them.
The authors have managed to distinguish data entry pro-
files quite well to such an extent that false positives are
significantly reduced.

In Aljawarneh et al. [15], a semantic data validator is
created as a service for web applications, placing markers in
the fields of the forms that definemaximum length, minimum
length, accepted characters and data type. Those markers are
used as criteria to accept or reject the data entered in the form.
This semantic data validator consists of an RDF (Resource
Description Framework) for web page annotations, an HTTP
interceptor, a data extraction RDF, a text analysis RDF, and
a validator module. The results of this validator provide
detection and prevent most web application attacks, much
needed, according to the authors, to improve effectiveness
and performance.

The authors of Scholte et al. [16], present another alter-
native for input validation, through a prototype developed in
PHP, with principles of data type self-learning and known
validation vector application, rendering 83% effectiveness
against known SQL injection attacks and 65% in XSS
attacks. That development was named as IPAAS (Input
Parameter Analysis System). In order to fulfill its objective,
it consists of 3 phases that are: extraction of the input param-
eters, ascertainment of the type of data within the identi-
fied parameters, and finally, application of known vectors
against the 100 known vulnerabilities for SQL and XSS
injection.

An analysis of web filtering rules is performed in [17].
Authors propose an improved method to detect only XSS
vulnerabilities based on the attack vector designed and imple-
mented in the application layer. However, that is not a
protection filter.

A filtering API for XSS attacks based on white lists is
proposed in Dalai et al. [18]. It filters server responses rather
than user input, so it requires no modifications on the client
side. Since it is implemented on the server side, it will only
detect and block server side XSS attacks. It will not mitigate
DOM-based XSS attacks.

The OWASP project [1], in its description of injection
attacks, gives a general idea, and indicates that "injection pre-
vention requires keeping data separate from commands and
queries". This general idea encompasses the usage of Secure
APIs, whitelisting, and other length controls and SQL syntax.
Besides, there are tools on themarket that offer configurations
to create a filter, among them are:
• Datapower IBMSupport [19], [20]: IBMSOA integrator
hardware, which brings XML files with patterns against
SQL injection, XSS, as well as protection against denial
of service attacks. It can be worked with the default

XSL filter or create one to measure, reading the XML
patterns, as appropriate.

• PHP fllter_var Brady [21]: it uses a PHP filter_var
function which, under the security parameters for input
validation protection described above, allows web appli-
cations developed in PHP to have a means of protection
against injection and XSS attacks.

• Spring 3 Validation Johnson et al. [22]: it is one of
the most popular frameworks for developing Java lan-
guage applications. It allows the validation of each of
the parameters of a bean. These validations can be of
length, type of data, patterns, etc., allowing an option
for the validation of the input parameters for the created
web applications based on Spring.

B. SIMILAR WORK COMPARISON
Tirronen [23] presents a proposal based on the analysis of
structured data, in order to minimize attacks. The data is orga-
nized as an abstract syntax trees (ASTs). The performance of
this proposal is not discussed quantitatively.

In [24] a study based on various machine learning tech-
niques to identify SQL injections is presented. The study
trains and tests with PHP code files. Two scenarios are pro-
vided using two feature data sets for the machine learning
techniques. In terms of accuracy, the three best results are
when using: Support Vector Machines (SVM), Multilayer
Perceptron, and Convolutional Neural Network (CNN).

Aliero et al. in [25] proposes a method with the phases
crawling, attacking analysis and reporting to stop SQL injec-
tions. It is tested in three web applications. This proposal
obtains a precision equal to one.

At last, Venkatramulu and Guru [26] propose a Rule based
PAttern Discovery (RPAD) for input type validation vulnera-
bilities. They propose to use it as a network IDS that allows
the detection of vulnerabilities in the input validation. They
carried out an experimental study with a dataset composed
of 2,783 attack patterns extracted from NIST CVE entries
and 512 normal patterns extracted from 7 real-time web
applications. The precision obtained was 0.95.

Table 1 shows a comparison of the solutions described
above as regards our proposal.

As it can be observed, in the previous table, the results
obtained with the filter proposed in this article, based on
the metrics (Precision, Recall and F-measure) are better than
those obtained in the references [24] and [25] and similar to
those obtained in RPAD [26].

C. WAF COMPARISON
Another different device, that is also used to defend against
web applications attacks, is the Web Application Firewalls
(WAF) [27]. It consists of a web server module or plugin
that inspects HTTP/HTTPS traffic between a client and a
server. It is based on a set of rules that allow detecting
and blocking the most common attacks such as SQLi and
XSS, input parameter manipulation, cookie hijacking, etc.
It is indicated in this paper that the rule set of this type of
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TABLE 1. Comparison of our filter with other similar works.

device requires a high maintenance cost, which is not an
effective enough device to protect web applications and it
should be complemented by a signature-based system. Since
web applications are developed specifically for a particular
organization, traditional signatures that detect attacks on web
applications are not effective.

In the article by Razzaq et al. [28] a comparison of dif-
ferent WAF solutions, both commercial and open source,
is presented (F5, Barracuda,Web Sniper, i-Sentry, Secure IIS,
Easy Guard, Web Defend, Secure Sphere, Anchiva, Profanes,
Citrix, WebApp secure, eServer Secure, Server defender AI
and Mod Security). This comparison is made at the level of
their specifications and most important characteristics, not
providing real data on their effectiveness against different
types of web applications attacks. That does not allow a
precision1 comparison between their results and those of
ours.

The work of Holm and Ekstedt [29], present a study
with real data on the effectiveness of various WAF devices
(DenyAll rWeb, Imperva SecureSphere and Barracuda 660)
against injection attacks. It was conducted by professional
pentester using 16 different operational scenarios. The results
of that study were reviewed and validated by a group
of 49 experts, without using any objective metrics such as
false positives, false negatives, etc. An accuracy of 80% was
obtained with all this prevention countermeasures actives.
If we compare it with the accuracy obtained with the filter
implemented and described in this article, we observe that it
is 98,4% much higher than the one indicated above.

An improvement in the effectiveness of WAF devices is
the solution proposed in [30], called ANNbWA, based on
the implementation of an Artificial Neural Network (ANN)
to protect applications against SQLi and XSS attacks. The
solution has an accuracy of 100% for XSS attacks and 98,5%
for SQLi attacks. Compared with the filter proposed in this
article, the solution has an accuracy of 100% for XSS attacks
and 95% for SQLi attacks. The results are the same for XSS
attacks and slightly worse for SQli attacks.

A similar work is carried out by Ito and Iyatomi [31],
in which a WAF device based on a Character Level

1Precision is defined by the ratio of true positives (The attack exists, and
the request is stopped) to total number of attacks per 100 (%)

Convolutional Neural Network (CLCNN) is presented. The
network was trained with a dataset that includes 36,000 nor-
mal traffic and over 25,000 malicious traffic. The accuracy
obtained in this training was 99,8% compared to 98,4% given
with the filter proposed in this article. However, that solu-
tion [31], has not been evaluated in a real situation unlike the
filter that as indicated below is working in a company in the
banking sector. The main drawback of that solution is that it
only detects the attack but does not block it. This could be the
cause of his low processing time.

In [32], a WAF is developed to detect new types of
attacks that do not require signature updates, using a
back-propagation neural network. That solution has an accu-
racy of 95%.

Last, Tekere and Bay [33] present a WAF that performs
signature-based detection and prevention of Web attacks
using a hybrid model that uses signature-based detection
and anomaly-based detection implemented by a neural net-
work. The results of accuracy against web application attacks
obtained were 96,5%.

Table 2 shows a comparison of the accuracy of the solutions
described above. It can be concluded that our filter presents
a greater accuracy than some commercial WAFs. The same
conclusion holds for similar to those of an experimental
nature including techniques of artificial intelligence.

Based on all the above, we deduce that a generic filter to
protect against injection attacks does not exist. This is due to
the little or no validation of the imputs in the Web applica-
tions. However, there are directives offered by organizations
dedicated to the defense of this type of application, as is the
case of the OWASP and its entry validation reference sheet.
Unlike the options that exist on the market, explained in this
section, our research work presents a generic filter for any
web application developed on any platform, with a generic
configuration against common injection attacks and whose
protection can be generalized (without depending on specific
web application conditions). This means having a first line of
defense that can be complemented with any of the solutions
described above, as well as with secure programming prac-
tices. Therefore, we consider that our proposal contributes to
the community in reducing injection attacks.

III. FILTER DESIGN CONSIDERATIONS
The objective of this research work is to develop a generic
filter, with effective protection (accuracy) of at least 98,4%
against common injection attacks. In order to get it, our
filter ues regular expression, sanitizing known words in injec-
tion attacks, whose combination used as described in this
work allows it to be integrated into web applications in a
transparent way to protect all their input fields and avoid
injection vulnerabilities. The following considerations are
taken into account for the fitler design and to fulfill our
objective:

1. The first consideration is what we are going to protect
within the web applications: wemust return to the basic
concept of security, essential for this research work
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TABLE 2. Comparison of our filter with WAFs works.

concerning web applications, which is ‘‘do not trust
any parameter sent from the client to the web server,
as it is susceptible to alteration’’. From this concept,
our proposed filter considers validating HTTP headers,
cookies, parameters (forms and query string), JSON
and XML. URL parameters are not included in our
generalization as their structure is unique to each web
application.

2. The second consideration is ‘‘?‘What can we gener-
alize?’’. This is a central question from the OWASP
directives mention Wichers [34]: validation of data
types, validation of length based on a minimum and
maximum dimension, the definition of valid known
strings, regular expressions to define allowed strings,
validation of JSON and XML requests with schemas,
among others. All the directives indicated in previous
paragraphs are valid and essential. However, for the
development of the filter there must be the validation
JSON, XML through schemas, allowance for the defi-
nition of characters, through the use of regular expres-
sions and sanitization of reserved words (commonly
used in injection attacks), the rest will depend on the
correct use of each application.

3. The third consideration is about Technologies: For the
filter, Java (a widespread language for web develop-
ment), for the framework for input protection, in this
case, OWASP Stinger and finally for the server to
mount the filter configured as a module, Jboss/Wildfy.

4. As a fourth consideration, all the data that comes in a
web request should be considered as input. In our filter
we detail the following ones:

a. HTTP headers: User-Agent, Content-Type, Host,
among others, each of them configured with the
regular expressions that are identified as expected
strings in each web application. A generic config-
uration is not placed in the filter, but support is
given to perform the suggested configuration.

b. Cookies: The Java object ServletRequest is where
the requests will be captured. This object has the
characteristic of omitting cookies whose values
have blank spaces. If the value of the cookie is
encrypted (encoded in base64 or hexadecimal,
or any other), every application should be respon-
sible for the verification of the expected values.

c. Parameters of an HTTP request: In an ideal sce-
nario, the information between client and server
is transmitted with alphanumeric characters and
basic punctuation marks. The permissibility of
the rest of the characters must be specified in the
fields of each application, and as well the valida-
tion about if the information is correct for one of
these fields is delegated to each application.

d. JSON/XML: Modern applications increasingly
tend to handle an exchange of JSONmessaging or
XML. To validate everything that is transmitted
with JSON/XML, we incorporate the schemes
validation in our filter.

IV. FILTER DEVELOPMENT AND DEPLOYMENT
In this section, first, we present the details of the development
and deployment of the proposed filter, and then, we show the
analysis, tests, and the results of our proposal.

For the development of our generic filter, we have worked
over the OWASP Stinger 2.x framework. Furthermore, as we
mentioned before, we have extended the functionality sup-
porting JSON and XML schemes’ validation.

The proposed filter has an external configuration file,
which is structured in six important sections: regex, cookie
rule, parameter rule, header rule, JSON rule, and XML
rule; and four concepts: SANITIZATION, FILTER SET-
TINGS, FILTER AS JBOSS/WILDFLY MODULE and
CONTROLLER. In the following, we describe these sections.

A. REGEX SECTION
In this section, the regular expressions to be used in the
validation of the entries in headers, parameters and cookies
are configured. We use the PERL syntax that is compati-
ble with Java package java:util:regex defining four general
expressions.

1) SECURE TEXT
Describe the minimum necessary characters to transfer infor-
mation between client and application web, covering english
and spanish. Here it is relevant to mention that it started only
with alphanumeric characters and spaces.

Regex 1.
^(|[a-zA-Z0-9ñÑáÁéÉíÍóÓúÚ._!? ]+)$
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2) RESERVED WORDS
Reserved words commonly used in SQL and XSS injection
attacks are defined. Many of these words are also used in the
component IBM DATAPOWER to filter this type of attack.
These reserved words are: select, update, delete, insert, pro-
cedure, create, alter, analyze, call, commit, drop, grant, purge,
revoke, execute, union, exec, exec sp, exec xp, or, and, like,
javascript, and script. They are defined in Regex 2.

Regex 2.
(\s+([Ss][Ee][Ll][Ee][Cc][Tt]|[Uu][Pp][Dd][Aa][Tt]
[Ee]|[Dd][Ee][Ll][Ee][Tt][Ee]|[Ii][Nn][Ss][Ee][Rr]
[Tt]|[Pp][Rr][Oo][Cc][Ee][Dd][Uu][Rr][Ee]|[Cc][Rr]
[Ee][Aa][Tt][Ee]|[Aa][Ll][Tt][Ee][Rr]|[Aa][Nn][Aa]
[Ll][Yy][Zz][Ee]|[Cc][Aa][Ll][Ll]|[Cc][Oo][Mm][Mm]
[Ii][Tt]|[Dd][Rr][Oo][Pp]|[Gg][Rr][Aa][Nn][Tt]|[Pp]
[Uu][Rr][Gg][Ee]|[Rr][Ee][Vv][Oo][Kk][Ee]|[Ee][Xx]
[Ee][Cc][Uu][Tt][Ee]|[Uu][Nn][Ii][Oo][Nn]|[Ee][Xx]
[Ee][Cc]|[Ee][Xx][Ee][Cc]\s[Ss][Pp]|[Ee][Xx][Ee]
[Cc]\s[Xx][Pp]|[Oo][Rr]|[Aa][Nn][Dd]|[Ll][Ii][Kk][Ee])
\s+|\s∗([Jj][Aa][Vv][Aa][Ss][Cc][Rr][Ii][Pp][Tt]|[Ss]
[Cc][Rr][Ii][Pp][Tt])\s∗))

3) USER AGENT
Regex 3 is a generalized regular expression for defining
user-agent header. It has been tested against a database
of 9219 user-agent headers and represents the most common
user-agent.

Regex 3.
^[a-zA-Z]+/[\d.]+( )[a-zA-Z0-9.\-:_/\[\]\(\),;\+]∗$

4) COOKIE
All alphanumeric and encoding characters (base64, URL
encode, hexadecimal, and encryption) are supported. This is
represented in Regex 4.

Regex 4.
^[a-zA-Z0-9/\+ =._\-%]+$

B. COOKIE RULE SECTION
This section is built with a default validation called COOKIE
ALL, in which once the entry is validated, it goes through the
sanitization process based on the reserved words.

C. PARAMETER RULE SECTION
This section is modified by adding the flag sanitized, which
is set to TRUE value. Therefore, the input parameters are
sanitized after passing the regex validations.

D. HEADER RULE SECTION
This section has been created for the validation and san-
itization of the values of the different HTTP headers to
be used in web applications, under the same principle of
allowed values, associated by name and URI. Within the
XML configuration file for this section, the ‘‘Missing’’ and
‘‘Malformed’’ concepts of the Stinger implementation are
handled.

E. JSON RULE SECTION (NEW)
The best strategy to validate JSON messaging under the
OWASP security parameters (type, length, accepted string,
etc.) is the use of schemas, which is currently in draft-07. The
JSON Schema documentation mentions: "JSON Schema is a
vocabulary that allows annotations and validations of JSON
documents Wright and Andrews [35]. To use this feature in
the proposed filter, the following is done:

1) JSON TAG
Define the JSON tag in the configuration XML file with the
name JSON ALL.

2) CONTENT-TYPE HEADER
JSON messages arriving at the filter must contain the
Content-type header with the value application/JSON.

3) MISSING CONCEPT
The ‘‘Missing’’ concept (brought from Stinger implementa-
tion), serves to indicate what actions to take when a JSON is
expected in the body of the petition, but this arrives empty.

4) PROCESSED CONCEPT
This concept allows configuring JSON’s validation action
against a predefined scheme for messages, whose location is
fixed in a protected directory. The schema name is associated
with the service name key in the root of the same JSON mes-
sage. This parameter is also validated and sanitized before
being used.

F. XML RULE SECTION (NEW)
The OWASP, in its validation sheet, recommends that the val-
idation of XML messages should be done through schemas.
To use this feature in this experimental prototype, the follow-
ing is done:
• Define the XML tag in the configuration XML file with
the name XML ALL.

• The XML messages that arrive at the filter must contain
in the header Content-type with the pattern /XML.

• ConceptsMissing and Processed are handled in a similar
way for JSON Rule Section.

G. SANITIZATION
The process of sanitization of headers, cookies, and parame-
ters, consists of the removal of reserved words from strings
before passing them to the web application for processing.
The regular expression that represents the reserved words is
configurable according to the need if our proposal Regex 2 is
not used.

H. FILTER SETTING
The initial configuration of the filter is required and included
it within a web application. This configuration is done in the
WEB.xml file, where the filter and URLs to be protected
are defined. The filter definition accepts the following three
parameters:
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TABLE 3. Stinger module configuration modified as Jboss/Widlfy module.

1) CONFIG
Indicates the path and name of the XML file where the
validation rules are configured.

2) ERROR PAGE
Indicates the name of the web page that will be redirected in
case the filter detects an inconsistency.

3) RELOAD
It is a boolean parameter that indicates whether the XML
configuration file is read in each request or not.

The filter has a customization section that can be adjusted
to each product’s reality. A validator can be configured to
first allow decoding (either url encoding, base64, any type of
encryption, etc.) and then apply data type validation, regular
expression, and length. Therefore, it is not a problem for the
filter to have it encoded.

I. FILTER AS JBOSS/WILDFY MODULE
The installation of the modified Stinger library is done
in Jboss/Wildfy module mode. It can be available for an
entire domain/host controllers infrastructure. In this way, it is
avoided adding the library for each web application to be
protected. Besides, it will have a single point of update of
the library. To configure the Stinger library as a module in
Jboss/Wildfy the next steps described below were followed:

1. Create the directory
‘‘../module/com/<yourcompany>/configuration/
main/’’

2. Create module.xml file with the structure and informa-
tion shown in Table 3.

3. Paste the file S-Stinger.jar into the directory created in
the first step.

4. Finally, place the jboss-deploymentstructure.xml file
inside the WEB-INF folder, with the contents as
in Table 4.

J. CONTROLLER
The component controller is a reverse Proxy Servlet. It was
created for testing web applications programmed in any

TABLE 4. Content of jboss-deployment-structure.xml.

language. Its main function is to redirect the client’s requests
to the filter validator. If this request is valid, then it lets the
request pass to the web application.

The controller is configured between the client and web
applications. It receives all requests, and before passing them
to the application, validates the entries against the security
filter. If the filter detects an injection attempt, it rejects the
request with a 400 HTTP response code, and returns an error
message to the client. Show Figure 2.

All sections and concepts above described were the basis
for experimentation in protecting against common web appli-
cation injection attacks.

For a better understanding of the interaction between the
filter components and their flow in Jboss/Wildfy the diagrams
in Figures 3 and 4 are depicted.

V. RESULTS AND DISCUSSION
This section provides an evaluation of the implemented proto-
type of our filter, detailing the testing, results, and discussion
of the filter performance.

The proposed filter is evaluated from two points of view:

1. Capability to detect and stop common injection attacks.
The proposed filter has been tested in three public
applications created for this type of test, and in an
application of a private company in a real environment.

2. Performance in a concurrent environment. This point
is important because the filter is designed for any web
application, whether it is web banking, service, etc.
applications. Therefore it is important that it does not
degrade the response of customers using these applica-
tions even in times of high concurrence.

A. CAPABILITY TO DETECT AND STOP COMMON
INJECTION ATTACKS
The capability of our proposal to detect and stop common
injection attacks has been tested on three public and one
private web applications. All three public applications are
known to have these types of vulnerabilities. The private
application, on the other hand, has been developed using
good programming practices. To perform the tests on the
public web applications, the OWASP ZAP tool has been used
to automate hundreds of requests in a short period, and a
dynamic analysis has been performed to capture the results.
Meanwhile, the tests on the private web application have been
performed in a production environment and for one year.

The process for testing the three public web applications
was:
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FIGURE 2. Component diagram – interaction controller.

FIGURE 3. Diagram of sequence – interaction between client, filter and web application.

FIGURE 4. Diagram of sequence – ‘‘first request’’ square in Fig. 2.

1. Choose three web applications that are vulnerable to
injection attacks.

2. Configure the OWASP ZAP tool [36], setting the con-
text (allows automating the scanning of the internal
pages after login), and policy scan (it’s a set of real and

common injection attacks with the default threshold,
strength and quality).

3. Register the dynamic analysis (DAST) of these appli-
cations without the protection filter. Then, configure
the filter like a jboss/wildfy module in each web
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application, as it was described in the prior section, and
register DAST with the protection filter.

1) WEB APPLICATIONS FOR TESTING
Three web applications for testing were selected, considering
to be applications that have injection vulnerabilities, and
they are chosen at random. The selected applications were:
Webgoat OWASP [37], Badstore Roemer [38], and bWap
Mesellem [39].

2) CONTEXTS IN ZAP TOOL OWASP
Use the OWASP ZAP tool for security tests [36]. The steps
for the tests to be performed with this tool are the following:
• Configure the ZAP tool as a proxy on a free port (for
example 9191).

• The default scan policies are used in ZAP tool, since they
include all injection types.
– Threshold equal to Default: the default value is

‘‘medium’’. It is acceptable because if we set a low
level, we could have many false positives, and a
high level could cause many vulnerabilities not to
be reported.

– Strength equal to Default: this setting determines
the number of attacks that the ZAP tool must per-
form to

– determine vulnerability. The default value is the
mean value (approximately 12).

– Quality equal to Release: this parameter indicates
how mature the rule for determining a vulnerability
is. The release represents the rules that have been
extensively tested and mature, which are precisely
the ones that fit the purpose of our experiment.

• Activate proxy through browser settings.
• Configure Servlet Reverse Proxy (with/without activat-
ing filter).

• Place the Servlet Reverse Proxy URL and start captur-
ing the authentication process in each of the selected
applications. The authentication of each application con-
sists of a login form URL, a validation request, and a
final page once authenticated. With the authentication
requests, a context for each web application is defined.

• Explore applications for all pages that are known to have
injection vulnerabilities beforehand so that the ZAP tool
can save it and then target attacks and exploit these
vulnerabilities.Select the context and startup request for
each application and start the attacks: Spider, AJAX Spi-
der, Active Scan and in some cases fuzz (under analysis).

• The previous step is performed, for each applicationwith
and without filter activated in our Reverse Proxy Servlet.

3) DYNAMIC ANALYSIS WITH/WITHOUT THE FILTER
PROTECTION
A success attack tested without using the filter is considered
an existing attack. Therefore, the vulnerabilities are known,
and the attacks tested with the filter can be classified accord-
ing to a confusion matrix [40]:

TABLE 5. WebGoat application results.

a) True Positive (TP): Right. The attack exists, and the
request is stopped.

b) True Negative (TN): Successful. The attack does not
exist, and the request is not stopped.

c) False Positive (FP): Leftover. The attack does not
exist, but, the request is stopped.

d) False Negative (FN): Fault. The attack exists, but the
request is not stopped.

Tables 5, 6, and 7 show the evaluation of the three selected
applications:Webgoat, Badstore, and bWap, respectively. It is
reported: the number of successful attacks when the web
application is configured without the filter protection (With-
out filter); the number of successful attacks when the web
application is configured with the filter protection (With fil-
ter); the number of discarded successful attacks (Discarded);
False-Negative (FN); and True-Positive (TP) taking off dis-
carded cases.

Successful attacks using the filter are discarded with the
following criteria:
• The initial filter settings include User-Agent header
protection, form parameters, query string parameters,
cookies, JSON andXMLmessages. All other cases (e.g.,
URL parameters), require criteria of each application.
Therefore, all attacks that could not be stopped, but do
not enter inside the scope of the filter, will be discarded.

• Attacks that included blank spaces in the cookie values
are also discarded, as these values are omitted by the
javax.servlet.ServletRequest object, which handles the
requests in this prototype. In other words, the web appli-
cation simply did not receive the manipulated cookie as
described at this point. If this cookie is not used in the
web application, it returns a valid response, and ZAP
takes it as a successful attack.

Concerning the results when testing the WebGoat web
application, as shown in Table 5, there were 313 successful
attacks without the filter activated, 300 rejected by the filter,
and 13 successful; 10 discarded, and only 3 false negatives.
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TABLE 6. bWAPP application results.

TABLE 7. Badstore application results.

Table 6. shows the results when testing with the bWAPP
web application. A total of 229 successful attacks to
the bWAPP web application without the filter activated,
215 rejected by the filter, 14 successful; 6 discards and 8 false
negatives.

Table 7. shows the results when testing with the Badstore
web application. The vulnerability found without the filter
is registered. A total of 54 successful attacks were recorded
without the filter protection, and all the events were rejected
by the filter.

To assess the effectiveness of the filter against injection
attacks in the input of a web application, we also apply the
metrics Precision [40], AcurRecall [40], F-measure [40] and
Defensive Efficiency [41].

The recall is the hit rate for filtering vulnerabilities. It is
given by the ratio of correctly detected attacks and the total
number of known attacks. It is also known like True Positive
Rate (TPR) or Sensitivity. This relationship is represented by
the mathematical formula in (1).

Recall =
TP

TP+ FN
(1)

Accuracy is given by the relationship in the proportion
of correct detected attacks (both true positives and true

negatives) among the total number of attacks. This relation-
ship is represented by the following mathematical formula
in (2).

Accuracy= (TP+TN )/(TP+FN+TN+FP)×100 (2)

The value of 1 in accuracy indicates that we do not have
false positives, but there exists the risk of passing many
vulnerabilities undiscovered.

Precision is the rate of correct detection of attacks. It is
given by the relationship between correctly detected attacks
and the number of total attacks and the number of total
attacks detected. It is also known like Positive Predictive
Value (PPV). This relationship is represented by the follow-
ing mathematical formula in (3).

Precision =
TP

TP+ FP
(3)

In work [37], F-measure is defined as ‘‘a harmonic
measurement of precision and recall values.’’ The harmonic
average is more intuitive than the arithmetic average when
calculating an average of ratios. This relationship is repre-
sented by the mathematical formula in (4).

F = 2 ·
precision · recall
precision+ recall

(4)

Defensive Efficiency is the rate with which the filter man-
aged to stop common injection [38]. It is calculated with the
formula in (5).

DE =
attacks− successattacks

defensive
× 100%, (5)

where: ‘‘attacks’’ denotes the total of observed attacks, ‘‘suc-
cessattacks’’ refers to the total of observed successful attacks,
and ‘‘defensive’’ means the total of successful defensive
actions.

When all attacks are successful, the defensive efficiency
is zero. For priority defenses, efficiency ranges from 0% to
100%. For preventive defenses, the efficiency tends to be
equal or greater than 100% (the minimum occurs when the
probability of attack prevention is 100%).

As we mentioned, the proposed filter has been tested on a
private web application that provides banking transaction ser-
vices, for a year. The web application has a high transaction-
ality, 213,989,225 requests have been registered from 2016 to
2020, during this period 245 injection attacks were detected
and stopped by the filter. Therefore, the high transaction rate
was composed of valid requests that the filter recognized as
such, without causing a denial of service. In terms of true and
false positive cases (TP, FP, respectively), we had TP= 1, and
FP= 0. Based on which, the filter performance in the private
application is also computed.

Table 8 presents the filter performance according to each
web application and average. It should be clarified that due
to the minimal number of attempted attacks on the private
application, the performance of the private application has
not been considered for the calculation of the average filter
performance.
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TABLE 8. Filter performance. Average does not take account private rate.

Finally, we include a series of limitations regarding the
solution implemented and presented in this article:
• Filtering using regular white list expressions can pro-
hibit benign strings if they have not been included in
the list. This problem can be solved by observing false
positives and debugging the corresponding expressions.

• The inclusion of validation of XML and JSON objects
through their schemasmay be insufficient if the schemas
themselves do not include proper validation of the
data with regular expressions. Another limitation is
that a schema may or may not include blacklisted or
white-listed regular expressions for input and output
data validation.

B. FILTER LOAD TESTS
In order to complete this experimental prototype, it is impor-
tant to perform load tests to analyze the supported concur-
rency. The load tests help to determine the maximum number
of concurrent requests supported by the filter. The results can
help in making infrastructure decisions (have one or more
customer service lines) depending on each web application.

In our case, we will test load for requests with parameters,
JSON, and XML content, under the following computer con-
figurations: Processor Intel(R) Core(TM) i7-6700HQ CPU
@ 2.60GHz, 16 GB of RAM, 512 GB of solid-state disk,
Windows 10 Pro 64-bit, and Jboss/Wildfy with 2GB of allo-
cated memory. A Jmeter apache script is created, with three
requests (with parameters, with JSON content and the last one
with XML content).

1) TEST 1
In the first test, 1000 concurrent threads were uploaded in
5 seconds (200 per second), and the scheduler was set to
300 seconds (5 minutes), to maintain the concurrency of the
1000 threads. The response time is plotted in Figure 5. The
aggregate report is given in Table 9.

2) TEST 2
In the second test configuration, 500 concurrent threads were
uploaded in a period of 5 seconds (100 per second), and the
scheduler was set 300 seconds (5 minutes), to maintain the
concurrency of the 500 threads. The response time is plotted
in Figure 6. The aggregate report is given in Table 10.

3) TEST 3
In the third test configuration, 250 concurrent threads were
uploaded in 5 seconds (50 per second), and the scheduler was

FIGURE 5. Response time, test with 1000 concurrent threads. The Y-axis
unit is milliseconds. The X-axis is a timeline. Blue line: request of
http-form. Red line: request of HTTP-JSON. Green line: request of
HTP-XML.

TABLE 9. Aggregate report with 1000 concurrent threads.

TABLE 10. Aggregate report with 500 concurrent threads.

set 300 seconds (5 minutes), to maintain the concurrency of
the 250 threads. The response time is plotted in Figure 7. The
aggregate report is given in Table 11.

10388 VOLUME 9, 2021



S. Ibarra-Fiallos et al.: Effective Filter for Common Injection Attacks in Online Web Applications

FIGURE 6. Response time, test with 500 concurrent threads. The Y-axis
unit is milliseconds. The X-axis is a timeline. Blue line: request of
http-form. Red line: request of HTTP-JSON. Green line: request of
HTP-XML.

FIGURE 7. Response time, test with 250 concurrent threads. The Y-axis
unit is milliseconds. The X-axis is a timeline. Blue line: request of
http-form. Red line: request of HTTP-JSON. Green line: request of
HTP-XML.

TABLE 11. Aggregate report with 250 concurrent threads.

The following should be noted:
a. All three tests have 0% error, which means that the web

server never stopped responding

b. From the analysis of tests 1 to 3 we can say that we
can use our filter with 500 concurrent requests without
passing the half second increase in processing.

c. The processing of each request in a sample of 100 indi-
vidual non-concurrent requests takes an average
of 50 ms.

VI. CONCLUSION AND FUTURE WORKS
This section concludes the paper and list some future
works.

A. CONCLUSION
Considering the objective of this wok, we have achieved a
relevant contribution, the design of a filter for stopping injec-
tion attacks in web applications through a set of rules based
on regexes and other decisive settings. Thus, by analyzing the
results of this work we can conclude:

• It is possible to create a filter that is effective (98,4%
accuracy) against common injection attacks in web
applications. It has been done through the strategy of
validating all the data that comes in an HTTP request
(headers, parameters), with fair regular expressions for
each field (only what is expected) and sanitizing com-
mon words used in injection attacks. Most of the related
studies are focused on protecting a specific type of
attack, while in our work we have shown that with our
strategy we can effectively prevent most of the common
injection attacks.

• On the one hand, the proposed filter presents a bet-
ter accuracy than some commercial WAFs and similar
accuracy those of experimental character that include
techniques of artificial intelligence. On the other hand,
the proposed filter, compared to other filter-based solu-
tions, shows better results than those obtained in the ref-
erences [24] and [25] and close results to those obtained
in [26].

• The average filter processing time is less than half a
second, allowing web applications to improve security
without affecting response times to end-users. This has
been another important advantage to using it in a pri-
vate high transactionality web application of banking
services.

• Simple solutions applied in the appropriate way can
allow correcting big security problems on web appli-
cations. The basic strategy proposed in this work can
lead to getting anapplication on-line with the confidence
that they will be effectively protected against common
injection attacks.

B. FUTURE WORKS
This section proposes improvements to the present work, with
regards to the initial results of which are quite promising.
Among what is expected to advance, the following points are
being considered:
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• The advance of the Web applications, as now it includes
URL parameters, and with the time it is necessary to
complement the development of the filter to protect this
type of parameters under the methodology raised in the
present work.

• Compute the size of the sample of web applications
to be tested, in order to generalize the basic configu-
ration of protection against injection attacks (starting
point).
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