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ABSTRACT Choreography-driven microservice composition has provided a better way to integrate com-
ponents in the Cyber-physical-Social System (CPSS). Choreography is a global contract that specifies
interactions among microservices participating in a composite service. After modeling a choreography,
a problem arises here is whether the choreography specification at design time can be implemented correctly
by generated microservices that interact with each other via exchanging messages. In this paper, we propose
a novel approach for choreography analysis. Specifically, a choreography is specified using a Labeled
Transition Systems (LTSs); then, the microservices participating in a composite service can be generated
from the given choreography via projection and ε-remove; finally, the analysis of the choreography can be
checked for both synchronous and asynchronous compositions using refinement checking. Our approach is
completely automated under the support of our developed tool and the Process Analysis Toolkit (PAT) tool.

INDEX TERMS Service composition, microservice, choreography, cyber-physical-social system, peer to
peer communication.

I. INTRODUCTION
Cyber-physical-Social System (CPSS) comprises physical,
cyber, and social worlds with various resources as services
[1]–[4]. On one hand, CPSS emphasizes a huge number
of deep interactions among the three worlds, so many
approaches are proposed to manage these complex interac-
tions at design time, such as planning based approaches,
synthesis based approaches, and model-driven approaches
[5]–[7]. On the other side, with the rapid development
of edge computing [8], [13], [14], 5G [12], [15], [41],
and mobile computing [16], [17], cloud applications have
undergone a shift from monolithic applications to microser-
vices [18]. Microservice architecture [18] is an architectural
style that is a variant of service-oriented architecture (SOA)
structural style, where microservices are fine-grained and
lightweight. Duo to the characteristics of microservices,
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choreography-driven microservice composition approach
is considered to provide a better way to integrate
these CPSS services than traditional service composition
approaches] [19]–[21].

It is well known that service composition is hot research
in cloud computing paradigm. It not only considers the func-
tional attributes of a composite service to match CPSS users’
demands but also considers the nonfunctional attributes (e.g.,
Quality of Service) to satisfy CPSS users’ requirements
[9]–[11]. In this paper, we only focus on interactions among
microservices from the functional attributes perspective.

Choreography is a global contract that each microservice
should adhere to [22]. Service architect uses choreographies
to model interactions amongmicroservices from a global per-
spective when designing a composite service. After modeling
a choreography, a problem arises here is whether the chore-
ography specification at design time can be implemented
correctly by a set of microservices from different words that
interact with each other via exchanging messages. If we can
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find interaction faults from choreographies at design time,
composition microservices may encounter a failure (e.g.,
deadlockor malfunction) during its execution. The process
of finding interaction faults of choreographies is known as
choreography analysis.

A large number of approaches have been proposed to
analyze choreographies based on various formalisms such as
automata-theory [26]–[29], process algebras [33], [34], and
Petri nets [35], [36]. However, few approaches focus on ana-
lyzing choreographies under peer-to-peer communication.
Besides, CPSSs bring two new challenges for microservice
composition.

1) The complexity of choreography analysis grows rapidly
with the number of CPSS services participating in a compos-
ite microservice. Usually, a composite service often consists
of thousands of microservices [23].

2) In the context of microservice composition, the
asynchronous communication model can either peer-to-peer
communication or mailbox communication [24]. However,
existing research mainly focuses on mailbox communica-
tion. Compared with mailbox communication, peer-to-peer
communication is much more complex due to the increasing
number of buffers.

To address the above two issues, we propose a chore-
ography analysis approach for microservice composition in
CPSSs. Our contribution can be summarized as follows.

1) Problem: we propose the problem of choreography anal-
ysis for microservice composition in CPSSs for the first time.

2) Approach: our approach considers choreography anal-
ysis for both synchronous and peer-to-peer composition for
the first time.

3) Implementation: our approach can be completely auto-
mated by we developed a tool and the Process Analysis
Toolkit (PAT) tool [25].

The rest of this paper is organized as follows. Section II
introduces the problem definition and related work.
Section III introduces the details of our approach. Section IV
discusses the implementation of our approach and some
experimental results. Section V concludes the paper.

II. PROBLEM DEFINITION AND RELATED WORK
A. PROBLEM DEFINITION
In the context of microservice composition, choreography
analysis is to check whether this choreography can be imple-
mented correctly by a set of microservices that are generated
from this choreography such that the interactions of these
generated microservices can exactly match this choreography
specification. This problem can be formulated as follows,

MS1||MS2|| . . . ||MSn
?
=Chor (1)

where chor denotes the choreography specification, MSi
denotes the generated i-th microservice, || denotes microser-
vice composition under synchronous and asynchronous com-
munication models, and = denotes equivalence.
If the equation is not satisfied, it means that the choreog-

raphy specification cannot be implemented correctly. Thus,

the service architect should not further advance the design
process of microservice composition and should repair the
choreography.

B. RELATED WORK
There have been earlier works on choreography analysis
based on automata-theory. In [26], Bultan et al. proposed a
framework to model interactions of e-service compositions,
where the notion of conservations is used to describe mes-
sage sequences. Under this framework, peers (components)
that are using Büchi automaton can interact with each other
asynchronously and maintain a buffer for storing incoming
messages. In [27], Fu et al. proposed three realizability con-
ditions and proved that conversation protocols based onBüchi
automaton which satisfy these three properties are realizable.
The realizability refers to check whether the synthesized
peers from a conversation protocol from projection can pro-
duce the same set of conservations that exactly match this
conversation protocol. In [28], Fu et al. proposed a technique
called synchronizability analysis to analyze the interactions
among web services. The synchronizability means that the
conservation set among web services under synchronous
communication remains the same under asynchronous com-
munication. In [29], Bultan presented a tool for checking
the realizability of collaboration diagrams under the sup-
port of the Web Service Analysis Tool (WSAT) [30]. The
WAST can be used to check the three realizability condi-
tions. In [31], Basu et al. proposed necessary and sufficient
conditions for realizability of choreographies. These chore-
ographies include web service choreographies, Singularity
OS channel contracts and UML collaboration diagrams based
on synchronizability analysis.

Some works used process algebras to analyze
choreographies. In [22], Slaün et al. proposed an approach for
analyzing the realizability of choreographies using process
algebra encodings. This approach can be automated under the
support of the Construction and Analysis of Distributed Pro-
cesses (CADP) toolbox [33]. In [34], Poizat et al. transformed
BPMN 2.0 choreographies into LOTOS NT process algebras
and then checked the realizability of these choreographies
using equivalence checking.

Other works used Petri nets to check the realizability of
choreographies. In [35], Decker et al. proposed a Petri net
extension called interaction Petri nets to check the realizabil-
ity of choreographies. However, this work depends on the
synchronous assumption, i.e., interaction Petri nets can only
be used to check the realizability problem for synchronous
communication. In [36], Hélouët et al. used stochastic time
Petri nets STPNs to check the realizability of production sys-
tems’ schedules. The realizability can further refined into two
types: boolean realizability and probabilistic realizability.

To sum up, our work is different from the above works
in two aspects. First, existing works focus on the problem
of choreography analysis under the mailbox communica-
tions while our approach focuses on analyzing choreogra-
phies under the peer-to-peer communications. Second, our
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FIGURE 1. Overview of our approach.

approach is supported by tools for synchronous composition,
asynchronous composition, and refinement checking in a
completed automated way.

III. OUR PROPOSED APPROACH
A. OVERVIEW OF OUR APPROACH
In this section, our proposed approach is illustrated
in Figure 1. The whole process of choreography analysis
includes four steps:

Step 1: generate microservices from the given choreogra-
phy.

Step 2: integrate these generated microservices under the
synchronous composition.

Step 3: integrate these generated microservices under the
asynchronous composition.

Step 4: compare the choreography specification with the
composite service using refinement checking.

Labeled Transition Systems (LTSs) are used as the chore-
ography specification language due to their simplicity and
visualization.
Definition 1 (Choreography): A choreography Chor = (S,

M , 1, s0, F) is a LTS, where
(1) S is a set of states.
(2) M is a message set.
(3) 1 ⊆ S ×M × S is a transition relation.
(4) s0 ∈ S is the initial state.
(5) F ⊆ S is a set of final states.
Definition 2 (Message Set): A message set M is a tuple

(6, p, src, dst).
(1) 6 is a finite set of letters.
(2) p ≥ 1 is a non-negative integer number which denotes

the numbers of participating microservices.
(3) src and dst are functions that associate message

m ∈ 6 nonnegative integer numbers src(m) 6= dst(m) ∈
{1, 2, . . . , p}.
We often write mi→j for a message m such that src(m) = i

and dst(m) = j.
Figure 2 (a) shows a LTS choreography for online shopping

that comes from in [web 06]. This is used as a running exam-
ple throughout this paper. The initial states are subscripted
with 0 andmarkedwith incoming half-arrows. The final states
are marked with double circles. The label of each transition
is a message of the form mi→j, where i denotes the message
sender and j denotes the message receiver.
This choreography shown in Figure 2 includes three

microservices: Customer, Vendor, and Warehouse, that
describes interactions as follows:

FIGURE 2. Choreography specification of online shopping.

The customer sends a ‘‘order message’’ to the Vendor and
then the Vendor sends a shipReq message to the Warehouse.
If the ordered item is in stock, the warehouse sends a ‘‘ship-
Info message’’ to the vendor and then the vendor sends a ‘‘bill
message’’ to the customer. If not, the warehouse sends an
‘‘out-of-stock message’’ to the vendor and then the vendor
sends a ‘‘notAvailable message’’ to the customer.

B. MICROSERVICE GENERATION
Definition 3 (Microservice): A microservice MS = (S, A, s0,
F, δ) is a LTS, where:

(1) S is the finite set of states.
(2) A is a set of actions
(3) s0 is the initial state.
(4) F ⊆ S is the finite set of final states.
(5) δ ⊆ S × (A∪{tau}) × S is the transition relation.
An action over M is either send message action !mi→j or

receive message action ?mi→j, with m ∈. A trace γ ∈ M∗ is
a finite sequence of actions.

In a microservice, a transition t ∈ δ can be one of the
following three types:

(1) a send message transition (s1, !m1→2, s2) denotes that
themicroserviceMS1 sends amessagem to anothermicroser-
vice MS2 where m ∈.

(2) a receive message transition (s1, ?m1→2, s2) denotes
that the microservice MS1 consumes a message m from the
microservice MS2 where m ∈.
(3) an ε-transition (s1, ε, s2) denotes that the invisible

action of MS1.

We often write sm
!m1→2

−→ sk to denote that (sm, !m1→2, sk).
Given a choreography, microservices participating in a

composite service can be generated from the choreography
via projection and ε -remove.
Definition 4 (Projection): The projection of a choreogra-

phy Chor = (S, M , 1, s0, F) on one of the microservices
MSi is generated by performing the following operations.
(1) If a transition is (sm, mi→j, sk) then replace it with (sm,
!mi→j, sk), i.e., this transition denotes microservices MSi is
the sender of message m.

(2) If a transition is (sm, mj→i, sk) then replace it with
(si, ?mj→i, sj), i.e., this transition denotes microservices MSi
is the receiver of message m.
(3) Otherwise, replace the transition (sm, mx→y, sk) with

(sm, ε, sk).
For the resulting Chor, we can remove ε transitions and

determines the Chor to obtain the generated microservice
[27], [31].
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FIGURE 3. Microservices generated from the choreography shown in
Figure 1: (a) customer, (b)vendor, and (c) warehouse.

Figure 3 shows three microservices that are generated from
our running example.

Once microservices are generated, it’s very difficult to
judge the interactions among these microservices are the
same as the given choreography specification. In the fol-
lowing sections, we answer this question using refinement
checking.

C. SYNCHRONOUS COMPOSITION
In synchronous communication, every send message action is
consumed followed by a receive message action [31], i.e., the
send messages action and the corresponding receive message
actions are executed simultaneously.

Below we define the synchronous composition through
synchronous communication.
Definition 5 (Synchronous Composition): Given a set of

microservices MSs = (MS1, MS2, . . . ,MSn) where MSi =
(Si,Ai, δi, s0i, Fi,) and Ai over Mi = (6i, pi, srci, dsti),
the synchronous composition (MS1||s MS2||s . . . ||s MSn) is
a labeled transition system Is = (C , M , c0,1,) where:

• C ⊆ S1 × S2. . .× Sn is the set of states.
• M = ∪iMi is the set of messages.
• c0 ∈ C is the initial state.
• 1 ⊆ C × (M∪{ε}) × C for c = (s1, s2, . . . , sn) and
c′ = (s′1, s

′

2, . . . , s
′
n).

(a) c
mi→j

−→ c′ ∈ 1 if ∃i, j ∈ {1, 2, . . . ,n} ∧ m ∈ M :
(i) src(m) = i∧ dst(m) = j,

(ii) si
!mi→j

−→ s′i ∈ δi,

(iii) sj
?mi→j

−→ s′j ∈ δj,
(iv) ∀k ∈ {1, 2, . . . , n} : k 6= i ∧ k 6= j⇒ s′k = sk.
[synchronous send-receive message action]
(b) c

ε
−→ c′ ∈ 1 if ∃i, j ∈ {1, 2, . . . ,n}:

(i) si
ε
−→ s′i ∈ δi,

(ii) ∀k ∈ {1, 2, . . . , n} : k 6= i⇒ s′k = sk.
[internal action]

D. ASYNCHRONOUS COMPOSITION
In asynchronous communication, microservices interact
with each other asynchronously through unbound buffers.

FIGURE 4. Peer-to-peer communication vs mailbox communication.

A microservice can either send messages to the buffers
of other microservices or receive messages from its
buffers.

There are two different semantics for asynchronous
communication: peer-to-peer communication and mail-
box communication. The mailbox communication shown
in Figure 4(b) requires all messages sent to MS1 from the
other microservices are stored in a buffer (i.e., a message
queue) that is specific to MS1. The peer-to-peer communi-
cation shown in Figure 4 (a) requires each message sent
from a microservice MS1 to another microservice MS2 is
stored in a buffer in a FIFO fashion which is specific to
the pair (MS1, MS2). In this paper, we focus on peer-to-peer
communication.

In the peer-to-peer semantics, each participating microser-
vice of a composite service is equipped with buffers for
different incoming messages from other microservices [32].
A microservice MS1 either sends a message to the buffer
buffer1j of another microservice MSj, or consume a message
from its buffers Q1 = (bufferj1) where j 6= 1, or perform an
internal action.

Below we define the asynchronous composition through
peer-to-peer communication.
Definition 6 (Asynchronous Composition): Given a set of

microservices MSs = (MS1, MS2, . . . , MSn) where MSi =
(Si,Ai, δi, s0i, Fi,) and Qi being its buffers, the asynchronous
composition (MS1||a MS2 ||a . . . ||a MSn) is a labeled transi-
tion system Ia = (C , M , c0, 1) where:
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• C ⊆ Q1 × S1 × Q2 × S2. . .Qn × Sn is the set of states
such that ∀i ∈ {1, 2, . . . , n} : Qi = (bufferji), where
∀j ∈ {1, 2, . . . , n} ∧ i 6= j∧ bufferji ⊆ (Mj)∗.

• M = ∪iMi is the set of messages.
• c0 ∈ C is the initial state such that c0 = (({}, {}, . . . {} )︸ ︷︷ ︸

n−1

,

c01, ({}, {}, . . . {} )︸ ︷︷ ︸
n−1

, c02, . . . ,({}, {}, . . . {} )︸ ︷︷ ︸
n−1

, c0n) where c0i

= MSi. s0i.
• 1 ⊆ C× (M∪{ε})×C for c = (Q1, s1, Q2, s2, . . . ,Qn,
sn) and c′ = (Q′1, s

′

1, Q
′

2, s
′

2, . . . ,Q
′
n, s
′
n)

(a) c
!mi→j

−→ c′ ∈ 1 if ∃i, j ∈ {1, 2, . . . ,n} ∧ m ∈ M :
(i) src(m) = i∧ dst(m) = j,

(ii) si
!mi→j

−→ s′i ∈ δi,
(iii) ∀k ∈ {1, 2, . . . , n} : k = i⇒ buffer’kj = bufferkjm,
(iv) ∀k ∈ {1, 2, . . . , n} : k 6= i⇒ s′k = sk,
(v) ∀k, l ∈ {1, 2, . . . , n} : k 6= i∧l 6= j∧k 6= l ⇒ buffer’kl
= bufferkl .

[send message action]

(b) c
?mi→j

−→ c′ ∈ 1 if ∃i, j ∈ {1, 2, . . . , n} ∧ m ∈ M :
(i) src(m) = i∧ dst(m) = j,

(ii) sj
?mi→j

−→ s′j ∈ δj,
(iii) ∀k ∈ {1, 2, . . . , n} : k = i⇒ buffer ′kj = mbufferkj,
(iv) ∀k ∈ {1, 2, . . . , n} : k 6= j⇒ s′k = sk,
(v) ∀k, l ∈ {1, 2, . . . , n} : k 6= i∧ l 6= j∧k 6= l ⇒ buffer ′kl
= bufferkl .

[receive message action]
(c) c

ε
−→ c′ ∈ 1 if ∃i, j ∈ {1, 2, . . . ,n}:

(i) si
ε
−→ s′i ∈ δi,

(ii) ∀k ∈ {1, 2, . . . , n} : k 6= i⇒ s′k = sk,
(iii) ∀k ∈ {1, 2, . . . , n} : Q′k = Qk.
[internal action]
According to Definition 6, there are three following inter-

action types in a composite service under the peer-to-peer
semantics.

(1) a send message action c
!mi→j

−→ c′ denotes that microser-
vice MSi sends a message m to another microservice MSj
where m ∈ Mi (6-i). After that, the state of the sender is
changed (6a-ii), the message will be inserted to the tail of the
bufferj of the receiver (6a-iii), the other microservices’ states
do not change (6a-iv), and the other buffers do not change
(6a-v).

(2) a receive message action c
?mi→j

−→ c′ denotes that
microserviceMSj consumes a messagem sent frommicroser-
vice MSi where m ∈ Mi (6b-i). After that, the state of the
receiver is changed (6b-ii), the message at the head of the
bufferj of the receiver will be consumed (9b-iii), the other
microservices’ states do not change (9b-iv), and the other
buffers do not change (9b-v).

(3) an internal action c
ε
−→ c′ denotes that microservice

MSi executes an internal action (6c-i). After that, the other
microservices’ states do not change (6c-ii) and the other
buffers also do not change (6c-iii).

FIGURE 5. The 1-bounded asynchronous composite service.

In the asynchronous composition, the interactions among
microservices depend on the order the send and receive
actions as well as the size of the buffers associated with each
microservice [29]. When buffers are unbounded, the interac-
tions may be infinite.

We define the bounded asynchronous composition in the
following.
Definition 7 (k-Bounded Asynchronous Composition):

Given a set of microservices MSs = (MS1, MS2, . . . ,MSn)
where MSi = (Si,Ai, δi, s0i, Fi,) and Qi being its
buffers of size k , the k-bounded asynchronous composition
(MS1||ka MS2 ||

k
a
. . . ||k

a
MSn) is a labeled transition system

I ka = (C , M , c0, 1) and described by augmenting condition
6(a) in Definition 6 to include the condition Qj = (q1, qj−1,
qj+1, . . . , qn): |qj| < k, where |qi| denotes the length of the
buffers for microservice MSi.

In the k-bounded asynchronous composition, the send
message actions are blocked if the receiver’s buffer contains k
messages. Comparedwith the unbounded asynchronous com-
posite service, the interactions of a k-bounded asynchronous
composite service are finite.

For our running example, Figure 5 shows the 1-bounded
asynchronous composite service.

E. REFINEMENT CHECKING
In this section, we analyze choreographies by comparing
the choreography specification with the composite service
composed of interacting microservices using refinement
checking. A choreography specification can be implemented
correctly if the interaction traces of the composite service are
the same as in the given choreography.

Therefore, analyzing choreography includes three steps:
1) generate all the interaction traces of the

choreography Chor.
2) generate all the interaction traces of a composite service

I under synchronous or asynchronous composition.
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TABLE 1. Analysis results for some cases.

3) refinement checking between traces(Chor) and
traces(I ).
Definition 8 (Trace Refinement): Let I = (C , M , c0,1) be

a LTS for a choreography implementation, i.e., a composite
service, and Chor = (S, M , 1, s0, F) be a LTS for a
choreography specification, I refines Chor if traces(I ) ⊆
traces(Chor).

Based on the refinement relations, the analysis of the
choreography can be checked for both synchronous and
bounded asynchronous compositions.

A choreography Chor = (S, M , 1, s0, F) is implemented
correctly under synchronous composition iff Is refines Chor
and Chor refines(Is), i.e., traces(Is) = traces(Chor), where Is
= (MS1,MS2, . . . ,MSn) and all microservices are generated
from the Chor.

A choreography Chor = (S, M , 1, s0, F) is implemented
correctly under asynchronous composition iff I ka refines Chor
and Chor refines I ka , where I

k
a = MS1||ka MS2 ||

k
a
. . . ||k

a
MSn

and all microservices are generated from the Chor and are
equipped with buffers of size k.

Note that during the process of refinement checking,
we only consider the send message actions, ignoring the
receive message actions, because the receive message actions
refer to local consumptions by microservices from their
buffers [37] and can be considered as invisible actions.

IV. TOOL SUPPORT AND EXPERIMENTS
The four steps of our approach are completely automated. For
step 1 in Fig.1, we have developed a tool named chor2ms
to generates the participating microservices from a given
choreography. For steps 2 and 3 in Fig.1, The synchronous
and asynchronous compositions are achieved using the PAT
simulator in the PAT tool. For step 4 in Fig.1, the refinement
checking is achieved using the PAT verifier in the PAT tool.

FIGURE 6. The screenshot of the analysis results.

The screenshot of the analysis results is shown in Fig. 6,
where the running example in this paper is checked.

Our approach was validated on 50 cases obtained from
research papers. All cases were carried out on a PC with
2.50GHz Processor and 8GB of RAM, running Windows 10.

Table 1 shows some experimental results. For each case,
the table gives the choreography’s description (description),
the choreography’s size (Chor), and the number participating
microservices (MSs). Next, the table gives the synchronous
composite service’s size (Is), the 1-bounded asynchronous
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composite service’s size (I1a ), and the 2-bounded asyn-
chronous composite service’s size (I2a ). Last, the table gives
analysis results for both synchronous and bounded asyn-
chronous compositions, where ‘‘×’’ denotes that the chore-
ography cannot be implemented correctly sound and ‘‘+’’
denotes that the choreography can be implemented correctly.

During the experiments, the case-27 faces the state space
explosion problem. In case-27, the state space of 2-bounded
asynchronous composition increases exponentially with the
size of buffers. ‘‘Too large" means that the PAT simulator is
forced to stop due to the huge state space size (>300 states)
Out of the 10 cases presented in Table 1, 6 choreographies

(case-2, case -15, case-18, case-27, case-42 and case 45)
cannot be implemented correctly. This means that designing
choreography for microservice composition is error-prone,
especially in the context of CPSS.

V. CONCLUSION
In this paper, we have investigated the problem of choreogra-
phy analysis. Analyzing refers to check whether a choreogra-
phy can be implemented correctly by a set of microservices
generated from the given choreography via projection and ε
-remove. In our approach, LTSs are used as the choreography
specification language. Our approach can analyze choreogra-
phies under synchronous and asynchronous compositions
using refinement checking and be automated by the use of
the tool we developed and the PAT tool.

The future work is to investigate the relationships between
finite interaction sequences and unbound buffers in the case
of asynchronous composition.
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