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ABSTRACT Mobile devices are an indispensable part of modern-day lives to support portable computations
and context-aware communication. Android applications within a mobile device share data to support
application operations and better user experience, which also increases security risks to device’s data
integrity and confidentiality. To analyze the security provided by the Android permissions, modern security
techniques, based on the programming languages, have been used to enforce best practices for developing
the secure Android applications. Android security assessment, based on the language-based techniques in
an informal setting without formal tool support, is tedious and error-prone. Furthermore, the lack of proof of
the soundness of the language-based techniques raises questions about the validity of the analysis. To enable
computer-aided formal verification in Android security domain, we have developed a mathematical model of
language-based Android security using computer-based proof assistant Coq. One of the main challenges for
mechanizing the language-based security in theorem prover relates to the complexity of variable bindings in
language-based security techniques. As the main contributions of the paper: 1) the language-based security,
including variable binding, is formalized in theorem prover Coq; 2) a formal type checker is built to type
check (capture safe data flows within) Android applications using computer; and 3) the soundness of the
language-based security technique (type system) is mechanically verified. The formal model of the Android
type system and their proof of soundness are machine-readable, and their correctness can be checked in the
computer using Coq proof and type checkers.

INDEX TERMS Android security, formal verification, language-based security, locally nameless
representation, machine-readable proofs, theorem proving.

I. INTRODUCTION

Originally designed and built for remote conversation, mod-
ern mobile devices are now mini computers with support
for third party applications’ execution. This feature makes
mobile devices smart and opens up the gate for applications
supporting various tasks. These tasks include, but are not
limited to, mobile commerce, health monitoring, entertain-
ment, and location querying [1]. According to Statista [5],
there are over two billions of mobile users around the globe
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approving it for publication was Feng Lin.

and millions of mobile applications available on stores such
as Google Play [2] and Apple Apps Store [3] for the most
popular operating systems Android and i0S, respectively.
Android is an operating system and open source appli-
cations development platform developed by Google. Based
on Linux kernel, Android is the most popular operating sys-
tem running on mobile devices such as tablets and smart
phones [4], [5]. According to Statista [5], Android market
share in sales to end users in second quarter of 2017 was
around 90%. Android framework is available with a soft-
ware development kit (SDK) and many other developer
tools. Its application programming interface (API) is used
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for building innovative modular mobile applications. The
Android API allows applications to access software and hard-
ware resources, such as such as camera and contacts, of the
mobile device. Furthermore, a mobile application can share
data with other applications or components within the same
application using the APL

The data sharing facility available on Android frame-
work provides enhanced user experience but it may also be
exploited by the attackers. An unauthorised use of resources
may lead to numerous security issues: a malicious applica-
tion, for example, can illegally access contacts and share
them with others by sending messages using Internet. The
modular Android application framework enables mutually
non-trusting Android applications, from different owners,
to share their functionalities and resources. Security inside
Android powered mobile devices is provided by the enforce-
ment mechanism based on permissions [6], [7]. Android
permissions control the flow of data (such as contacts and
photos) and access to resources (such as camera and Internet)
within mobile devices. Each application declares a set of
permissions, that it would require to best serve the user,
in a manifest file and are set by a package installer dur-
ing application installation. The user grants (or denies)
access to resources by giving (or refusing) the permission
that the application requests based on the trust it has on
application developer and the security requirements of the
resource.

Even though a sophisticated security mechanism based on
permissions is in place, it does not provide information flow
guarantees [8]. The applications normally request permis-
sions that can be misused to find the location of mobile (user)
and put the mobile device and carrier network at risk [9], [10].
Moreover, the permission system can be circumvented by
(1) spreading the permissions over different applications that
communicate with each other [10], or (2) when the applica-
tions over overprivileged [6]. Even if the user denies a permis-
sion that is requested by an application, another application
that holds that permission may perform the privileged task
for the former application [11]. To study the effectiveness of
Android’s access control mechanism based on permissions,
language-based technique has been applied to it [12], [13].
However, no proof of soundness of the language-based secu-
rity technique is provided in a formal setting, which raises
questions about the validity of the technique and tools [12]
built on top of it.

In this paper, we build a formal model of Android per-
missions system and language-based security in mechan-
ical theorem prover Coq, and carry out the correctness
proof of the system in the theorem prover. The mecha-
nized formal model is interesting from two perspectives:
1) it can be seen as an implementation of the security
system (type checker) to mechanically verify (type check)
safe data flows within simple Android applications, and
2) the mechanization of Android type system in Coq pro-
vides a foundation to reason about soundness properties. The
later, and the most challenging due to variable binding, is
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demonstrated by proving two soundness properties of the type
system. !

A. RESEARCH CONTEXT AND CHALLENGES

Android permissions system allows applications to interact
and share data with each other; however, such data flows
may result in unintended security consequences. Assume the
data is labeled with security labels T (top), READ, WRITE
and L (bottom). When confidentiality of data is assessed,
the security label T tags secret data that can be read by
other components with label T only. The data with label L,
on the other hand, is public with least security concerns: it
can be read by anyone. When integrity is considered, the data
with label T is the most trusted one and can be added to
(or influence) data with any label. Similarly, the data with
label L is untrusted (tainted) and it must not be written to
data with higher security concerns (such as WRITE and T)

——ABad Practice —>

‘—

11 g 1T
Component A Android Component B
System

T = B Bl

——Best Practice —>

FIGURE 1. Data flow scenario: data flows from component 2 to 5.

Consider a scenario, described in Fig. 1, where a com-
ponent B reads data from the content provider (compo-
nent) A. The security label pairs T L and LT (regardless of
color) represent secret/trusted and public/tainted data, respec-
tively, when data flow properties confidentiality/integrity are
assessed. From component A’s perspective, component A
writes to/updates the data in content provider (component) B.
The upper dashed arrows in the figure describes a security
violation: the component B with security context defined at
LT (right label pair in red), reads secret and write tainted
data with label T L, respectively, from the content provider
A (left label pair in red). The security system should enforce
the security policy [12]: the component that reads from/writes
to a content provider (component) A must have permission
(label) at least as high as component A. The data flow just
described is a violation of the security policy (bad practice).
The secret data is read by a component with security context
L, which effectively can be read by any other component with
label (permission) L (secrecy violation). Similarly, the data
in the content provider (component) B has integrity label
T (trusted data), which is tainted by data that might have
been written to (modified) by any component with label L

TAll the formal definitions and proof scripts are available at Github
repository at https://github.com/wilstef/secdroid.
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(integrity violation). The bottom dashed arrows in Fig. 1
show an example of the best practice: public and trusted
data can be read by a component with secret and untrusted
security context (data flow from higher security context to
lower is permitted). A number of other data flow scenarios
in Android applications, which can be captured by the type
system mechanized in this paper, have been described in [12].

To prevent such security violations, existing security
enforcement systems [12], [13] can be used to type-check
(capture valid data flows) and reason about Android appli-
cations. However, giving guarantees of data flow security
properties of well-typed applications in an informal setting
is tedious and error prone. Furthermore, these security tech-
niques themselves need to be reasoned about to verify their
correctness. As these security techniques cannot be read by a
formal computer tool, they are not fit for mechanical reason-
ing about Android applications’ security and the (program-
ming) language-based technique itself. Among the major
advantages of formal analysis using computer-aided formal
verification tools is that a computer can be used to machine
check correctness (well-typedness) of Android applications,
analyze them mathematically and generate machine-readable
proof script. Formally reasoning about programming lan-
guage properties using mechanical theorem provers is chal-
lenging due to the issues with representation and manip-
ulation of terms using variable binding [14]. To resolve
such issues, locally nameless representation [15] has been
applied to formalizing programming languages in theorem
prover. Locally nameless representation has been applied to
different domains in the past [16]-[18]. Howeyver, to the best
of our knowledge, no one has used this approach in mobile
applications’ security domain.

B. SOLUTION OVERVIEW

In this paper, we build a formal model of language-based
technique [13] in the human-assisted computer-based proof
tool Coq using locally nameless representation. Furthermore,
we demonstrate effectiveness of locally nameless representa-
tion in carrying out formal machine-readable proof of sound-
ness of the language-based technique. The major contribu-
tions of this paper are the following:

« We enable formal reasoning about Android’s permission
system using computer-based theorem prover tool; a
formal model of the Android’s permissions is built using
the logic behind theorem prover.

o We augment the language-based security technique with
computer-aided verification tool, and locally nameless
representation is formalized.

o« We mechanically (using a computer) check correct-
ness of terms (programs), and build a formal model of
Android type checker.

o We demonstrate that locally nameless approach facili-
tates the proof process and guarantees well-typed (cor-
rect) Android code, and mechanically carry out formal
proof of soundness of the Android type checker.
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The rest of the paper is organized as the following: In the
next section, a brief overview of the Android application
security, permissions, Coq theorem prover and locally name-
less representation is given. In Section III, the formal model
of the type system is presented. The proofs of the type sys-
tem properties, weakening and strengthening, are given in
Section IV. A summary of the related work is presented in
Section V, and the paper is concluded in Section VI.

Il. BACKGROUND

In this section, Android application framework with the secu-
rity model, the formal language describing Android applica-
tions, proof assistant Coq and locally nameless representation
are briefly introduced. The formalization of Android permis-
sions and language-based security technique are described
in Section III

A. ANDROID SECURITY MODEL

The Android application framework [7] supports program-
ming languages Kotlin, C++ and Java for application
development. The source code of an Android application is
compiled into an Android package (APK) using Android
SDK tools. The package, containing all the contents of
Android app, is used by the Android-powered device to install
the app. Following Linux kernel security rules, Android oper-
ating system considers each app as a different user and assigns
itaunique user ID. It executes each individual app in isolation
by a separate process using its own virtual machine. The
default rule for Android security is the principle of least
privilege. By this rule, each app is given only the minimum
permissions to access components required for its work.
Different applications can also share data with each other
(e.g., by sharing common Linux user ID) and access system
resources by requesting permissions.

An Android application comprises of many components
of four types: activity, receiver, service and provider. Each
individual component provides a different entry point for
the system to enter the application. The activity component
represents the presentation layer of application. For example,
the user interface on screen, which the user sees, is controlled
by an activity. A single application may include more than
one activity and a user can switch between activities. Ser-
vices execute in the background and perform long-running
operations without a user interface. However, they can notify
the user through notifications. Broadcast receivers receive
messages from system and receive implicit (without target
name) intents. The intents are messages used by Android
applications to request different functionalities from other
services or activities. An application can address/access a
component through intents explicitly by using the target
component name or implicitly by naming an action to be
performed by a relevant component. Content provider com-
ponents serve as data storage units for the applications. Other
application components can read/write the data from/to con-
tent provider upon permission.
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FIGURE 2. Android permission system [19].

Android enforces security through permissions by restrict-
ing applications to interact with each other and access dif-
ferent resources. For two applications to access each others’
resources, they both must share the same user ID or they must
have the desired permission to do so. Two applications, both
with IDs 1001 in Fig. 2 (inside sandbox), has the same user
ID (they are created by the same developer who has requested
common ID) and can access each other’s resources directly
using the file system. All other applications, with different
user ID, can interact with each other through the Android
binder interface, which invokes permissions. To send an SMS,
for example, the Message application (Fig. 2) requests the
Phone application through the binder to send an SMS. The
binder forwards the request only if the Message application
has the permission SEND_SMS.

v = n|x|void values

i == (nv) intent

t = code
call (i) call activitiy
return(v) return from activity

register(SEND, Ax.t)
send(RECEIVE, i)

register new receiver
send to receiver

n read from provider
n:=uv write to provider
letx=tint evaluate

Tt fork

t+t choice

v result

FIGURE 3. Program syntax.

B. LANGUAGE-BASED ANDROID SECURITY

Chudhuri [13] defined a core programming language to
describe Android applications. Assuming a security lattice 2
of permissions, the language syntax (Fig. 3) includes intents
as a pair of component name (action) to be accessed and
a value to be passed to the component as a parameter. All
names n, variables x and a constant void make the values v.
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Terms ¢ in the language are defined for call and return from
an activity, bind to service, register new service, send to a
receiver, reading from/writing to content provider and so on.
A program runs in an environment, derived from the set of
applications installed on the mobile device, and maps names
to components. Avik Chudhuri defined a security type system
to capture safe data flows among Android applications. For
further details about the language syntax and type system,
readers are recommended to refer to [13].

C. COQ PROOF ASSISTANT

To formally reason about systems, a formal model of the
system and the property of interest is built in the logic of a
theorem prover (such as Coq [20] and Isabelle/HOL [21]).
The proof facility of the theorem prover is used to build a
proof that the (model of the) system holds the property and
the proof checker of the tool is used to mechanically check
if the proof is valid. To describe formal developments and
proofs using theorem prover, a simple system of numbers is
defined and reasoned about using the tool Coq. To begin with,
numbers are inductively defined as data type nat using the
keyword Inductive with two constructors for generating
elements of the type nat (lines 1-3, Fig. 4). The definition
nat states that O (forQ)isnat andif nisnat then S nisalso
nat.Theterm S (S (S 0) ), for example, is a number (3)
in nat.

Inductive nat : Type :=
10 : nat
I'S : nat — nat.

1
2
3
4
5 | Fixpoint add (n m: nat) : nat :=
6 | match n with

7 [O=m

s | ISn’= S (addn’ m)

9 | end.

11 | Lemma add_n_o: Vn,addn O =n.

12 | Proof.

13 induction n.

14 (*CASE 1: nis Ox)

15 reflexivity.

16 (*CASE 2: nis (S n)x)

17 simpl. rewrite IHn. auto.
18 | Qed.

FIGURE 4. Interactive formal proof in Coq.

Next, we define a recursive function add (lines 5-9) on
the numbers just defined. The function returns the second
argument m if the first argument is O and it returns S (add
n’ m) if the first argument is of the form S n’. A lemma
add_n_o, that add n O = n holds for any value of n,
is stated and proved in Fig. 4 (lines 11-18). The lemma
is proved using induction on the construction of the first
argument n. During the proof process, the theorem prover
is guided interactively by providing commands called factics
(lines 13—17). The correctness of the proof script just created
(lines 12—18 in Fig. 4) can be mechanically checked using the
Coq proof checker program. The symbol — in the Coq script

16553



IEEE Access

W. Khan et al.: Formal Analysis of Language-Based Android Security Using Theorem Proving Approach

is used to represent a function type (line 3) while the symbol
= is used to return a value from a function (lines 7-8).

D. LOCALLY NAMELESS REPRESENTATION

For increased confidence on complex and large system
designs in programming languages, it is often desired to
check the proofs of properties of programming languages
using human-assisted computer-based theorem provers, such
as Coq and Isabelle/HOL. However, this comes with the
key challenge of representation and manipulation of terms
with variable bindings, in particular, in large formal devel-
opments. Aydemir et al. [14] introduced a novel approach to
formalizing metatheory based on a combination of locally
nameless [15] representation of terms involving binders
and cofinite quantification of free variable names in rules
involving binders in inductive definitions of relations on
terms. In locally nameless representation, bound variables
are represented with de Bruijn indices and free variables
are represented with names. Locally nameless representation
obviates the issues related to alpha-conversion as now each
alpha-equivalence class of terms has a unique representation.
Cofinite quantification, on the other hand, makes the struc-
tural induction principles of relations strong enough for
metatheoretic reasoning [14], [15].

To show comprehensiveness of their approach,
Aydemir et al. [14] created several large formal developments
using Coq proof assistant. The mechanization of the formal
language in this paper is built on top of the libraries developed
by Aydemir et al. In the next section, formal definitions are
introduced. For further details about the functions used, read-
ers are advised to refer to proof assistant Coq libraries in [14].

Ill. FORMALIZING LANGUAGE-BASED

ANDROID SECURITY

To protect against application-level attacks on modern
computer systems, language-based security techniques
are applied at programming language (application) level
[22], [23]. The formal language for representing Android
applications and the type system (language-based Android
security) [13], enforcing best practices, cannot be read
by computer-aided verification tool and hence are not fit
for mechanical reasoning and computer-based checking.
To enable computer-based checking and reasoning, the lan-
guage and type checker both must be defined in the logic
of a theorem prover. In this section, the formal language
and the type system enforcing the best practices for Android
applications development, as described in [13], are extended
with locally nameless representation and formalized in the
logic of theorem prover. The reason formal language and
type system in [13] are chosen for mechanization is that
they are simple and abstract while at the same time they
are expressive enough to establish formal reasoning against
Android permissions.
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Inductive Pm : Type :=
| CALL : Pm
| BIND : Pm
|READ : Pm
| WRITE : Pm
| SEND : Pm
| RECEIVE: Pm
| TOP : Pm
| BOTTOM : Pm.

R N I ST R S

FIGURE 5. Definition of Android permissions.

A. LANGUAGE SYNTAX

To begin with, Android permissions are defined as an induc-
tive type Pm (Fig. 5) using Coq Inductive keyword of
sort Type. These permissions (each make a constructor of
type Pm) are the following: an application requires to have
CALL permission in order to create an activity, BIND is
needed for an application to bind to a service, READ/WRITE
are required to read/write from/to a content provider, respec-
tively. Similarly, an application can send data to a receiver
only if it has SEND permission and the receiver likewise
can receive it only if it has the permission RECEIVE. The
two permissions TOP and BOTTOM bound other types above
(highest authority) and below (lowest authority), respectively.

Inductive ty: Type :=
| ty_stuck : ty
I ty_dnc : ty
| ty_any : Pm — Pm — ty
Ity_pro : Pm — Pm — ty
Ity_act: Pm —ty =ty =ty — ty
I ty_rvr : Pm — ty — Ty — ty with

O ok N U B W N =

Ty : Type =
| Ty_bvar : nat — Ty
10 | Ty_fvar : atom — Ty
1 | Ty_sub : ty — Ty
12 | Ty_stack : ty — ty — Ty .

FIGURE 6. Security type system.

To track data flow within applications, a system of security
types ty for the language is inductively defined (Fig. 6) to
label data. The type ty_stuck is given to programs that
are blocked due to access control and the type ty_dnc
represents data whose security is of no concern.> The types
ty_pro, ty_act and ty_rvr are, respectively, for com-
ponents provider, activity and receiver and are given to
names bound in the environment. Following [13], services
are encoded with receivers; therefore, there is no separate
type for services. The third and fourth arguments of type ty
in ty_act represent stack type, which is given to the code
run by an activity (window). Values returned to the current
window have type ty (second argument).

Inside type ty is a mutually dependent type Ty with
a subtype constructor Ty_sub, which would be used to

2This is, instead, represented by *_” in [13].
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convert type ty to Ty (see below). The type system is
extended with two constructors Ty_bvar and Ty_ fvar for
bound and free variables, respectively. The argument of type
atom in Ty_fvar will be used to represent free names.
The argument of type nat in Ty_bvar is used to model
bound variables using de Bruijn indexes. In addition, it should
be noted that the constructors in type ty in [13] are more
specific while they are defined parametric in Fig. 6 to make
them more general. Such a general representation enables to
universally quantify over permission, type, number and name
in the proofs, extending the scope of formal developments and
proofs.

1 | Inductive term : Set :=

2 | bvar : nat — term

3 | fvar : atom — term

4 |lam : term — term

5 | call : atom — atom — term

6 | ret : atom — term

7 | bind : atom — atom — term — term
8 | reg : Pm — term — term

9 | send : Pm — atom — atom — term

10 | read : atom — term

1 | write: atom — atom — term
12 | lett : term — term — term

13 | fork : term — term

14 | choice : term — term — term
15 | result : atom — term

16 | void : term.

FIGURE 7. Definition of terms.

To write Android applications (programs), terms are induc-
tively defined as shown in Fig. 7. To formally implement the
locally nameless approach in Coq, bound and free variables
in terms need to be distinguished. As mentioned before, de
Bruijn indices and names are used to represent bound and
free variables, respectively. The term bvar takes a natural
number as the index to represent bound variables and fvar
takes a name (of type atom) to represent free variables. The
natural number index is the number of abstractions needed
to be traversed to reach abstraction binding that variable.
Lambda abstraction is formalized with constructor 1am with
the only argument defines the body of the abstraction. Calling
an activity is modeled using call, which gets an activity
name and a value that is passed to the activity. Unlike in [13]
where name and value pair is separately defined as an intent,
these parameters of type at om make the two arguments of
constructor call. The type atom abstractly model both
implicit and explicit intents where the identifier of type at om
represents component name (to be accessed) or action (to be
performed), respectively. Our formal setting captures data
flow through intents either if the component is accessed by
name or action. In other words, our type system captures
flows through both implicit and explicit intents.

The program ret returns control by popping the current
window off the stack and returns control to the previous activ-
ity. To bind to a service, the program bind is used, where the
first two arguments make the intent and the third argument is
the code to be executed. The program reg registers a new

VOLUME 7, 2019

Fixpoint fv (t : term) {struct t} : atoms :=
match t with

1

2

3 |bvari = {}

4 | fvar x = singleton x

5 [lamt = fvt’

6 I call x1 x2 = singleton x1 ‘union‘ singleton x2

7 | ret X = singleton x

8 I bind x1 x2 t’ = singleton x1 ‘union‘ singleton x2 ‘union‘ (fv t’)
9 Iregptl = fvtl

10 I'send p x1 x2 = singleton x1 ‘union‘ singleton x2
1 | read x = singleton x

12 | write x1 X2 => singleton x1 ‘union‘ singleton x2
13 [lett t1 2 = (fv t1) ‘union‘ (fv t2)

14 [forkt’ = fv t’

15 | choice t1 t2 = (fv t1) ‘union‘ (fv t2)

16 | result x = singleton x

17 | void = {}

18 end.

FIGURE 8. Definition of function for collecting free variables.

receiver with a body (second argument) and sets it with a
permission (first argument). To send intent to a receiver,
the program send is used where the first argument of type
Pm is the permission required and last two arguments of type
atom make the intent to be sent. The next five constructors
are for reading/writing from/to a provider, evaluate, fork,
choice, result and void, respectively.

B. OPENING AND SUBSTITUTION OPERATIONS

The major advantage of locally nameless representation is
that all alpha-equivalent terms now have unique represen-
tation and thus issues with alpha-equivalence and variable
capture are avoided. To formally implement locally name-
less representation, some basic operations are required. The
function fv (free variables) is recursively defined in Fig. 8
which collects a set of names that are free in terms. There is
no free variable in term bvar and void and singleton sets
of names are returned for the term fvar, ret, read, and
result where the name in the argument of each term is the
only member of the set returned. For all other terms, the set
of free names is the union of names in all sub-terms.

1 | Fixpoint open_rec (k : nat) (u : term) (t : term) {struct t} : term :=
2 match t with

3 | bvar v = if k === v then u else (bvar v)

4 | fvar v = fvar v

5 |lam t" = lam (open_rec k u t’)

6 | call x1 x2 = call x1 x2

7 I ret X = ret x

8 I bind x1 x2 t" = bind x1 x2 (open_rec k u t’)

9 I reg p tl = reg p (open_rec k u tl)

10 I send p x1 x2 = send p x1 x2

11 | read x = read x

12 | write x1 x2 = write x1 x2

13 I lett t1 t2 = lett (open_rec k u t1) (open_rec k u t2)

14 | fork t” = fork (open_rec k u t’)

15 | choice t1 t2 = choice (open_rec k u t1) (open_rec k u t2)
16 | result x = result x

17 | void = void

18 end.

FIGURE 9. Definition of function for opening terms.

An important operation is opening a term (abstractions
such as lambda terms and let expressions) where a bound
variable in a term is instantiated (replaced) with a term.
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1 \ Definition open t u := open_rec O u t.

FIGURE 10. Definition of function for opening terms with one binder.

This operation is used to pass through a binder and turn a
bound variable into a free variable. The function open_rec
(Fig. 9) takes an index representing a bound variable and
two terms and replaces the index (bound variable) in one
term (third argument) with another term (second argument).
The function has no effect on terms without bound variables
(such as fvar, call, ret, read, write, result and
void). The function is defined general that opens up terms
deep into multiple binders. However, this complicates the
proof and is, therefore, limited to zero index by another
definition in Fig. 10.

1 Fixpoint subst (z : atom) (u : term) (t : term) {struct t} : term :=
2 match t with

3 | bvar v = bvar v

4 | fvar v = if v == z then u else (fvar v)

5 |lam t’ = lam (subst z u t’)

6 | call x1 x2 = call x1 x2

7 I ret X = ret x

8 I bind x1 x2 t" = bind x1 x2 (subst zu t’)

9 lregpt = regp(substzut’)

10 I'send p x1 x2 = send p x1 x2

11 | read x = read x

12 | write x1 x2 = write x1 x2

13 | lett t1 t2 = lett (subst z u t1) (subst z u t2)

14 | fork t” = fork (substzu t’)

15 | choice t1 t2 = choice (subst z u t1) (subst z u t2)
16 | result x = result x

17 | void = void

18 end.

FIGURE 11. Definition of function for variable substitution.

To ease proofs, the free variable substitution (Fig. 11)
operation is required, which replaces a free variable (first
argument) in a term (third argument) with another term
(second argument). An environment env is defined as a list
of name and type pairs each binding a variable with a type.
An environment is well-formed (ok) if there is no duplicated
name (each atom is bounded at most once).

C. FORMALIZING TYPE CHECKER
To capture secure data flows within mobile device and
enforce best practices in applications development, a type
checker is defined in the theorem prover. The type checker
can be defined either as an inductive type or as a recur-
sive function. Inductive definitions in theorem prover are
favorable when formal proofs are carried out while recur-
sive definitions are good for executing programs. As binders
in programming languages complicates formal reasoning in
theorem provers, the focus should be to facilitate the more
challenging part: the formal proofs in theorem prover. This
motivates towards inductive definition of Android type
checker in Coq.

The type system for well-typed code in [13] is inductively
defined as a relation t yping (Fig. 12). The relation checks
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1 | Inductive typing : env — term — Ty — Prop :=

2 | typing_var : forall E (v : atom) T,

3 ok E —

4 bindsvTE —

5 typing E (fvar v) T

6 | typing_read : forall E x,

7 (typing E (result x) (Ty_sub (ty_pro READ WRITE))) —
8 (typing E (read x) (Ty_sub (ty_any READ WRITE)) )

9 | typing_write : forall En v,

10 (typing E (result n) (Ty_sub (ty_pro READ WRITE))) —
1 (typing E (result v) (Ty_sub (ty_any READ WRITE))) —
12 (typing E (write n v) (Ty_sub (ty_any BOTTOM TOP)))
13 | typing_reg : forall L E t tau T T,

14 (forall x:atom, x ‘notin‘ L —

15 (typing ( (x, (Ty_sub tau)) :: E) (opent x) T)) —

16 (T’ = (ty_rvr SEND tau T)) —

17 (typing E (reg SEND t) (Ty_sub T’) )

18 | typing_send : forall En tau T v,

19 (typing E (result n) (Ty_sub (ty_rvr SEND tau T))) —
20 (typing E (result v) (Ty_sub tau)) —

21 (typing E (send RECEIVE n v) T)

2 | typing_lett : forall L T1 T2 t1 t2 E,

23 typing Etl T1 —

24 (forall x:atom, x ‘notin‘ L —

25 typing ( (x, T1) :: E) (open t2 x) T2) —

26 typing E (lett t1 t2) T2

27 | typing_fork : forall E t tau,

28 (typing E t (Ty_sub tau)) —

29 (typing E (fork t) (Ty_sub (ty_any BOTTOM TOP)))
30 | typing_choice : forall Et T t’,

31 (typing EtT) —

32 (typingEt' T) —

33 (typing E (choice t t’) T)

34 | typing_val_hyp : forall E (x : atom) T,

35 ok E —

36 binds x TE —

37 typing E (result x) T

38 | typing_val_void : forall E,

39 (typing E void (Ty_sub (ty_any BOTTOM TOP)))

40 | typing_call : forall E n tau tau’ v,

41 (typing E (result n) (Ty_sub (ty_act CALL tau ty_dnc tau’))) —
) (typing E (result v) (Ty_sub tau)) —

43 (typing E (call n v) (Ty_sub tau’))

44 | typing_return : forall E v tau,

45 (typing E (result v) (Ty_sub tau)) —

46 (typing E (ret v) (Ty_stack ty_dnc tau)).

FIGURE 12. Definition of type system.

that a term is well-typed (follows certain rules) in the envi-
ronment. There are twelve typing rules (each begin with a
vertical line |) for twelve terms. These terms are selected in
the rules based on their relevance for enforcing best prac-
tices. In addition to a rule for free variables (typing_var,
lines 2-5, Fig. 12), there is a constructor for each rule of
the type system in [13]. The predicate ok ensures the envi-
ronment does not have duplicate bindings and the relation
binds binds the variable x with type T in the environment E.

To read data from a content provider (lines 68, Fig. 12)
with permissions READ/WRITE in its context, the reader
component must have the same READ/WRITE permissions
(data can flow from contexts with at most permission WRITE
to contexts with at least permission READ [13]). Similarly,
a trusted component (with highest integrity level T) can
write data (lines 9—-12) with the WRITE label to a provider
with specified permission WRITE. The rule typing_reg
(lines 13—17) registers a new receiver and sets it with permis-
sion SEND that will be required in the context to send data to
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it. This rule deals with binders and cofinite quantification [15]
is introduced here. The body of term t is opened up with a
free variable named x where the set L is some finite set of
names chosen. A broadcast receiver can receive intents only
if it has the permission RECEIVE in its context. The rest
of the rules are either straight forward or explained in [13].
Note that, the rule typing_lett and typing_reg
deals with binders and hence are formalized using cofinite
quantification.

The type checker, as defined earlier, can be applied to
any term (program) and their correctness can be checked in
presence of other conditions. Just as an example, consider an
activity component of the phone application requests (read)
a contact x from the content provider of the contacts appli-
cation. This is modeled as program read x with security
labels READ/WRITE for the data x and content provider con-
text. The best practice enforces the security policy described
in Section I: the data from a content provider with a label
can only be read by a component with a label at least as
high as the content provider. The correctness of the term in
accordance to the best practice is stated as a lemma in Fig. 13
and proved in proof assistant Coq.> Conformance of other
terms with the security policy can similarly be stated and
proved mechanically. Readers are advised to refer to [12] for
other encoded examples in the type system defined in Fig. 3
and formalized in 12.

1 Lemma checking_read: forall E x,
2 (typing E (result x) (Ty_sub (ty_pro READ WRITE)) ) —>
3 (typing E (read x) (Ty_sub (ty_any READ WRITE)) ).

FIGURE 13. Type checking term read x.

IV. PROOF OF SOUNDNESS PROPERTIES

The formal definition of syntax of language to describe
Android applications, basic operation, and Android type sys-
tem in theorem prover altogether build language-based secu-
rity on Android systems. To demonstrate that the formal
development can effectively be used to formally reason about
the type system and Android terms (applications), formal
proof of properties of the type system are carried out in the
Coq tool.

The type system in Fig. 12 establishes rules for well-
formed (safe) code. To ensure that well-typed expressions
indeed are correct (allows only safe data flows) and will never
go wrong, type soundness properties of the type system itself
needs to be satisfied. Proofs of two properties, weakening
and strengthening, of the type system defined in Fig. 12 are
carried out in theorem prover.

A. PROOF OF WEAKENING PROPERTY
The weakening property states that adding type bindings to
the environment does not affect derivability. In other words,

3 All the Coq definitions and proofs are available from the Github reposi-
tory at https://github.com/wilstef/secdroid
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it states that if an expression is well-typed in an environment
I", then it is well-typed after the environment is extended with
a name bound to some type U. Formally,

(R-WEAKENING)
'ke: T

n:Ubke:T

The same property is formalized as a lemma in Fig. 14,
where E and F are non-empty environments, the operator
++ concatenates the two environments, and the predicate ok
ensures the concatenation of two environments do not have
double bindings.

1 | Lemma typing_weakening : forall EF e T,
2 typingEe T —

3 ok (F++E) —

4 typing (F++E)e T.

FIGURE 14. Weakening property lemma.

To prove this lemma, a more stronger property needs
to be proved first. The property is strong in the sense
that the property holds for extension of the environment
at the middle. This lemma is proved using induction
on the relation typing. This stronger property, lemma
typing_weakening_strengthened in Fig. 15,
is then used (simple application) in the proof of lemma
typing_weakening in Fig. 14.

1 Lemma typing_weakening_strengthened : foral EF G t T,
2 typing (G++E)tT —

3 ok (G++F++E) —

4 typing (G++F++E) t T.

FIGURE 15. Strong weakening property lemma.

B. PROOF OF STRENGTHENING PROPERTY

Similarly, a more complex property strengthening states that
removing type bindings preserves derivability as long as they
are not present into the expression, which is type-checked.
In other words, this property states that if a command is well-
typed (correct) in an environment where a name n is bound to
type U, then the command will still be correct if the name n
is removed from the environment, provided that the name n
is not part of the command. Formally, it is shown by the
following inference rule:

(R-STRENGTHENING)
Ion:Uke: T n¢{freenamesofe}

Fke: T

The above rule is formalized in Coq as lemma in Fig. 16.
The function f£v returns the set of free names in term e. This
lemma is proved using induction on the relation t yping.

C. DISCUSSION
The first soundness property, weakening, of our type system
asserts that if an Android application component is proved
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1 Lemma Strengthening : forall e (n:atom) GUET,
2 n ‘notin‘ (fv e) —

3 (typing (G ++ [(n, U)] ++E)e T) —

4 (typing (G++E) e T).

FIGURE 16. Strengthening property lemma.

to be data-flow safe, it remains safe even if a new applica-
tion component or resource is added to the mobile device.
Similarly, the strengthening property states that if an appli-
cation component is independent from another application
component, un-installation of the latter component does not
invalidate the former provided it was valid prior to the un-
installation.

The language-based security defined in previous sections
captures, at an abstract level, how Android application com-
ponents can securely communicate with each other using
Android permissions. We carried out mathematical proof in
Coq theorem prover, which confirms the correctness of the
type system in itself. The security system was defined in the
Coq theorem prover with a type checker program available
that checks the syntax correctness of the security (type) sys-
tem as well as provides foundation for other mathematical
reasoning. The major advantage of formal analysis of systems
using interactive proof assistant, such as Coq, is that they are
powerful, expressive and the correctness of the proofs can be
checked automatically using a computer.

V. RELATED WORK

Interactive proof assistants have been applied in the past
to investigate Android systems security. In a recent work
by one of the co-authors [24], they formally analyzed the
security of Andriod inter-component communication based
on intent messages. A formal model, dubbed as Crash-
Safe, was defined in Coq and used in formal verification of
crash safety property of Android applications. CrashSafe is
lightweight formal model of Android inter-component com-
munication, however, it does not include Android permis-
sions system. Even though, there are means to circumvent
Android permissions [10], but it is still the main defence
mechanism of Android system, if used carefully by applica-
tions developer. Shin et al. [25], [26] proposed formal model
of Android permission mechanism and investigated it by
specifying Android system elements, characterized security
properties and proved that the system preserves the secu-
rity properties. They specified the permission mechanism
for Android system as a state machine and proved in Coq,
the system is secure over the specified states and transitions.
Their work focuses on the behavioral aspect of the framework
rather than evaluating applications based on the Android
permissions in order to exclude malicious ones. In a similar
work, Betarte et al. [27], [28] developed a comprehensive
formal specification of the permissions in Coq and veri-
fied several security properties. These formal models either
do not address security issues related to Android permis-
sions [24] or capture only specific security vulnerabilities in
Android permissions systems [25]-[28]. The type checker
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developed in this paper, on the other hand, enforces best
practices, which capture classes of security vulnerabilities.
Furthermore, the enforcement mechanism in this paper is
based on language-based security technique, which offers
numerous advantages over other techniques [13], [23].

ScanDroid [12] extracts application specific security spec-
ifications from applications’ manifests and applies data flow
analysis to check data flow consistency with respect to the
specifications. Felt et al. [6] found that about one-third of
applications request permissions they normally do not need.
They developed a tool Stowaway to detect overprivilege in
Android applications by finding the maximum set of permis-
sions required for an application and compared it with the
set of permissions requested. Stowaway can determine if an
application is overprivileged, however, it does not formally
study the security implications of overprivilege. There are
a number of other tools developed to reveal potential risks
in Android system or improve their overall security. Taint-
Droid [29] demonstrates potential threats to phone users’ data
from third-party applications. Chin et al. developed Com-
Droid to improve Android applications security by detecting
inter-application communication. A number of tools, such as
DroidSafe [30], Horndroid [31] and Flowdroid [32] to name
a few, have been proposed to analyze the data flow security
of Android applications.

Locally nameless representation has been used in a
number of other formal results using theorem prover
Coq or Isabelle/HOL. A non-exhaustive list of research
papers employing locally nameless representation is given
in [15]. Using Coq theorem prover, Jia et al. [16] proved
decidability and soundness of the type system of program-
ming language AURA. Benton and Koutavas [17] introduced
bisimulation for v-calculus and formalized its metatheory in
Coq. Garrigue [18] formalized a certified interpreter for the
core ML using theorem prover Coq.

VI. CONCLUSIONS AND FUTURE WORK

The permission system in Android applications enables appli-
cations from different developers to share data and resources
with each other. This mutual interaction between applications
based on permissions may cause security consequences, such
as threats to secrecy and integrity of data. To capture safe data
flows between Android applications, programming language-
based security on Android has been formalized in mechanical
theorem prover Coq. The formal system defined in Coq can
effectively be used to study correctness (data-flow safety) of
Android applications, modeled as simple terms. Furthermore,
the language-based technique formalized in theorem prover
enables mechanical support for creating and checking proof
of correctness of applications as well as the language-based
technique itself.

The formal model demonstrates theorem prover Coq,
locally nameless representation and language-based security
technique all together can be used to analyze the security
provided by the model of the permission system and cor-
rectness of the technique itself. To make it more practical,
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a software tool translating real Android applications to the
logical formulas of the model would be more interesting.
Moreover, the proof of soundness properties may be extended
to other properties such as type safety and subject reduction.
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