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ABSTRACT Traditionally, software development organizations relied on heavyweight development
methodologies, such as waterfall, V-model, and others. Later, agile development methodologies known as
lightweight methodologies were introduced. Many considered these to be more flexible and more effective
than heavyweight methodologies. Both methodologies are equally important for a software development
life cycle. The purpose of adopting software development methodologies is to optimize the process model
to achieve milestones while concurrently and effectively managing time, budget, and quality. The literature
review reveals that there is a lack of statistical evidence for determining the effect of both methodologies on
the six-pointed star model (schedule, scope, budget, risk, resource, and quality). In this paper, statistical
comparisons were performed for the effects of both methodologies on each factor of the six-pointed
star model and the interdependency among factors. Numerical analyses were conducted based on survey
responses collected from the experienced users of both methodologies. After examining the results of all the
factors of both methodologies, it was determined that lightweight methodologies are suitable for small-scale
projects and that heavyweight methodologies perform better for medium- and large-scale projects.

INDEX TERMS Heavyweight methodologies, lightweight methodologies, software development life cycle,
software requirement specification.

I. INTRODUCTION
Software systems have a great impact on everyday life. In the
beginning of the software development era, the development
activities were performed informally by following the messy
software development activities from requirement gathering
to the maintenance phase. This procedure was considered
to be effective for small projects. Software engineering has
become a growing and emerging field due to the significance
of software systems in every aspect of life. As software
engineering continued its growth, its projects became more
complex. Therefore, the development of formal software
development methodologies became vital for achieving effi-
cient and highly effective software systems.

In the early 1990s, due to the boom in software and
hardware industries, it was realized that project management
methodologies are helpful for achieving excellent results

in the production of both software and hardware products.
Due to the adoption of software development methodologies,
organizations became more efficient when producing high-
quality products within a specified time and budget [1], [2].
It is the priority of every organization to choose low-cost
software development methodologies that could provide best
practices to develop high-quality products and fulfill the orga-
nization requirements [3]. Therefore, software development
methodologies are considered to be key factors for the success
and progression of the organizations. Many methodologies
have been introduced for software projects, which are broadly
categorized as heavyweight and lightweight software devel-
opment methodologies [5].

The initially proposedmethodologies were plan-driven and
document-oriented. In the plan-driven methodologies, the
set of complete software requirements specification (SRS)

8066
2169-3536 
 2018 IEEE. Translations and content mining are permitted for academic research only.

Personal use is also permitted, but republication/redistribution requires IEEE permission.
See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.

VOLUME 6, 2018

https://orcid.org/0000-0002-6880-4991
https://orcid.org/0000-0002-8703-7310


M. A. Akbar et al.: Statistical Analysis of the Effects of Heavyweight and Lightweight Methodologies

is constructed and followed by high-level design, architec-
tural activities and inspection activities [6]. The plan-driven
methodologies were considered heavyweight methodologies.
Heavyweight methodologies have low change rates [7]–[9].
Several experts have developed their own methodologies and
applied them in order to assess expected outcomes. These
methodologies were iterative and incremental. They were
introduced in 1975 and eventually became the bases for the
modern agile methods [7]–[10]. In 2001, a meeting was held
in which 17 process methodologists and project managers
participated. The motivation of the meeting was to highlight
the future trends of software development. They combined
different methodologies and decided to name these method-
ologies as ‘‘Agile’’, meaning sufficient and light [11]. That
meeting was declared the father of agile process methods.
They are commonly known as lightweight software develop-
ment methodologies and are now considered to be popular
development techniques [2], [7].

Software development methodologies are equally impor-
tant for both organizations and customers [3], [12]. The
software development methodologies are broadly catego-
rized as lightweight and heavyweight methodologies. Both
methodologies have their own importance.When considering
development methodologies, all factors of the project should
be taken into consideration [13]. Hence, the key objective
of this work is to highlight the best software development
methodology based on the size of the project.

The remainder of the paper is organized as follows.
Section II describes the literature, characteristics and com-
parison of heavyweight and lightweight methodologies.
In Section III, the outlines of the research methodology are
provided. Section IV describes the data collection techniques
and respondents’ information. Section V provides the results
and discussions. Lastly, Section VI is where the conclusions
are given.

II. BACKGROUND STUDY
A. CHARACTERISTICS OF HEAVYWEIGHT
METHODOLOGIES
The traditional methodologies are considered heavyweight
methodologies in which the working process is a sequential
series from outlining requirements to deployment [14], [15].
Heavyweight methodologies impose an orderly process to
make the development processmore efficient and predictable.
Heavyweight methodologies are document-oriented (com-
monly known as SRS) and are used throughout the software
development life cycle [16], [17]. At the end of the 1950s,
many methodologies were applied to software project man-
agement. The primary methodologies were used to discover
the best way of collecting requirements, dealing with prob-
lems and developing the solutions for the discovered prob-
lems in systematic ways. Some methodologies were iterative
and some were incremental in nature [10]. The other types
of methodologies were linear or sequential and are called the
Waterfall Model [18]. In the waterfall model, it is assumed

that the engineering team has perfect knowledge about the
project’s requirements at the initial phase. Therefore, on the
basis of the initial gathered requirements, all SDLC steps are
well planned. All steps are followed in a linear sequential
fashion in order to achieve the goal. Changing requirements
is discouraged due to the negative effect on the budget and
time [19]. The V-Model is yet another software development
model, which starts from the user’s requirements and finishes
at the finalized development of the system [20]. This model
has many constrictions on testing and verification. Every
phase of the model must be tested and verified. Development
begins with low-level components and is completed with
high-level components before the entire system is verified.
The iterative model was introduced to develop and deliver the
project in iterations instead of delivering the entire project at
once [21]. The project is sliced into appropriate iterations.
At the start of every iteration, the obligatory requirements for
the imminent iteration are collected. Every delivered iteration
is an addition to the previously delivered system [10].

Heavyweight methodologies are popular due to the
sequential process and its success under certain circum-
stances. There are some criticisms of heavyweight method-
ologies due to their bureaucratic approach in which the pace
of project development is slow [22].

1) PREDICTIVE APPROACH
Heavyweight software development methodology tends to be
a long process due to the scope of the detailed planning at
the beginning. It is followed by an engineering discipline
approach where the development is predictive and repeat-
able. It emphasizes drawing the system requirements and the
effectiveness and efficiency with which these requirements
are met.

2) COMPREHENSIVE DOCUMENTATION
In heavyweight software development methodologies, SRS is
the system that is considered the main part of the documen-
tation. The key tasks in traditional methodologies are the big
upfront design processes. Therefore, it is a must to collect
all the customers’ expectations and the true requirements
and to have the customer sign off prior to writing the code.
Hence, this approach has proved to be very successful in
the engineering disciplines, which makes it attractive to the
software development industry.

3) PROCESS-ORIENTED
The key idea of heavyweight methodologies is to determine
the process that will work best and implement it to achieve
the milestone [22]. The determining process must have some
tasks that are performed by the project managers, software
designers, software coders and testing teams. A well-defined
procedure is used to conduct and operate these tasks.

4) TOOL-ORIENTED
The heavyweight methodologies are tool-oriented for
project management, code editors, compilers, and others.
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They should be used for the successful completion of the
project.

B. CHARACTERISTICS OF LIGHTWEIGHT
METHODOLOGIES
Due to rigidness, heavy dependency on documentation and
long-term planning from the initial stage, the traditional
methodologies are not very attractive for software develop-
ment organizations [23]. Instead, Agile methodologies are
preferred due to having a people–oriented approach, smaller
planning phases, very light documentation, and quicker
accepted changes. Many agile methodologies exist. Every
agile methodology has the target to develop a friendly,
understandable system and rapidly provide requirements in
a changing environment [24]. A frequently developed release
methodology was introduced by Extreme Programming (XP)
in which developers work in pairs for continuous code review.
This methodology emphasizes test-driven development and
produces very robust, high-quality software. Each iteration
cycle of XP includes design, bug fixing and refactoring [25].
Scrum is a well-known agile methodology based on the
principles of lean manufacturing [23]. In scrum, a project
is planned as a short-term project (usually for 7 to 30 days)
and the requirements are collected and focused by conduct-
ing frequent, short meetings. The scrum board is used for
tracking the tasks. Hence, there is a scrum master tasked
with imposing the rules and shielding the team from distrac-
tions [26], [27]. Rapid Application Development (RAD) is
the simplest adopted agile methodology. This methodology
emphasizes minimizing the planning, focusing the prototyp-
ing and reusing the components. This methodology proved
very effective where the prototyping was enough to serve
as the final product, but experienced team members are
required [28], [29].

Highsmith and Cockburn [30] stated that the agile method-
ologies are not the process. The process is the recognition of
team members acting as the key drivers for the success of the
project. The selected team members act with intense focus
on maneuverability and effectiveness. This yield provides
new principle values that describe a vision of an agile world.
The characteristics of lightweight methodologies are as found
below.

1) PEOPLE-ORIENTED
Lightweight methodologies are considered people- or
customer-oriented. The important success factors in
lightweight methodologies are developers, stakeholders and
end users. The project success rate depends on the agile team
members [30]. According to Highsmith and Cockburns [31],
the most significant impact of the managers is that people
factors are more emphasized, including sociability, skill,
talent and communication.

2) ADAPTIVE
Lightweight methodologies permit changes to requirements
and the status of the project [32]. Today, it is not a challenge to

stop changes. The concentrated focus is on how the changes
are handled in an effective and efficient way. The externally
occurring changes that result from environmental causes are
a critical variation since these types of changes are not
reducible, especially since decreasing the budget is the typical
response [30].

3) CONFORMANCE TO ACTUAL
The lightweight methodologies are opposed to detailed plans
and instead conformance is treated as the actual values.
According to Highsmith, agility is controlled as conformance
to the business values instead of control within the confor-
mance plan [33]. The end user decides the business values
that will be added at every iteration of the development cycle
to the ongoing product.

4) BALANCING FLEXIBILITY AND PLANNING
Planning is very important, but in lightweight methodologies,
the future prediction of the project is challenging. Due to the
consideration of multiple variables, the best way to plan is
a weekly detailed plan, a rough plan for the coming month
and a very crude plan for beyond [11]. Therefore, the vision
is that, while making decisions, the likelihood of variability
should be taken into account at every stage [29].

5) EMPIRICAL PROCESS
When using lightweight methodologies, software is devel-
oped in an empirical way. In engineering, methods are either
empirical or defined. Therefore, the defined processes are not
considered due to the demanding changes and the adoption of
required changes during development. According to Laurie
Williams, defined processes are unlikely due to the non-
acceptance of required changes since, when requirements
change, technology will also be changed [30].

6) DECENTRALIZED APPROACH
Lightweight methodologies that use a decentralized man-
agement style have a positive impact on a software project
rather than an autocratic management process. In lightweight
methodologies, decisions are spread out to the developers,
but this does not mean that the developers take part in man-
agement. Instead, developers support the management team
when they are making appropriate technical decisions [7].

7) SIMPLICITY
The heavyweight methodology team always takes the sim-
plest way necessary to achieve its goals. Project teams do not
think about tomorrow’s problems [32]. Due to the simplicity,
it is easy to manage the design changes, never produce more
than what is required and always try to develop the appropri-
ate project [34].

8) COLLABORATION
The customer is closely involved throughout the SDLC. This
has proven helpful for the development team in receiving
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regular feedback from the customer [32]. The decentral-
ized approach of the lightweight methodologies encourages
collaborative discussions.

9) SMALL SELF-ORGANIZED TEAMS
The teams in lightweight methodologies are self-organized.
All aspects of the project are communicated to the team and
the team chooses the best way to achieve them. Lightweight
methodologies are effective in adopting small development
teams. However, a large team is difficult to manage and the
ideas used to achieve the milestone are dispersed [31].

C. BRIEF COMPARISON OF LIGHTWEIGHT AND
HEAVYWEIGHT METHODOLOGIES
Traditional software development methodologies were intro-
duced a long time ago. In 1970, Royce presented a sequential
methodology for software development named the water-
fall model, which has proven very useful [38]. Despite the
project success, it has had many limitations, such as linearity
and inflexible requirements a formal process of development
with respect to the project size. Hence, the drawbacks were
addressed by Kent Beck when he launched Extreme pro-
gramming [39]. This became the first agile methodology and
proved very effective in software development. The agile
methodology dealt with volatile and unstable requirements by
supporting a number of techniques and focusing the collab-
oration among customers and developers that support early
product deployment. A brief comparison of both methodolo-
gies is illustrated in Table 1.

TABLE 1. Comparison of heavyweight and lightweight methodologies.

III. RESEARCH METHODOLOGY
Both methodologies have similarities and differences, as pre-
viously discussed. The existing analyses are not based on the
numerical data but rather depend upon the user’s implemen-
tation, experience and opinions about both methodologies.

FIGURE 1. Six-pointed star model (wikipedia.org/wiki/File:
TripleConstraint.jpg.)

FIGURE 2. First triangle of the six-pointed star.

To the contrary, our analysis is based on the six-pointed
star model of project management (Fig. 2) rather than tradi-
tional project input/output and process factors. Traditionally,
the considered factors for successful software development
are time, costs and scope [35]. The project management
body of knowledge (PMBOK 4.0) provides an updated triple
constraints model based on six factors that include sched-
ule, scope, budget, risk, resources, and quality. Every fac-
tor has its own importance for the success of the software
project [36], [37]. The presented six-pointed star model
is divided into two triangles in which the first one con-
tains input/output factors of schedule, scope, and budget
(Fig. 3), while the other triangle contains risk, resources and
quality (Fig. 4).

The schedule factor is responsible for the on-time
completion of the project. Scope focuses on the goals and
mission of the project and the requirements. Budget is respon-
sible for meeting the requirements of the project within the
declared budget and achieving the targeted return on invest-
ment. Risk identifies the causes of risk and manages them.
Resources are responsible for the assurance of the availability
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FIGURE 3. Second triangle of the six-pointed star.

of both the personnel and material needed for the project.
Quality is related to the inclusive success of the project.
Hence, we check the statistical effects of both the method-
ologies on each factor of the six-pointed star model.

IV. DATA COLLECTION
A survey was used to collect the numerical responses from
the subjects. For this purpose, the developed questionnaire
was categorized into three sections. The first section contains
the general information about the respondent and their orga-
nization. The second section contains questions related to the
factors of the six-pointed star model (as shown in Table 1).
The third section contains queries to check the relationship
of one factor of the six-pointed star to other factors. The
survey was conducted from January to April (2017) and
twenty organizations participated in this survey. To assess the
survey questions, a five-point Likert scale was used (strongly
disagree, disagree, neutral, agree and strongly agree). The
collected data was summarized and statistical graphical tech-
niques were applied by using well known statistical tools.

According to general information, approximately 57%
of the respondents belong to a software organization,
18% belong to an educational organization (Doctoral
student), 13% belong to telecommunications, and the remain-
ing 12% are from other fields. Furthermore, 43% of the
organizations have a range of 50 – 100 staff members, 37%
have a range of 20 – 50 staff members, and 20% have a range
of 100 – 300 staff members. Approximately 52% of
the respondents used capability quality standards. Accord-
ing to the respondents, 70% adopted new methodologies\
technologies from the market leader. For lightweight method-
ologies, 60% of the respondents stated that they have average
knowledge and 23% of the respondents stated that they have
extensive knowledge of the methodologies. For knowledge of
heavyweight methodologies, 52% of the respondents stated
that they have very extensive knowledge, 43% of the respon-
dents stated that they have extensive knowledge and the
remaining 5% have average knowledge. Additionally, 52% of
the participants responded that the most appealing element of
lightweight methodology was people orientation versus pro-
cess orientation and 36% stated that it was working with code

TABLE 2. Queries related to the six-pointed star model for both
methodologies.

versus documentation. According to general views of respon-
dents, lightweight methodologies provide better results for
small- and medium-scale projects and heavyweight method-
ologies provide better results for large-scale projects.

V. RESULTS AND DISCUSSIONS
According to the second part of the survey questionnaire,
wide data were collected and results were finalized. The Lik-
ert scale was categorized into three phases. The phases are as
follows: a) strongly agree + agree, b) neutral, and c) strongly
disagree + disagree. For presenting the results, only part ‘‘a’’
will be used, which shows the respondents’ opinions about
each factor. For more specific opinions, projects are catego-
rized as small-scale, medium-scale and large-scale projects.

A. SCHEDULE FACTOR
The results of the schedule factors are presented
in figure 4. It shows that in small-scale projects, collecting
requirements is more significant in lightweight than in heavy-
weight methodologies. It also shows that in-time delivery
is equal in both methodologies, but work flow is more sig-
nificant in heavyweight than in lightweight methodologies.
Furthermore, by determining the results of medium- and
large-scale projects, it is shown that increasing the project size
decreases the significance of the lightweight methodology.
Therefore, lightweight methodologies are more effective for
small-scale projects, and the schedule factor is more effective
for heavyweight methodologies.
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FIGURE 4. Effect of heavyweight and lightweight methodologies on the
schedule factor.

FIGURE 5. Effect of heavyweight and lightweight methodologies on the
scope factor.

B. SCOPE FACTOR
Figure 5 shows a graphical representation of the scope factor.
By using lightweight methodologies for small-scale projects,
the project scope is well defined and clearer compared to
the heavyweight methodologies. For medium scale projects,
both methodologies are equally efficient for defining and
understanding the project scope. Furthermore, for large-scale
projects, heavyweight methodologies are much better for
both variables than lightweight methodologies.

C. BUDGET FACTOR
Figure 6 illustrates the results for the budget factor.
Lightweight methodologies lead to more satisfactory project
completions within budget and returns on investment in
small-scale projects as opposed to using heavyweight
methodologies. For medium-scale projects, the return on
investment is the same in both methodologies, but the com-
pletion within budget is better using heavyweight method-
ologies rather than lightweight. For large-scale projects,
heavyweight methodologies are much more significant in
both queries as opposed to lightweight methodologies.

FIGURE 6. Effect of heavyweight and lightweight methodologies on the
budget factor.

Hence, the graph shows that the budget factor in lightweight
methodologies is the best for small- and medium-scale
projects, but heavyweight methodologies are more satisfac-
tory in large-scale projects.

FIGURE 7. Effect of heavyweight and lightweight methodologies on the
risk factor.

D. RISK FACTOR
The risk factor is key in software project management.
Figure 7 provides a graphical representation that shows
the results of the risk factor. Lightweight methodolo-
gies are poorer than heavyweight methodologies for man-
aging project risk and opportunities for all scales of
projects. Successfully meeting the objectives of the busi-
ness requires lightweight methodologies to be superior in
small-scale projects, whereas bothmethodologies are equal in
medium-scale projects. For large-scale projects, heavyweight
methodologies are much more significant than lightweight
methodologies.

E. RESOURCE FACTOR
Figure 8 shows the graphical representation of the concluded
results of resource factor. Lightweight methodologies are of
greater significance for the availability and better utilization
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FIGURE 8. Effect of heavyweight and lightweight methodologies on the
resource factor.

of resources than heavyweight methodologies in small-scale
projects. Inmedium-scale projects, resource availability is the
same in both methodologies but the utilization of resources
is the best in heavyweight methodologies. For large-scale
projects, the availability and utilization of resources have
better results using heavyweight methodologies compared to
the lightweight methodologies.

FIGURE 9. Effect of heavyweight and lightweight methodologies on the
quality factor.

F. QUALITY FACTOR
Figure 9 illustrates the graphical representation of the qual-
ity factor. Lightweight methodologies are of greater sig-
nificance in small-scale projects rather than heavyweight
methodologies. Lightweight methodologies have greater
client satisfaction and project success scores and an equiv-
alent quality requirement score as heavyweight methodolo-
gies. For medium-scale projects, quality requirements are
equal in both methodologies, whereas client satisfaction is
better with lightweight methodologies. However, the project
success rate is much better with heavyweight rather than
lightweight methodologies. For the development of large-
scale projects, heavyweight methodologies are appreciably
better in all quality factor variables

FIGURE 10. Effect on risk, resource and quality factors with respect to
budget.

FIGURE 11. Effect on quality factor with respect to schedule factor.

FIGURE 12. Effect on quality factor with respect to project size and
experience of the team.

G. EFFECT ON RISK, RESOURCE AND QUALITY
FACTORS WITH RESPECT TO BUDGET
Budget is a sensitive factor. Therefore, the budget affects the
different factors of the six-pointed star model differently. The
graphical representation in figure 10 presents the effects of
the budget factor on risk, resource and quality factors under
both methodologies. For small-scale projects, heavyweight
methodologies are more effective than lightweight method-
ologies for the three variables. For medium-scale projects,
the effects on quality factors are the same in both method-
ologies, but risk and resource factors are more affected in
heavyweight methodologies due to the changing budget.
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For large-scale projects, the effects on the risk factor are
the same in both methodologies, but resource and quality
factors are more effective in heavyweight methodologies
rather than lightweight methodologies. Therefore, it is deter-
mined that heavyweight methodologies are more sensitive
than lightweight methodologies with respect to the budget
factor.

H. EFFECT ON THE QUALITY FACTOR WITH RESPECT
TO THE SCHEDULE FACTOR
Figure 11 shows the graphical representation of the effect
on quality factors with respect to the schedule factor.
Heavyweight methodologies are more affected by schedule
changes. Therefore, the analyzed results show that heavy-
weight methodologies are very rigid. The schedule factor
plays a significant role in the success of the project using
heavyweight methodologies.

I. EFFECT ON THE QUALITY FACTOR WITH RESPECT TO
PROJECT SIZE AND THE EXPERIENCE OF THE TEAM
According to the summarized results shown in figure 12,
project size and the expertise of the project team mem-
bers affect the lightweight methodologies more than the
heavyweight methodologies for all types of projects. Hence,
the quality of the projects using lightweight methodologies
highly depends on the project size and the expertise of the
team members.

VI. CONCLUSIONS
The analyses were conducted in order to define the char-
acteristics of the software development methodologies and
determine the best methodology according to the project and
organizational requirements. According to the summarized
results in the factors of the six-pointed star model, it is proven
that almost all factors favor lightweight methodologies for
small-scale projects. When testing medium-scale projects,
there is a huge fluctuation between the variables of all factors
for both methodologies, but it appears that both methodolo-
gies are quite similar in this case. Nonetheless, heavyweight
methodologies are better in some measures to some extent.
The concluded results of both methodologies for large-scale
projects show that heavyweight methodologies are much
more satisfactory for all factors of the six-pointed star model.
When examining the effect of the budget factor on risk,
resource and quality factors, heavyweight methodologies are
much more sensitive than lightweight methodologies for all
sized projects. When analyzing the effect of the schedule
factor on the quality factor, it is determined that heavyweight
methodologies are largely affected in all scale projects. While
examining the effect of project size and developer expertise, it
is determined that lightweight methodologies are much more
sensitive.

Therefore, it is concluded that quality of the product
and success rate depends upon team size and developer
experience by adopting lightweight methodologies. In con-
clusion, after examining the results of all factors upon both

methodologies, it is determined that lightweight methodolo-
gies are the best for small-scale projects and that heavy-
weight methodologies are better for medium- and large-scale
projects.

In the future, we plan to analyze the effect of software
development methodologies on the six-pointed star model in
global software development.

APPENDIX
See Questionnaire.
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