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ABSTRACT Formal method tools are used in the initial stages of the software development cycle and have
advanced to deal with the design difficulties related to ensuring strong cybersecurity and reliability in high-
assurance systems. Operating system kernels are the security keystone of most computer systems. Their
continuous advances require formal verification that guarantees the accuracy of their functionalities. As the
world’s first microkernel to be provenmathematically secure and functionally correct, seL4 has been adopted
for use in a range of critical systems, including defense, aerospace, and financial services applications.
In spite of the great effort of the seL4 team to present a comprehensive formal verification of the kernels, there
are some security aspects of verification that suffer from a limited scope. From an outsider’s perspective, this
paper aims to evaluate if seL4 formal verification is adequate to address security requirements and surveys
the recent state of the art for seL4 microkernels.

INDEX TERMS Microkernel, seL4, formal methods, correctness verification.

I. INTRODUCTION
One of the critical services of a computer system is to
allow applications to store and protect sensitive data from
any malicious activity. Considering the latest research on
sophisticated and targeted attacks worldwide, it is generally
accepted that the effectiveness of existing security mecha-
nisms for computer systems needs to be improved. Since
there are a lot of examples when the correctness of separate
computer components has been successfully established, the
formal verification of an entire system has drawn lots of
attention. An Operating System (OS) considers the kernel as
the crucial component which provides basic services for all
other parts of the system. It is the main layer between the
OS and underlying hardware devices, the first module of the
OS to be loaded, and the last one to be terminated. Formal
verification of a kernel is a crucial step toward full system
verification.

The associate editor coordinating the review of this manuscript and
approving it for publication was Claudio Zunino.

The security of computer systems and protection of critical
aspects of the computer’s behavior is not new, designers have
been addressing how software components access hardware
and resources for a long time. Processors were designed to
support at least two operating modes: kernel mode and user
mode. Kernel mode enables software to have unrestricted
access to the system’s resources. The OS kernel is loaded into
protected memory space and operates in the privileged kernel
mode. User mode enables applications to load and execute
the program, although not access privileged instructions or
resources. The kernel uses the memory space and resources
for that application’s use and runs the application within that
user memory space.

In contrast to conventional large kernels and OSs that
execute a wide range of functions, a microkernel’s function
is to separate the subjects and resources of a system into
security policy equivalence classes. In microkernels, the user
services and kernel services are implemented in different
address spaces so this reduces the size of the microkernel
compared to recent large kernels. This paper focuses on a
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recent and most secure microkernel, seL4 [1], explains the
procedure of formal verification used to ensure its security,
and investigates its weaknesses and strengths.

A. MOTIVATION
As microkernels have drawn lots of attention in recent years,
we start our research by focusing on the recent and most
secure microkernel, seL4. The seL4 microkernel has been
proven to be mathematically secure and functionally correct,
making it a viable option for use in critical systems, including
defense, aerospace, and financial services applications.
However, the formal verification of seL4 kernels suffers from
a limited scope, making it crucial to evaluate its adequacy
in addressing security requirements. This paper aims to
provide researchers and developers with a comprehensive
understanding of the current state of seL4 formal verification
and its potential application in high-assurance systems. Our
analysis of recent work on seL4 microkernels will help
researchers identify gaps in current research, strengths, and
limitations of seL4 microkernels, and provide insights into
future research directions in a way making them informed
decisions about the suitability of seL4 for their specific
cybersecurity needs.

The rest of the paper is organized as follows. Section II
provides background information on kernels and prelimi-
naries about formal verification. Section III discusses the
drawbacks of seL4 formal verification and how recent
research addresses them. Section IV evaluates existing work
and presents a comparison of research on seL4 formal proof.
Finally, Section V concludes the paper and discusses future
work.

II. BACKGROUND
This section provides some related background about this
research. First, it provides a summary of different types of OS
kernels, the seL4 kernel, formal methods, and then discusses
the formal verification of microkernels.

A. KERNELS
As mentioned earlier, a kernel is the primary layer that
separates the OS and underlying hardware devices, the
first module of the OS to be loaded, and the last one
to be terminated. Kernels are classified into four groups
as described in the following. In this paper, we focus on
microkernels and leave others for future work.

1) MONOLITHIC
A monolithic OS has a large kernel and contains many
services and components; examples include Multics [2],
Unix, Linux, and MSWindows. Monolithic OS kernel These
require hardware privilege states for isolation and to control
I/O access to peripherals. The kernel provides a series
of system calls for processes to ask for services such as
inter-process communication (IPC). System calls are literally
equivalent to function calls but are relatively slower, due to
extra processing required for context switching, a process

of saving application state and restoring the kernel state.
The main drawbacks of monolithic kernels are complexity
and dependencies between system components. The larger
size of a kernel makes it hard to maintain. As illustrated in
Figure 1 monolithic kernels place OS functionality into a
single shared address space executing in kernel mode. As the
kernel provides a wide range of services, the kernel code
typically consists of a sizable quantity of privileged code, all
of which has to be verified.

2) MICROKERNEL
A microkernel is a type of kernel design in which the
user services and kernel services are implemented in
different address spaces, thus reducing the size of kernel
and OS. In microkernels, the foremost services such as
memory management, inter-process communication (IPC),
and CPU-Scheduling are placed in the kernel, while the
remaining services are placed in the user application. This
allows users to communicate with those secondary services
in the user application space. Section II-B provides a more
detailed explanation of microkernels. Some of the better
known microkernels are MINIX3, Fiasco [3], QNX [4],
Fuchsia [5], Nemesis [6], micro-ITRON [7], and seL4.

3) EXOKERNEL
Exokernels present a different mechanism for component
isolation where operations with authority are represented
as compiled libraries for each user program. The libraries
communicate with hardware by secure bindings executing in
a ring which provides an Application Programming Interface
(API) for untrusted libraries. A secure binding is a safety
feature that separates resource authorization from its real
use. Exposing system resources directly to applications and
their untrusted libraries is defined at initial use, which
eliminates the need for privilege validation during runtime
when resources are utilized by applications. Some exokernels
include ExoKernel (MIT’s research project) [8], Genode [9],
Viengoos [10], Nooks [11], and Redox [12].

4) HYBRID
A hybrid kernel is an OS kernel architecture that attempts to
combine aspects and benefits of microkernel and monolithic
kernel architectures. Some known examples are the Polyno-
mial kernel [13], Radial basis function (RBF) kernel [14],
Sigmoid kernel [15], Laplacian kernel [16], ANOVA kernel
[17], Triangular kernel [18], and Stable Spline kernel [19].

B. SECURE MICROKERNEL: SEL4
The main issue with microkernels is that system calls are
often slow mostly because of IPC [20], and there is a lot
of context switching between the User mode and kernel
mode to request a service. To address these problems,
Liedtke proposed L4 [21] to show that IPC can be supper-
fast, a factor of 10–20 times faster than contemporary
microkernels. L4 evolved from an earlier system, L3 which
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FIGURE 1. Control flow of different types of kernels.

TABLE 1. Summary of key features of recent microkernels.

was the starting point of the journey into microkernels.
In this design, a service is only allowed inside the micro-
kernel if moving it outside the kernel–allowing conflicting
implementations–prevents the system’s required functional-
ity from being executed. Accordingly, the UNSW/NICTA
group’s research on L4 lead to a model of a third-generation
microkernel called seL4 (Secure L4), which builds on
the strengths of the L4 microkernel design, providing an
extremely reliable and secure system as the ultimate goal [1].
Verification is what makes seL4 distinct; seL4 has been

formally verified (see Section II-C) to provide end-to-
end information flow security, meaning that information
cannot leak from one component to another component in
the system, except through specified channels. This level
of assurance is unique among microkernels. With about
50,000 lines of code backed by rigorously checked, machine-
generated proofs, seL4 is the most dependable OS kernel [1].
This is why seL4 is designed for use in critical systems
that need a high degree of security, such as military and
aerospace systems, medical devices, and financial systems.
As seL4 keeps developing, its formal proofs must be
updated accordingly. The proofs verify a growing list of
properties, including functional accuracy, binary accuracy,
security properties of integrity, confidentiality, and avail-
ability. Some of the verified features include isolation to
separate components within the system to ensure that one
component cannot interfere with or undermine the operation

of another component. SeL4 also offers flexibility, which
makes it a foundation for a variety of systems, ranging from
microcontrollers to complex servers.

In terms of performance, seL4 has been designed for
efficient operation and low overhead, making it suitable for
use in resource-constrained systems. To establish a concept
of trust, the seL4 microkernel reduces the amount of code
executed at higher privileges byminimizing the thread control
block, a data structure that records the information about a
thread, including its current state, stack pointer, and register
contents. Reducing the TCB size is important for establishing
trust because this means that there are fewer opportunities for
bugs and vulnerabilities to be exploited by attackers, as there
is less code that they can potentially target. Furthermore, seL4
highlights formal and mathematical correctness, ensuring
the kernel is bug-free. SeL4 also enhances security through
fine-grained access control using capabilities, which are
tokens that support control over which entity has access to a
certain resource in a system. We summarize the key features
of microkernels in Table 1, which explicitly illustrate seL4
is outstanding compared to other microkernels in terms of
formal verification.

C. FORMAL METHODS IN A NUTSHELL
Formal methods are a set of techniques used to design
and verify computer systems that can guarantee the desired
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properties or requirements. These methods rely onmathemat-
ical models and logic to provide a rigorous and systematic
approach to designing and verifying software and hardware
systems, especially in high-security systems. These systems
have strict requirements for security and confidentiality, and
any failure in the system can have serious consequences. One
of the key concepts in designing high-security systems is
the Trusted Computing Base which is the set of functions
and components in a system that are critical to maintaining
security and confidentiality. It is defined by the United
States Department of Defense Orange Book [22] as the part
of the computer system that contains all of the elements
responsible for supporting the security policy and enforcing
the isolation of objects. Hence, by using formal methods,
designers can systematically analyze the system to identify
potential vulnerabilities.

Formal methods are classified into three approaches
i.e., Refinement, Theorem Proving, and Model Checking.
Figure 2 shows the classification of these approaches
according to their application in modeling and defining the
kernels specifications [23].

1) REFINEMENT
Refinement creates complex systems starting from simple
ones by adding features incrementally as it can adapt
to new and changing requirements. In other words, it is
the verifiable conversion of a high-level abstract formal
specification into a real low-level executable program. The
refinements are complemented with mathematical proofs that
validate them. Refinement has been performed for artifacts
ranging from modeling and design levels like architectures
to implementation and programming levels like source
code [24].

2) THEOREM PROVING
Theorem Proving uses mathematical logic to describe the
system and the intended features. A formal system, which
describes a group of principles and inference guidelines,
provides this logic. Discovering a proof for a feature using the
system’s principles is known as theorem proving. Theorem
provers can be categorized into a spectrum ranging from
highly automated, general-purpose software interactivity
platforms with specialized features. The automated platforms
are beneficial as a complete search process and have a
good track record of solving different complex issues. The
automated formal methods and systematic formal growth of
mathematics have benefited more from interactive systems.

3) MODEL CHECKING
Model Checking depends on creating a finite model of a
system and checking that the specified feature maintains
in that model. Generally, the verification is carried out as
a complete search of state space, which is assured to end
because the model is finite. Designing data structures and
algorithms that enable us to manage search spaces is the

primary challenge in model checking. The application of this
method began with hardware [25]; currently, it is used to
analyze the specifications of software systems. Contrary to
theorem proving, model checking is completely automatic
and fast, often generating an answer in a matter of minutes.
Thus, verifying the accuracy of software designs using model
checking is a helpful technique.

However, due to their greater complexity and scale, it is
less appropriate for confirming the accuracy of software
implementations [26]. For instance, model checking is
usually not applied to programs with more than 10,000
lines of code. Model checking can be combined with other
verification techniques to handle the complexity of bigger
programs. Model checking can be used in combination with
other methods to enhance the testing process and guarantee
the accuracy of intricate software systems.

D. FORMAL VERIFICATION OF SEL4
The downsizing of microkernels has made them more modu-
lar, with various components relying heavily on one another.
However, with the use of advanced methods and thoughtful
design, it is possible to fully verify an OS microkernel,
as stated by the seL4 team. The formal verification of seL4
includes twomain refinement phases: a) between abstract and
executable specification and b) between executable specs and
implementation [28].

1) FIRST REFINEMENT STEP
The first phase of refinement took around 8 person-years
and manually generated 117,000 lines of Isabelle/HOL proof
script. The abstract specification of the OS is transformed into
a more detailed and executable specification. This transfor-
mation involved making decisions about the algorithms and
data structures that will be used to implement the system.
This phase consisted of the conceptual proof and analyzing
the design’s execution safety and correctness of components.
Fundamental prerequisites of the validation are that each
operation is precisely described, that accesses to memory are
properly classified and that objects that are read from do still
valid.

2) SECOND REFINEMENT STEP
During this step, the focus was on developing a systematic
approach to generating invariants and the underlying proof
obligations. This was done to address the significant amount
of proof work required in the first phase, where 80%
of the work was spent on presenting invariants of the
executable levels. The invariants are crucial for establishing
the correlation between the abstract specification and the
implementation of the OS. Furthermore, by developing
a systematic approach to generating invariants, the proof
work required is streamlined and reduces the amount of
manual effort involved. The second refinement step is
essential to ensure the correctness and safety of the OS’s
implementation.
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FIGURE 2. Classification of formal methods and tools.

III. WHAT COMPONENTS OF A MICROKERNEL NEED TO
BE VERIFIED?
Generally, microkernel verification should include verifying
essential components including scheduling, exception man-
agement, isolation, access control automation, etc. However,
seL4 has some inherent limitations that make it inefficient
in full verification. For instance, the initial verification of
the seL4 kernel used C and the compiler turned high-level
language into machine code. This resulted in the verification
results not being entirely valid, as there was a risk of the
compiler introducing errors into the code.

To make the seL4 verification process more efficient, some
changes need to be made. One approach is to employ a
formalized verification process based on machine language,
as was done in the team’s most recent study, published in
2017 [29]. This approach is more reliable and accurate than
the initial kernel verification effort using C, as it eliminates
the risk of the compiler introducing errors into the code.
Another approach is to use a concurrent program verification
approach that is suitable for seL4’s coding language. This
will enable the verification of highly concurrent components,
which may not be possible with the current serial program
verification approach.

In the remainder of this section, we discuss recent work
that could boost the formal verification of seL4 and related
kernels, beyond their machine language-based proofs.

A. LAYERED VERIFICATION
While the seL4 kernel is known for its innovative approach
to correctness verification, the process of formally defining
and proving the system’s properties is slow. The seL4
kernel formalization is composed of over 200,000 lines of
Isabelle/HOL code that have undergone a formal definition

and verification process and in excess of 8,700 lines of C
code. The verification process took 20 person-years of work,
highlighting the significant effort and resources required to
ensure the system’s correctness. Layered verification is a
process that separates verification into manageable modules
and therefore could reduce the overall proof effort. The major
goal of layered verification is to allow simplification of the
proof process, especially by abstracting away some lower
level details and also allowing for reuse of specifications
and proofs of modules outside of a layer that is modified.
This section discusses one related project which used layered
verification when verifying kernel scheduling.

The idea of separation kernel [30] emanates from the
concept of multiple independent levels of security/safety
(MILS) [31]. MILS creates several distinct domains with var-
ious security degrees on the same hardware. Boettcher et al.,
used MILS as a two-level mechanism to provide security to
system architecture [30]. In terms of policies, analysis of a
virtual design is accomplished while inspecting the validated
objects and the transmitting channels. One of the key
goals of MILS systems is layered verification and allowing
a great reduction in proof efforts [32]. Literally, MILS
provides implementation and intercommunication channels,
to exchange resources through communication channels
without threatening the consistency of the system. Thus,
it entails security practices that assure full data isolation
across the domains and minimize the complexity of validated
components.

As a way to provide data isolation features, it is crucial
to certify and check how a kernel’s schedule section has
been implemented. Inappropriate designs of scheduling can
negate necessary separation properties and break down the
whole system. In this regard, Gao et al. [33] presented
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a layered verification to verify pointer linked-list through
function ’list_add_tail’ and employ a technique to decouple
data structure that significantly reduces the complexity of
verification. The original code has 320 lines, compared
to 32 lines in the restructured old code (including the
data structure). They first separate the function’s intricate
structure into autonomous functions and then write the
code in Clight code format by using the Clightgen tool
of CompCert [34]. The next step is the creation of the
specification of the abstraction/ implementation layer and
at last, it verifies the integrity of the specifications of the
abstraction/implementation layer and proves the functional
correctness of this function. It would be useful to find
a way to implement this type of layered verification
in seL4.

B. EXCEPTION MANAGEMENT
A vital and time-consuming phase of system development is
detecting and managing exceptions that may occur during
process execution. Formal modeling and verification of
exceptions is a difficult process, and not always well handled
in system verification. It is essential to verify exceptions
and exception handling to ensure that security vulnerabilities
do not exist in this critical part of the system. This section
discusses approaches to formalizing and verifying exception
handling systems.

When a process is invoked, conditions are checked to
validate the invocation context. If a condition is not met,
the process is not executed and an exception is signaled to
the invoker to run proper handling techniques. As a function
module, exception management is generally implemented
in assembly language and is in charge of implementing
unexpected modifications in the control flow to respond
to exceptional events. Unfortunately, to facilitate formal
models, the current verification initiatives either neglect to
simulate how exceptions are handled or employ methodolo-
gies according to the abstraction layer to certify the accuracy
of exception management [35]. seL4 implements an event-
driven model, where exceptions are delivered to a central
handler and processed according to a set of predefined
rules. However, it disables nearly all asynchronous interrupts
during kernel runtime and implements suspend points using
polling. By polling, a program can periodically check for
these signals and then take appropriate action based on the
results.

There is some research that leverages conceptual specifi-
cations to explain how the system behaves against exception
management in C [37]. Liu et al. [38] attempted to employ
an approach that uses multi-threaded proof to show the cor-
rectness of their work. Because there are no formal semantic
support for interrupts, their proposed model involves defining
the meaning of an interrupt using the same semantics as
threads. However, there is some slight distinction between
interrupts and threads, so it can be hard to explain the interrupt
semantics.

Micro-certified OS kernel (mCertiKOS) [39] is another
approach that is designed to be more modular and flexible
than seL4, which makes it easier to extend and adapt to
different use cases. In mCertiKOS, exceptions and interrupts
are managed by a small set of kernel code, which is isolated
from the rest of the OS and subject to formal verification.
This design helps to ensure that exceptions and interrupts
are handled securely and reliably, without compromising
the rest of the system. When an exception or interrupt
occurs, the relevant handler in the mCertiKOS kernel is
executed to handle the event. This may involve altering the
state of the system, generating an error message, or taking
other actions to respond to the exception. The handling of
exceptions and interrupts is designed to help to ensure that
the system remains reliable and responsive even in the face
of unexpected events.

Ma et al. proposed verification of Real-Time Exception
Management SPARCv8 (EMS) [40] which focuses on
improving the performance of exception handling in a
computer system and verified based on Hoare logic. It is
a hybrid mechanism that combines the hardware exception
handling approach with software exception handling. The
idea is to offload some of the overhead of hardware exception
handling to software, while still preserving the benefits of
hardware-based exception handling, such as low latency
and high reliability. The EMS approach has been shown
to provide significant performance improvements compared
to traditional hardware exception-handling approaches. seL4
and the EMS approach differ in their goals, with seL4
focusing on security and the EMS approach focusing on
performance, but both aim to improve the handling of
exceptions in OS.

C. I/O SEPARATION
I/O separation is a design principle used in microkernels,
which involves separating Input/Output (I/O) operations from
other system functions and moving them into separate, user-
space processes or servers. While formal verification of the
seL4 microkernel can provide a high level of confidence in
its ability to isolate I/O, it is not adequate by itself to ensure
that I/O separation is foolproof. If the separation fails, this
can lead to security vulnerabilities. This section discusses an
approach to formalizing I/O separation, even for commodity
devices, and also uses a layered approach similar to that used
in Section III-A.
As I/O separation depends on some factors beyond just

the code of the microkernel. For example, the hardware
architecture and configuration can affect the ability of the
system to provide I/O separation. In case the hardware is not
properly configured, or if there are bugs or vulnerabilities
in the hardware, then this can compromise the ability of the
software to provide I/O separation.

SeL4 can maintain static I/O isolation but typical Com-
modity I/O hardware often cannot distinguish between the
isolated program code, and the transfers between I/O. Despite
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employing outstanding hardware, systems often compromise
separation guarantee in favor of improved performance.
To address this, Yu et al. [40] developed a formal model for
I/O separation, which highlights a separation policy based
on the authorization of I/O transfers and independent of
hardware. Drivers are separated by I/O kernels in various
methods; some do it within the I/O kernels, while others do
it within the applications. Device activation is supported by
some I/O kernels while static activation only is supported
during system startup. Thus, Yu et al.’ layered design, which
lists important I/O components followed by descriptions of
the abstract state, provides a general overview of devices,
drivers, and I/O objects, and results in a verified assembly
implementation. The components can communicate with
one another using a variety of I/O methods. For example,
CPUs can read/write memory using Direct Memory Access
(DMA), read and write devices using Memory-Mapped
I/O (MMIO), and stop the current execution of CPUs via
interrupts.

D. AUTOMATING CAPABILITIES
Formal verification of a system validates that the system
behaves as specified. However, useful systems are pro-
grammable/configurable to allow for deployment for many
applications. We can verify that a system supports the
configured security policy, but do we know that the configure
policy is actually the policy we want? This section discussed
automating the configuration of capabilities in seL4 to assist
in this process.

After the seL4 system boots up, it hands a set of
capabilities to the initial user process, referred to as the
root task. Generally, the root task is responsible for starting
new processes and assigning capabilities to them. However,
manually setting up the capability-based access control
managed by the kernel can be time-consuming and prone
to mistakes. To address these issues, Kuz and colleagues
introduced the Capability Distribution Language (CapDL),
a language designed to simplify the process of distributing
capabilities [41]. Accordingly, Boyton et al. presented a
formal verification for the root task, that enables the starting
of a system using a CapDL specification [42] and helps to
ease the workload for developers.

One of the visions of seL4 is to use component archi-
tectures and also the possibility to verify entire systems.
To achieve this, the language called Component Architectures
for Microkernel Embedded Systems (CAmkES) [43] was
developed by Kuz et al. This architecture description
language enables system engineers to write a description of
a seL4 system’s process, task, and component architecture
in a concise form. The CAmkES tool takes this description,
generates the necessary RPC stub code for implementing
seL4 communication scheme, and produces a CapDL spec-
ification for the root task. With the help of CAmkES,
components can be set up to communicate according to
seL4 patterns, allowing for sending and receiving and calling

and replying. It will determine the required number of
threads and endpoints and set up the virtual memory for
components.

Later, Fernandez et al. extended the capabilities of
CAmkES to generate machine-checkable proofs using
Isabell/HOL [44]. This marked significant progress in
the effort to build a fully verified system. With three
elements in place: 1) proven binary correctness of seL4,
2) proven accurate beginning of CapDL, and 3) Machine-
verifiable proofs of the RPC stub code for CAmkES, system
engineers only need to demonstrate that the ‘‘business
logic’’ of their parts is accurate. However, writing CapDL
specifications can still be challenging, due to their size and
complexity.

E. APPLICATION DEVELOPMENT
Formal verification of a system such as seL4, only verifies
the system as shipped. When developers build applications
on top of that system, there is a need for some validation
that those applications are secure. We know that a developer
can build a simulator of an insecure system on top of any
secure system. This section surveys approaches to verifying
application development, which benefit from using a layered
approach knowing that the application is built on top of a
secure OS kernel.

Since the efficient functionality of seL4 makes it amenable
to high-assurance design, developers may need to create
mixed-criticality systems where all of the components
are not required to be verified to the highest degree of
criticality. Moreover, regarding the system architecture,
a firm separation foundation can facilitate modification,
without solely involving the recertification of other objects.
However, it dictates that they typically only offer lower-level
configuration methods, with a focus on memory blocks,
functions, etc. Thus, although the use of seL4 is for a full
system, the separation assurance of the kernel is not adequate;
understanding application logic properly, security policies,
and practices for design is significantly challenging.

Several code generation approaches tried to address this
issue [45], [46], [47], [48]. As an example, consider the
Refinement of AADL Models for Synthesis of Embedded
Systems (RAMSES) tool [47]. The refinement phases are
directed by developer-defined properties for the desired sys-
tem, through analyzing the objects and resources that evaluate
features versus necessities and platform capabilities. After
reaching an adequate model, RAMSES creates a C compo-
nent infrastructure, that can be placed on Linux, nxtOSEK,
and POK. It has been employed in avionics, railway, and
robotics domains. In the aeronautics area Cofer et al. [48]
have proposed a formally verified implementation of aerial
vehicles using multiple tools; for instance, jKind model
checker [49], which assures the correctness of components
and Isabelle/HOL theorem prover to guarantee that system
execution semantics is according to the model. As another
example, Trusted Build [47] was proposed in the DARPA
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TABLE 2. Comparison of research on different features of seL4 formal verification.

High Assurance Cyber Military Systems (HACMS) Program
by Collins Aerospace. This approach created a framework for
seL4 fromAADL using the CAmkESmodeling language and
was crucial in outlining the model-based creation for seL4
perspective.

In recent work, Hatcliff et al. [50], introduceHAMR (High-
Assurance Model-based Rapid engineering) for embedded
cybersystems which is built using AADL. HAMR is a
component of the larger set of tools known as BriefCASE,
which Collins Aerospace [51] presented. TheModel-founded
Systems Engineering (MBSE), on which BriefCASE is
founded, uses models as the primary means of communi-
cation and comprehension between the groups in charge of
the system’s design. Moreover, Model-driven Development
(MDD) models in BriefCASE are counted as the initial
approach applied for analysis, testing, verification, and
generating source code.

Question: Is formal verification of seL4 adequate to
address security challenges?

The answer to this question depends on what functionality
you need from seL4. If we look at the work discussed in this
section, we see that researchers feel there are areas that need
improvement. According to the fact that seL4’s focus is on
providing a strong foundation for building secure systems
by low-level security guarantees, a high-level functionality
is required to address the features used in this section. For
instance, supporting application development in embedded
cyber-systems needs libraries, tools, and application pro-
gramming interfaces for developing applications. As another
example, automating capabilities and exception management
may require a more advanced process management system
that can enforce fine-grained access control policies. In addi-
tion, MILS scheduling may require real-time scheduling
capabilities that do not exist in seL4. Similarly, I/O separation
may require a more sophisticated I/O subsystem that can
isolate different components and prevent malicious actors
from accessing sensitive information. Table 2 illustrates
a detailed overview of verification efforts proposing an
improvement of seL4 which is sorted based on the time of
release.

IV. FUTURE WORK
Determining which direction will be taken on sel4 formal
verification depends on the priorities and goals set by
the researchers and developers. However, here are a few
possibilities based on current trends in the field:

• Expanding coverage. There is ongoing work to formally
verify more parts of the seL4 system, including device
drivers, libraries, and protocols.

• Improving scalability. As seL4 systems grow in scale
and complexity, there is a need to improve the scalability
of formal verification methods to handle larger andmore
complex systems.

• Enhancing security. Formal verification is essential to
ensure the security of seL4. Focusing on verifying
security properties, such as confidentiality and integrity,
and ensuring the absence of vulnerabilities should be
considered.

• Integrating with other tools. Integrating seL4 formal
verification with other tools, such as automated testing
and code generation, to improve the overall development
process and increase the efficiency of verification could
be another promising work in this field.

Although this paper presents an overview of what prop-
erties of enhancement to seL4 and related formal methods,
some of the features have not been completely addressed, i.e.
automating capabilities.

V. CONCLUSION
The use of formal method tools in the initial stages of the soft-
ware development cycle has proven crucial in ensuring strong
cybersecurity in high-assurance systems. Operating system
kernels are a vital component of most computer systems,
and their continuous advances require formal verification
to guarantee the accuracy of their functionalities. While
seL4 has been provenmathematically secure and functionally
correct, there are still some security aspects of verification
that suffer from a limited scope. This paper evaluates
the adequacy of seL4 formal verification in addressing
security requirements and surveys recent work that presents
an expansion on seL4 formal verification. Based on our
research, it is evident that seL4 is well-suited for building
secure systems by providing low-level security guarantees.
However, high-level functionality such as libraries, tools, and
APIs are required to address the features used in this section,
such as supporting application development in embedded
cyber-systems. Therefore, whether seL4 formal verification
is adequate to address security challenges depends on the
specific functionality required from seL4. Nonetheless, the
continuous advances in microkernel development require a
comprehensive approach to formal verification to guarantee
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the accuracy of the system’s functionalities and ensure strong
cybersecurity in high-assurance systems.
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