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ABSTRACT In recent years, huge increase in attacks and data breaches is noticed. Most of the attacks are
performed and focused on the vulnerabilities related to web applications. Hence, nowadays the mitigation
of application vulnerabilities is an ignited research area. Thus, due to the potential high severity impacts of
web application, many different approaches have been proposed in the past decades to mitigate the damages
of application vulnerabilities. Static and dynamic analysis are the two main techniques used. In this paper,
a new classification for web application input validation vulnerabilities is proffered. In addition, various
techniques/tools that are used to detect them are analyzed and evaluated to apprehend their strengths and
weaknesses. Thus, this paper provides both technical as well as literature countermeasures to input validation
vulnerabilities. Moreover, various statistical distributions of the reviewed techniques were manifested and
scrutinize in different aspects to reveal the perception of the prevailing techniques and the gaps in the
literature. In addition, the most widespread metrics are also propounded.

INDEX TERMS Web security, static analysis, dynamic analysis, input validation vulnerabilities, source code
review.

I. INTRODUCTION
Since world wide web (WWW) arrives in early 1990 and
joined the internet, it becomes ubiquitous and very quickly it
hosts every aspect ranging from simple static text page, e.g.
news, article, to frameworks running complex web applica-
tions such as banks applications, Facebook, Twitter, Google,
Amazon [1], [2], [3]. Every day, new vulnerabilities evolve
in web applications due to the complexity and continuously
new technologies being introduced as well as integrated pro-
cesses to build web applications such as back-end language,
front end language, traditional and NoSQL databases, Web
cache and application programming interface (APIs) data
interchange language, etcetera [4], [5]. Each time new classes
of vulnerabilities in web applications evolve and it can be
seen that the open web application security project (OWASP)
and sysadmin, audit, network and security (SANS) constantly
release new reports containing recent top vulnerabilities in
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the web [6], [7], [8], [9], [10], [11]. Each report contains new
evolved vulnerabilities with its rank in terms of severity and
complexity as well they mention and modify ranks of the
previous vulnerabilities.

Many reviews [12], [13], [14], [15], [16], [17], [18] exist
in the area of web vulnerabilities but they focus on gen-
eral kind of vulnerabilities, nonetheless this paper focused
on input validation issues, that occur in cloud-based or in
house based application because these issues result from
programmers that write software and do not have background
about security functions nor use functions that will validate
user input. Moreover, the existing review articles suffer from
poor categorization and overlapping. Furthermore, up to our
knowledge, there is no deep study for defending against
them.

Our paper aims to proffer a systematic review on most
popular vulnerabilities that have high risk values and can
occur due to lack of user input validation. We organized
the input validation vulnerabilities into a classification that
differ from OWASP top 10 as well as SANS top 25 category,

40128

This work is licensed under a Creative Commons Attribution-NonCommercial-NoDerivatives 4.0 License.
For more information, see https://creativecommons.org/licenses/by-nc-nd/4.0/

VOLUME 11, 2023

https://orcid.org/0000-0002-6756-1158
https://orcid.org/0000-0003-0142-393X
https://orcid.org/0000-0002-2703-0213


F. Faisal Fadlalla, H. T. Elshoush: Input Validation Vulnerabilities in Web Applications

as these are related to broad kind of vulnerabilities that have
high risk values [6], [19].

Input validation vulnerabilities represent each vulnerabil-
ity that arises because there is an external data received
(source) and processed as well as arrived at a sensitive func-
tion (sink) in the web application without validation and
sanitation or using validation functions in the wrong way.
Examples of external data can come from different sources
such as user input, file name input, log files, databases, file
systems, HTTP headers, integrationwith other systems, APIs,
auto-generated data, etc. Noteworthy, validation depends on
the context in which the data will be used; hence, different
types of validations are needed.

Input validation vulnerabilities can be detected with devel-
oped security framework more easily than other types of
vulnerabilities such as session fixation, certificate validation,
weak encryption, misconfiguration, default credential, ver-
bose error messages or vulnerabilities related to the patch and
insufficient logging as well as monitoring [20]. Therefore,
our proposed classification of input validation vulnerabilities
provides big picture and guide to researchers to determine
which vulnerabilities to mitigate, detect/prevent especially
when they work on static analysis tools. Hence, a new clas-
sification is inaugurated. Moreover, a comprehensive review
of the input validation vulnerabilities research revealing the
strengths and weaknesses of each method is propounded
according to this new classification.

The remainder of this paper is organized as follows: Sec-
tion II presents background and motivation. The research
methodology is explained in section III.We introduced differ-
ent kinds of techniques to reduce web application vulnerabil-
ities, which includes static and dynamic techniques in section
IV. Section V classifies the vulnerabilities related to input
validation according to the proposed classification and pro-
vides a concise explanation of their solutionsmentioned in the
literature. The common evaluation metrics are presented in
section VI The vulnerabilities are scrutinized and analyzed in
sectionVII,. The limitations and future works are propounded
in section VIII. Finally, section IX concludes the paper.

II. BACKGROUND AND MOTIVATION
The main issue of the web application vulnerabilities arises
when it receives input from out of its control such as user
input coming through entry points (where the external data is
received and entered into the web application) such as $_GET
in the PHP language without proper validation and processed
by sensitive sink (function that will process external data,
and if external data is not sanitized, may exploit the system.)
such as mysqli_query [21], [22], [23], [24], [25]. Most of
the attacks exploit improper validation and enter malicious
metadata such as (‘, ‘‘, OR) to corrupt applications logic.
Therefore, to protect the web app often sanitization or val-
idation functions need to be added that handles any input
entering web application before arriving sensitive sink [26],
[27], [28]. Figure 1 demonstrates the source and sink idea.

FIGURE 1. Source and sink concepts in source code review.

The motivation of this paper is that most of the studies in
web application vulnerabilities discuss all kind of vulnerabil-
ities or randomly selected issues but there are few papers writ-
ten specially for input validation vulnerabilities [29], [30],
[31], [32], [33], [34]. These kinds of vulnerabilities happen
because users enter malicious inputs and servers have no
validation or sanitization of these users inputs. OWASP [6],
as well SANS [19], have categories for web application
vulnerabilities but they are not grouped and thus have wide
ranges. Additionally, previous review works, such as those
in [12], [13], [14], [15], [16], [17], and [18], have their limita-
tions in terms of broad and poor categorization, overlapping,
and furthermore sometimes pay no attention to some of the
vulnerabilities. Moreover, there is no deep study for defend-
ing against them. Ergo, this present work continues the efforts
of the current reviews and aims to present a better ambit for
comprehending and distinguishing the different methods of
input validation vulnerabilities.

III. METHODOLOGY
Our methodology involved data collection, vulnerability
analysis, and classification. To write this survey a total of
720 papers were downloaded during the whole steps using
the keywords (‘‘WEB security’’ OR ‘‘WEB Attack’’ OR
‘‘WEB vulnerability’’ OR ‘‘Input validation vulnerabilities’’
OR ‘‘Source code review’’ OR ‘‘File Inclusion’’ OR ‘‘Direc-
tory Listing’’ OR ‘‘SQL Injection’’ OR ‘‘SQLI’’ ‘‘XSS
attack’’ OR ‘‘XPath Injection’’ OR ‘‘LDAP Injection’’ OR
‘‘NoSQL Injection’’ OR ‘‘XSS’’ OR ‘‘Cross-Site Scripting’’
OR ‘‘Header Injection’’ OR ‘‘Email Injection’’ OR ‘‘Path
Traversal’’ OR ‘‘CSRF’’ OR ‘‘Cross-Site Request Forgery’’
OR ‘‘SSRF’’ OR ‘‘Server side request forgery’’ OR ‘‘CORS’’
OR ‘‘Cross site request forgery’’ OR ‘‘XXE Injection’’ OR
‘‘XML external entity injection’’ OR ‘‘type juggling’’ OR
‘‘Deserialization’’ OR ‘‘Prototype Pollution’’ OR ‘‘command
injection’’ OR ‘‘template injection’’) AND (‘‘source and
sink’’ OR ‘‘Static analysis’’ OR ‘‘Dynamic analysis’’ OR
‘‘Machine Learning’’ OR ‘‘Deep Learning’’ OR ‘‘Source
code review’’).
First collection of research articles were published between
2015 and 2022 related to input vulnerabilities from Engineer-
ing Village database. In specific, mostly research in SQL,
XPATH, and XSS injection vulnerabilities were found in this
database. Other research articles were obtained from trust-
worthy databases such as IEEE, ACM, Springer and OWASP.
In particular, 506 research articles were downloaded from
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FIGURE 2. Data collection and filtering process.

Engineering Village database and filtered to 168 after remov-
ing conference articles. Then finally filtered to 153 research
articles after removing book chapters. Finally, we came up
with 52 research articles from Engineering Village. This
last filtration was conducted after title and abstract filter-
ing. These 52 research articles from Engineering Village
were combined with 45 research articles from IEEE, ACM,
Springer, and OWASP yielded 97 research articles as the final
collection of data as depicted in Figure 2.

IV. TECHNIQUES TO REDUCE WEB APPLICATION
VULNERABILITIES
There are numerous techniques developed to detect and
prevent web appilcation vulnerabilities, some of them are
widespread quick solutions that work as an addition secu-
rity layer in web security. Security features implemented
in the browser are considered client-side prevention, e.g.,
CSP, CORS, X-XSS-Protection header and HSTS [35], [36],
[37], [38]. Other solutions based on web application firewall
(WAF) are considered server-side prevention, where their
mechanisms are analyzing traffic and preventing or sanitizing

any request/input considered potentially malicious [39], [40],
[41]. However, these kinds of widespread prevention tech-
niques are not enough to make web applications completely
secure because they lack completeness as they detect few
kinds of vulnerabilities, not all of them. Furthermore, they
can be bypassed because there is a variant method that can be
used in the exploitation such as Cross-Site Scripting (XSS)
attacks. Client-side protection viz X-XSS-Protection header
is not supported by all browsers, for instance Firefox browser
is an example. Therefore, they can be easily bypassed when
browsing through Firefox [42].

Defensive programming is another technique used and
advised by security consortia [43]. It consists of a set of habits
and good practices that need to be followed when developing
web applications. The core idea is to consider each sup-
plied users input as malicious and not from a trusted source,
and check all inputs and restrict them solely to intended
recipients [44], [45], [46], [47], [48]. In specific, there are
frameworks evolved nowadays used to build web application
e.g., Rails, Django and Laravel that support defensive pro-
gramming by providing built-in security features that assist in
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input validation, authentication and authorization. Addition-
ally, the OWASP provides guidance to write secure code [49].
However, defensive programming cannot be adopted to be
a final solution for making each web application free from
vulnerabilities because it is prone to human fault which is
its nature and inevitable. Moreover, complexity of code with
large technology integrated inweb application harden the task
even more.

Basically, there are two main classes of techniques to
reduce web application vulnerabilities namely, static and
dynamic analysis [50]. However, recently researchers utilized
data mining and machine learning (ML) together with these
techniques to yield more efficacious results. Hereafter, these
techniques are scrutinized.

A. STATIC ANALYSIS
Static analysis can be carried out at the implementation phase
of a security development lifecycle (SDL), where it looks for
vulnerabilities in source codes and trying to flag themwithout
executing the applications [51], [52], [53], [54], [55]. Former
researches in static analysis were focused on older vulner-
abilities such as heap and buffer overflow as well as race
conditions [56]. Static analysis techniques are often derived
from compiler technologies and actually there are more than
one technique to detect vulnerabilities inside source code that
can be combined into one solution [57]. These techniques
are:

• Control Flow Graph (CFG): extracts and slice source
code. Then the sliced code is parsed and an abstract
syntax tree (AST) is built. To jump and tie paths between
blocks, a directed edge is used [58].

• Taint Analysis: is the most famous technique in software
testing. It monitors at which entry point (source) user
input is received and trace it until arriving to a vulnerable
function (sink). If there is no sanitization function or val-
idation implemented from entry point to the vulnerable
function, it will be flagged as vulnerability [59].

• Lexical Analysis: extracts and slice block of code. Then
it converts the syntax into group of tokens in an attempt
to abstract source code. Each function, represented with
a token, will be compared with a vulnerable function
(sink) that is stored in a database. Some tools that imple-
ment this technique are Flawfinder, ITS4 and RATS for
C and C++ [51], [60]. However, this technique may
generate false positives. For instance, there may exist
a variable in a source code having the same name as a
vulnerable function that is stored in the database.

The advantages of static analysis may be summarized as:
• Cover 100% of the source code
• detect more vulnerabilities than dynamic analysis
• detect vulnerabilities from developing phase
• solve a vulnerability from its root by adding a sensitiza-
tion function

Nevertheless, static analysis has disadvantages viz:
• not applicable when there is no source code available
• prone to more false positives

• cannot detect logic vulnerabilities
• need a good understanding of programming languages

B. DYNAMIC ANALYSIS
On the other hand, dynamic analysis is a technique that tests
applications without searching in the source code. Instead
it is performed at run time with direct interaction with an
application [43], [61], [62], [63], [64], [65], [66], [67], [68].
This technique tends to be simple to apply because it does not
require knowledge about the program to test, furthermore its
interaction with the program is limited to the program’s entry
points [69].

The advantages of dynamic analysis are hereafter outlined:
• covers only parts of the source code of current execution
paths and depends on test cases used

• can detect vulnerabilities outside the code and in third-
party interfaces

• more precise than static analysis
• mimic external attacks executed by attackers
• provide cost-effective detection for certain types of
important vulnerabilities

• simple to apply because no need for programming lan-
guage knowledge

Nonetheless, dynamic analysis has some disadvantages
such as:

• prone to more false positive because it does not cover all
source code

• predict vulnerabilities based on the received responses
without knowledge of the source code.

• therefore, it suffers from false positive/negative, and
• often requires human investigation as well as it detects
fewer range of vulnerabilities than static analysis.

C. HYBRID ANALYSIS
Static and dynamic analysis have complementing advan-
tages, and this has led researchers to create amalgamation
to attain the best of the two techniques. Actually, each
technique detects distinct sets of vulnerabilities with some
overlap [70], [71].

D. DATA MINING (DM) AND MACHINE LEARNING (ML)
Recently DM and ML are used frequently and prove better
results when combined with the basic techniques, where they
automatically obtain and learn knowledge through ML algo-
rithms. On the contrary, in static and dynamic techniques,
human provides signature of the vulnerabilities [72], [73],
[74], [75], [76], [77], [78].

V. INPUT VALIDATION VULNERABILITIES IN WEB
APPLICATIONS
In this section, most of the user injection vulnerabilities and
their exploitations are examined as well as how to protect
vulnerable codes from user input vulnerabilities is scruti-
nized. We propose a new classification for the input valida-
tion vulnerabilities in web applications. The vulnerabilities
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FIGURE 3. Proposed classification for the input validation vulnerabilities.

FIGURE 4. Distribution of the three proposed categories to reduce web application vulnerabilities.

were classified into three categories namely, query manip-
ulation, client-side injection and information disclosure as
illustrated in Figure 3. Each proposed category is scrutinized,
exploring all its possible exploited scenarios as well as its
ranking released by OWASP in 2007, 2010, 2013 and 2017,
as demonstrated in Table 1. Furthermore, Table 2 presents
sensitive functions written by PHP language that make web
application vulnerable if there is no filtering or best practices
used. Moreover, the countermeasures are further expounded.
Sensitive functions, which are also called sinks, need to be
noted and reviewed in the source code [79], [80]. Figure 4
depicts the distribution of the three proposed categories for
reducing web application vulnerabilities and further shows
the subclasses of each category, together with the num-
ber of reviewed articles (quoted between brackets) and the

percentage of distribution. Hereafter, each category is further
elucidated, and state-of-the-art solutions are presented.

A. QUERY MANIPULATION
This category includes attacks that take advantage of the
query and change its intended action from normal to mali-
cious. Such attacks execute SQLI, LDAP injection (LDAPI),
XPath injection (XPathI) and NoSQL Injection (NoSQLI).
In the following, we explore each type, give examples, and
present literature solutions to avoid it.

1) SQL INJECTION
Structured Query Language Injection (SQLI) vulnerabilities
occur when web application enquires users for input such as
an authentication page that enquires a username and password
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TABLE 1. Proposed classification for the input validation vulnerabilities, their attacks types, goals and ranking.
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TABLE 2. Vulnerable sink and countermeasures.

or any related input data such as hypertext transfer protocol
(HTTP) headers that hence interact with databases through
SQL language without validation or sanitization. A success-
ful SQLI can lead to access and modify (insert/ update/
delete) and hence storing of confidential data to the database.
It can as well lead to read and write file system and execute
commands on the server that cause full control.
Figure 5 shows PHP authentication code interacting with a
database and vulnerable to SQLI. Line 1 starts connection
with the database. Line 2 and 3 are received data through
the users calling source. Line 4 is a constructed query
that executes at the database when send in line 5 through
mysqli_query() function called sink. If the user inserts mali-
cious data in line 2 username field such as admin’ - -, this
will cause script to return admin info and allows to bypass
the login formwithout actually knowing a valid password and
valid username. The constructed query will be:
SELECT * FROM users WHERE username=‘admin’ - -’

AND password=‘foo’
whereas - - character interpreted as a comment in SQL

language. Therefore, any supplied data after username field
will not be considered as part of the query and the password
will never be checked.

This code is vulnerable because there is no sanitiza-
tion or prepared statement (a.k.a. parameterized queries)
are used. The concept of prepared statement is that an
SQL statement is sent to the database server and parsed
separately for any parameters to eliminate SQLI. Whereas
sanitization is performed by using function that escapes spe-
cial characters such as ‘, ’’, and \ that can lead to SQLI,
wheremysql_real_escape_string() function is a real example.

FIGURE 5. PHP login script vulnerable to SQLI [20].

Therefore, username at line 2 in Figure 5 should by sanitized
to make the code secure:
$user = mysql_real_escape_string($_POST[‘user’]);
Note that also password filled input at line 3 needs to

be sanitized. Noteworthy, the mysql_real_escape_string is
sufficient for the SQL statement in the context of Figure 5.
In other situations it is not enough (e.g., . . .Where id = $id.
Clause without quotes. $id = −1 OR 1 = 1). so prepared
statement is better in SQL Injection attack.
State-of-the-art research of SQL Injection Solutions
Figure 6 demonstrates the distribution of SQL Injection

techniques used in reducing web application vulnerabilities.
Multifarious researchers [81], [82], [83], [84], [85], [86],
[87], [88], [89], [90], [91], [92], [93], [94] implement a pat-
tern matching algorithm to detect and prevent SQL Injection
attacks. All applied dynamic analysis except [89], [95], [96],
[97] whom used static analysis. They check user SQL input
and find whether they are SQL injected or not using vari-
ous approaches viz. scanner [90], [92], [94], regular expres-
sion [84], string pattern [86], [97], keyword matching [93],
no sanitization [82], sanitizing or blocking [85], [98], access
control methods [88], and with the cooperation of intrusion
detection systems (IDS) [81], [87]. Figure 7 depicts the dis-
tribution of the different pattern matching techniques used in
SQLI.

40134 VOLUME 11, 2023



F. Faisal Fadlalla, H. T. Elshoush: Input Validation Vulnerabilities in Web Applications

FIGURE 6. SQL Injection techniques to reduce web application vulnerabilities.

FIGURE 7. SQL Injection - Pattern matching techniques.

Using static analysis, Umar et al. [89] developed a tool
called EPSQLIFix, which uses grammar reachability analysis
to detect as well as remove SQL Injection. Yet, they need to

evaluate their method. Whilst working on a different dimen-
sion, researcher D’silva et al. [95] built lightweight static
technique to detect and prevent SQLI in authentication page
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by using hash concept. Their solution generates hash value
for the SQL authentication query concatenated with user’s
credential and then checks this value each time a user tries
to authenticate. This solution will allow to check if there are
any modification or SQL Injection attack in the query also
validate correct credentials. It can be implemented in most
languages. However, this method only protects from SQL
Injection in authentication page, yet SQL vulnerability can be
found in various pages such as search feature or file inclusion.

Other researchers utilized scanner in pattern matching.
In particular, Saoudi et al. [90] provided a scanner tool
called SQLIVD, which detects injection by comparing HTTP
response results. The author tested SQLIVD tool with
other three well-known scanners named W3af, ZAP, and
Acunetix. It shows better results for detecting blind as well
as error-based SQL Injection. Alike, Aliero et al. [92] devel-
oped a black box scanner called SQLIVS that fuzz web
server. It has anti crawling feature that performs data pre-
processing such as eliminating duplicates and filtering stored
URLs more accurately as well as analyzing attacked page
response. However, they perform experiments on vulnerable
web applications they created, and not public open source
vulnerable application that have many different vulnerable
scenario. Later the same authors, Aliero et al. [92] devel-
oped an automatic scanner tool based on an object-oriented
approach to detect SQL Injection in black box testing without
scanning source code. Their method lacks comparison with
more advanced scanners. Recently, Thombare and Soni [94]
also presented a scanner consisting of four elements: crawling
by visitingURLs that talk with database, attacking by sending
malicious SQL request, analysis by analyzing response page
to determine if there are vulnerabilities or not, and their final
component is report generation.

Using regular expression, Chenyu and Fan [84] prof-
fered an intention-oriented detection approach for submitted
queries and checks if it is malicious or not.

From a different facet using string pattern,
Ceccato et al. [86] presents a security oracle for
SQL-injection vulnerabilities (SOFIA) that works through
making classification for requests. This tool intercepts
request specially SQL statement and makes some processes
on it: parsing, prunning, and eventually classifying as safe
or malicious. On the other hand, Abikoye et al. [97] starts
by: preparing, parsing, then identifying and extracting SQLI
type patterns and finally preventing identified SQL Injection
attacks. Different actions may be performed such as blocking
user, reseting HTTP request and displaying warningmessage.
Yet, their method needs more processing and time.

Using keyword matching, Kumar et al. [93] used a
two-level restricted application prevention (TRAP) tech-
nique, which works at the middle tier using pattern passed
keyword filtering and the DB tier using SQL rewriting.

Some such as Li et al. [82] analyze the source and deter-
mines injection points that have no sanitization.

Working differently, Karuparthi and Zhou [85] proposed
an enhanced dynamic approach to detect SQL attacks that

works through efficient matching techniques and sanitizing
or blocking data before it arrives at the database server.
Their method lacks evaluation. Likewise using sanitization,
Jahanshahi et al. [98] submitted a hybrid static-dynamic tool,
called SQLBlock, which works in PHP language by limiting
each function for accessing the database. SQLBlock works
as a plugin for PHP and MySQL and does not require any
modification to the web app.

Using access control methods, Zhu et al. [88] developed
a new technique based on two-tiers, where the first tier is a
fine-grained role-based access control model and the second
tier is an extended AC multi-pattern matching algorithm.

With the aid of IDSs, Patel and Shekoka [81] used
AIIDA-SQL techniques and SQLMAP tool, and their algo-
rithm yields better accuracy and memory consumption
results. In a similar fashion, Lodeiro-Santiago et al. [87]
presents an improvement of current IDSs based on the use
of a frequency analysis and the previous behavior of one of
the most used database audit software, SQL Map. They use
training data and achieve positive detection close to 99%.

Alike research [87], other researchers [83], [91], [99]
combine pattern matching with ML techniques. Specifically,
Gao et al. [91] presented a model, called ATTAR, which uses
access behavior mining and grammar pattern recognition.
The author extracts features to detect injection from a custom
web access log file and trains it with support vector machine
(SVM), Naive Bayesian, random Forest, ID3, and K-means
algorithms. Similarly, Latchoumi et al. [99] employed SVM
trained with malicious SQL Injection syntax to predict bad
input also can detect new malicious syntax by matching it
with a minimum amount of syntax. This technique can work
in big data environment. However, there are no comparison
with other techniques to measure its efficiency and results
properly. In addition, it detects limited types of SQL Injec-
tion. In a like manner, Uwagbole et al. [83] provide API
service called SQLIA that works as a proxy which captures
requests before arriving at the back-end database and decrypts
the web traffic. Then the intercepted request traffic will be
parsed for pattern matching.

From a different aspect, multitudinous researchers [96],
[100], [101], [102], [103], [104], [105], [106], [107], [108],
[109], [110], [111], [112], [113], [114], [115], [116], [117]
deployed ML techniques to detect/prevent SQLI. Working in
a static way, Zhang [96] developed classifier model based on
ML, which works through scanning source code and deciding
if there is SQL Injection or input is sanitized properly. This
model shows highly accurate results, yet they need to increase
the dataset.

However, most researchers use dynamic analysis. Con-
cerning web applications, in particular Luo [114] studied
the limitations of web fuzzing and generated an ML solu-
tion called SQLI-Fuzzer that overcomes traditional fuzzing
limitations. Rahul et al. [115] developed WAF that receives
a request before it arrives at a web application and if it
detects a malicious request will redirect the attacker to a
honeypot rather than an actual web application. Whilst,
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researchers [101] suggest API and web services respectively
that work as proxy in .NET application to detect and pre-
vent malicious requests from reaching the back-end database
using ML. The same authors, in [102] present an application
context pattern-driven corpus to train a supervised learning
model. They use ML to train their model using algorithms of
Two-Class Logistic Regression (TC LR) and Two-Class Sup-
port Vector Machine (TC SVM) implemented on Microsoft
Azure ML (MAML) studio to mitigate SQL Injection attack.

Using also classification SVM, Li and Zhang [106]
improve the Term Frequency-Inverse Document Frequency
(TFIDF) algorithm through distribution of feature words in
the same kind of statement. They also combine TFIDF algo-
rithm with SVM, yielding better accuracy results. Another
researcher uses SVM, Chen et al. [103] process the text data
of an HTTP request and effectively determine malicious SQL
payload. Other researchers implement different ML tech-
niques. In particular, Sivasangari et al. [116] used AdaBoost
algorithm, while the algorithm of researchers Pathak and
Yadav [109] was based on trained neural network mode.

Others presented distinct approaches, viz
Parashar et al. [111] used text rank summarization with ML
classification. Working by syntax analysis and emulation,
Kuroki et al. [108] developed a method to detect the intention
of SQL queries in HTTP requests. The author defines four
types of the intention of SQLI (Reconnaissance, Leakage
of system information, Leakage of database content, or
Falsification).

A different approach presented by Tripathy et al. [110]
developing an ML classifier to detect SQL Injection in cloud
Software as a Service (SaaS) module.

With the assistance of IDSs, [104] and [105] presented
different approaches. For instance, Ross et al. [104] work
by capturing request data in two points: first in web appli-
cation using snort IDS and save data in PCAP file. Second,
using Datiphy appliance node that work as proxy between
web application and remote MySQL server and save cap-
tured data in CSV format. These two datasets process using
bash shell scripts and save into one file to create the corre-
lated dataset. Volkova et al. [105] applied ML approaches
for identifying SQLI in the HTTP query string. They com-
pare results from SVMs, Rule-based IDS, Neural Network
with Dropout layers, Multilayer Perceptron (MLP), and
Deep Sequential Models (Gated Recurrent Units, and Long
Short-Term Memory) using bag-of-word techniques, word
embedding for query string vectorization, and multiple string
analysis.

Comparing different ML techniques, Hasan et al. [107]
proposed a heuristic algorithm that compares best five classi-
fiers having best accuracy results. Their results show that both
Bagged Trees Ensemble Boosted classifiers provide the high-
est classification accuracy (93.8%). Choudhary et al. [113],
after comparing many algorithms, concludes that the
Decision Tree, Neural Network, and Naive Bayes-based
method provide better accuracy results. On the other hand,
Adebiyi et al. [117] discovered that decision tree shows

better accuracy results than Naïve Bayes and K Nearest
Neighbour classifiers.

In the last few years, researchers [118], [119], [120], [121],
[122], [123], [124], [125], [126], [127], [128], [129], [130],
[131] began to consider using deep learning (DL) techniques
to detect and prevent SQL Injection.

Researchers [120] and [118] extracted the features values
in the HTTP traffic. Using deep belief network (DBN), the
model of Zhang et al. [120] works at network layer through
sniffing traffic, specifically HTTP requests and determining
if it contains malicious SQL request or not based on training
data. They further compare between four models (long short-
term memory (LSTM), MLP, CNN, and DBN) and the DBN
model shows better accuracy results. Deploying also LSTM,
Tang et al. [118], using MLP and LSTM networks, extract
the feature values in the HTTP traffic to detect user behavior
that contains SQLI. Conversely, Li et al. [119] presented
an LSTM based SQLI detection method, and uses injection
sample generation that is based on data transmission channel
from the perspective of penetration. This method can model
SQLI and generate valid positive samples. To detect SQLI in
transportation system, Li et al. [119] likewise use the LSTM
to complete feature extraction automatically. Li et al. [124]
proffered an QL-LSTM model based on both traffic features
and text features. Their model also utilizes a multi-layer
LSTM structure. Deploying two LSTMs, researchers [127],
[128], [129] all uses a bidirectional LSTM (BiLSTM). For
instance, Gandhi et al. [127] presented a hybrid module based
on CNN combined with BiLSTM. Wen et al. [128] enhanced
the BiLSTM model for SQL attack detection by adding an
attention mechanism. Farea et al. [129] also uses BiLSTM for
SQL and XSS attack detection. However, another researcher
Tang et al. [123] uses artificial neural network (ANN) to
model training data in MLP and LSTM.

Researchers [126] and [125] based their models on a
deep learning MLP algorithm. Particularly, Jothi et al. [126]
model shows good accuracy results and can also scale with
other type of injection issues easily. However, it needs
more payload types to assess it well. Whilst the model of
Chen et al. [125], which is based on CNN and MLP algo-
rithms, combines lexical analysis and data preprocessing
techniques to achieve higher accuracy results. Their model is
able to detect some 0-day attacks. However, it cannot detect
second-order SQL attacks. Using CNN also, Xie et al. [121]
utilizes elastic-pooling CNN (EP-CNN) algorithm to detect
SQL Injection. It is harder to bypass and can identify new
attacks.

Recently, Zhang et al. [130] presented an SQLNN deep
neural network model for SQL Injection attack detection.
The author compares this model with LSTM, KNN, and DT
algorithms and SQLNN shows better accuracy, precision,
recall, and F1-score results. Lately, Falor et al. [131] com-
pares different ML and DL algorithms for SQL Injection
attack detection, and came out with the result that CNN out-
performs other algorithms in precision, accuracy, and recall.
In another research [132], Li et al. suggested an algorithm
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TABLE 3. State-of-the-art of the research on Query Manipulation - SQL Injection.
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TABLE 3. (Continued.) State-of-the-art of the research on Query Manipulation - SQL Injection.
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TABLE 3. (Continued.) State-of-the-art of the research on Query Manipulation - SQL Injection.
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TABLE 3. (Continued.) State-of-the-art of the research on Query Manipulation - SQL Injection.

called AdaBoost based on structure of deep forest model.
In the training stage, their algorithm assigns different features
with different weights based on their influence on the results
and uses error rate to update the weights of features on
each layer. They claimed that their algorithm shows better
performance results than ML and DL.

Other researchers work dynamically on different aspects,
such as DeepSQLI tool of M. Liu et al. [122] is based on deep
natural language processing, and shows better results than
SQLMAP. Likewise in a dynamic fashion, Xiao et al. [133]
model is based on analyzing user behavior such as numbers
of requests sent, length of SQL character inserted in the
request and conducted operation in database. When behav-
ior is recorded as malicious, the attacker will be added to
the block-list, hence banning attacker from accessing web
application. Also dynamically, Qi and Dai [134] presented a
method to detect SQL Injection attacks based on an align-
ment algorithm. Operating on a different dimension using
both static and dynamic analysis, Singh et al. [135] detects
unauthorized users utilizing auditing database records.

Table 3 summarizes the state-of-the-art of the SQL Injec-
tion techniques, and manifests their pros and drawbacks,
together with target application, languages and metrics
used.

2) XPath INJECTION (XPathI)
XPath stands for XML Path Language which is a language
that is used to query the ExtensibleMarkup Language (XML)
file like SQL for Database Management System (DBMS).
XML files are usually used to store configuration related
to the application or to store user data such as information
related to authentication page, viz. roles, credentials and
privileges. XPath injection is similar to SQL Injection sce-
nario and when used without sanitization can allow unau-

FIGURE 8. PHP login script vulnerable to XPathI [20].

thorized users to supply and manipulate query that is used
to access and read stored confidential data. However, XPath
language unlike SQL does not support comment character,
so attackers need to build complete and successful malicious
query to run their exploits. Figure 8 shows PHP authenti-
cation code that uses XPath language which is vulnerable
to XPathI. Lines 2 and 3 receive user supplied data, whilst
line 4 builds XPath query from the users input that is stored
in lines 2 and 3 variables. Therefore, malicious user can
send malformed payload in the username field line 2, for
example:
admin’ or 2=2 or ‘b’=’c.
Then this malicious payload will build Xpath query that

will allow attackers to access admin profile without need to
provide password value:
//addresses[susername/text()=’admin’ or 2=2 or ‘b’=’c’

and password/text()=’’]/creditCard/text()
This code is vulnerable to XPathI because there is no

parameterized XPath or sanitization in user supplied data.
Therefore to prevent XPathI the following meta characters:
( ) = ’ : [ ] , / . * need to be prevented.
State-of-the-art research of XPath Injection Solutions
Table 4 summarizes the XPath injection solutions in the

literature. Few research [136], [137], [138], [139] is found
regarding XPath. Researchers [136] and [137] both use static
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analysis. Thomé et al. [136] proposed a method to reduce the
slice that is extracted by a tool in source code analysis. The
authors reduce slice length to only extract valuable and rele-
vant information needed to predict if there was a vulnerability
or not in the sink. However, their method only enhances slice
but not verify vulnerabilities. Later, Thomé et al extended this
work in [137] where they suggested a tool called JoanAudit
that works by data flow analysis to detect and fix common
injection vulnerabilities such as XSS, SQLI, XMLi, XPathI,
and LDAPi in Java web system. This tool slices sensitive lines
and sink of code that needs to audit regarding security checks.
Then the code is followed from source to sink using context
analysis and vulnerable sink that missed security or valida-
tion functions are reported. This tool has many advantages
such as detect vulnerabilities in early stage, security auditor
only needs 1% to inspect source code manually as well as
locate which line of source code has vulnerability. However,
it periodically needs update when any new source or sink are
released and add them to the configuration file. Furthermore,
it also needs comparison with prevailing tools to measure its
effectiveness properly.

On the other hand, [138] and [139] based their solutions
on dynamic analysis. Specifically, Clincy and Shahriar [138]
developed IDS by leverage generic algorithm to protect web
services from common web attack such as XPath injection,
XML bomb, remote file inclusion and SQL Injection. This
IDS is signature-based and work by analyzing SOAP mes-
sages against attack signature. It has the ability to generate
new attack signature and detect complex and simple forms of
variety injection attacks. However, it needs to be compared
with other IDS types such as anomaly based and increase
datasets for best evaluation

Deshpande and Kulkarni [139] worked from a different
perception using neural network to classify and identify user
input behavior for three groups valid, invalid and malicious.
After identification, if the user input is classified as valid, then
access to legitimate file is allowed, otherwise if the input is
classified as a malicious request, then user is redirected to
other counterfeit resources instead of original one. Finally,
if it was classified as invalid will provide a custom error mes-
sage. Their experimental results shows accuracy value over
90% in classification of input vectors, misleading attacker
and redirect him to fake resources and custom error messages
and access normal input if it contains special characters.

3) LDAP INJECTION
Lightweight Directory Access Protocol (LDAP) is an internet
open protocol used to store and retrieve data from a hier-
archical structure called LDAP information tree. It works
like computer’s folders that stores data inside directory in
a hierarchical way. It is commonly used in organizations
for authentication/authorization as well as when releasing
web applications. Hence, web application can integrate with
LDAP server. A malicious user could query LDAP server

1OCL =Object Constraint Language.

FIGURE 9. LDAPI attack [143].

FIGURE 10. PHP login code vulnerable to LDAPI [20].

with meta-characters in an unexpected way and retrieve
potentially sensitive data from LDAP directory if there is
no sanitization or validation and this is called LDAPI. This
is illustrated in Figure 9, where a normal operation versus
another operation containing code injection is presented.
This attack is conducted on the server side and works by
manipulating LDAP query logic such as SQLI and XPathI.
However, LDAP does not support comment character like
SQL. Therefore, attackers need to insert query that will cause
intended filter to be ignored.

Figure 10 presents authentication script that is vulnerable
to LDAPI. Lines 1 and 2 are used to connect web application
with LDAP server. Line 6 uses filter to authenticate users
login info that is supplied in lines 4 and 5.

If a malicious user enters as username Alice)(&)) and as
password any Password, he will cause unintended behavior
and bypass login validation by accessing Alice profile with-
out sending correct password. Therefore, the resulting filter
will be (&(username=Bob)(&)). Consequently, the password
value will be ignored and substituted by & character. There-
fore to prevent LDAPI, a validation in user input is required
and these characters ( ) ;, * | & = need to be blocked.
State-of-the-art research of LDAP Injection Solutions
*To our knowledge, very few approaches [72], [141], [142]

solving LDAP injection were found, as presented in Table 5.
In particular, Jawalkar et al. [142] utilized a hybrid approach
using both static and dynamic technique to test web appli-
cation vulnerabilities. Their approach focuses on Java lan-
guage specially input injection vulnerabilities such as SQL
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TABLE 4. State-of-the-art research on Query Manipulation - XPath Injection.

TABLE 5. State-of-the-art research on Query Manipulation - LDAP Injection.

Injection, XSS, LDAP injection, XML injection, HTTP verb
tampering and HTTP parameter pollution. Their approach
first uses Findbug tool to perform static analysis and reports
vulnerabilities, followed by dynamic analysis using Tom-
cat server to test reported vulnerabilities. Dynamic analysis
also will report vulnerabilities, but final report only contains

vulnerabilities that are reported in both static and dynamic
analysis. Therefore, it will produce a final report with high
confidence results and less false positives. However, this will
producemore false negatives because the vulnerabilities if are
not discovered by dynamic analysis will not be reported in the
final report and some vulnerabilities will not be discovered by
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dynamic analysis or may be blind and need further work to
detect.

On the other hand, researches [72], [140], [141] use
static techniques. In particular, P. Bulusu [140] applied OCL
fault-injection based testing approach for detecting LDAP
injection in source code. It first identifies LDAP function
used in source code and analyses it by applying fault adequate
test case generation algorithm. It has has high detection rate,
yet it does not extract design level information from source
code

Working manually, Shahriar et al. [141] proposed a new
method to detect LDAP injection manually. Their method
works by reading source code and identifying lines that are
related to LDAP query and building a flow chart for the
function they want to test and expressing various paths related
to make injection succeed. This technique has less false pos-
itives and negatives yet needs to be automated.

From a different perspective using data mining techniques
to classify the false positives, Medeiros et al. [72] developed a
WAP tool by introducing WAPe (extensions). Extensions are
weapons that solved extensibility issues and allow WAPe to
detect 15 classes of vulnerabilities. Aswell user can configure
it to handle new classes of vulnerabilities without program-
ming knowledge by defining entry points, sensitive sinks and
sanitization functions. It is an open source and first static
tool to detect NoSQL and comment spamming injection and
programmed with new weapon that handle $wpdb class to
detect SQLI inWordPress. In addition, it detects LDAP injec-
tion.Moreover,WAPe produces less false positives thanWAP
because it is developed with more symptoms aka attributes
that handle false positives as well as dealing with dynamic
attributes such as symptoms defined by a user. However,
a user does not have enough knowledge to define most entry
points, sensitive sinks and sanitization functions to detect
new classes of vulnerabilities. Moreover, attributes need to
be updated regularly to help predicting FPs.

4) NoSQL INJECTION
NoSQL is an approach to untraditional, unstructured database
that uses to store and retrieve data without using SQL query.
NoSQL databases are commonly used with large-scale web
applications. There are varieties of NoSQL databases that are
created for specific needs. MongoDB is the most common
used one that implements document store model, similar to
key-value model but in the value it stores all information
in the document. MongoDB uses Javascript object notation
(JSON) format to execute queries, which is well-defined and
natively implemented with most web application languages.

Figure 11 shows login code vulnerable to NoSQL Injec-
tion. In lines 4 and 5, two variables receive user input
then embed them into MongoDB query to lookup user in
its database without using validation or sanitization. There-
fore, this code is vulnerable and could allow attacker to
bypass login page if he supplies malicious payload such as in
username field: user=administrator and in the password

FIGURE 11. PHP login code vulnerable to NoSQL Injection [20].

field: password= [$ne]=1. This payload will compile in this
array:
array(‘‘username’’=> ‘‘administrator’’, ‘‘password’’=>

array(‘‘$ne’’= > 1)) and encoded in JSON format to execute
at MongoDB:
username: ‘administrator’, password: $ne: 1.
Therefore, break intended logic when send $ne that means

not equal and allow to access administrator without supplying
the correct password. To secure code from this vulnerability,
a proper validation by checking user input is required to
escape from these characters: <> & ; / : ’ * as well
as sanitization by using mysql_real_escape_string function,
which will escape from malicious characters as SQLI.
State-of-the-art research of NoSQL Injection Solutions
It is an injection vulnerabilities that appeared in 2013 men-

tioned inOWASP report under injection attack. Table 6 recaps
the solutions investigated in this category, where all use
dynamic techniques.

Ma et al. [144] detection approach, called dynamic
NOSQL injection attacks detection (DND), relies on parse
tree. DND focuses on MongoDB database. When receiving
HTTP request from the client, a parse tree is built according
to the client’s request and compared with the old record of
parse tree. If they are equal, that means no NoSQL Injection
is detected otherwise injection is detected and stored as text
in repository. DND approach shows less false positives, fewer
response time and high accuracy rates, but only detects injec-
tion in MongoDB database.

Researches [145], [146], [147] use pattern matching tech-
niques in detecting NoSQL Injection. For instance, Joseph
and Jevitha [145] proposed a dynamic solution based on
regular expression to detect and prevent injection attack in
MongoDBwhen deployed with Java language. Their solution
works by matching user input and decide if it contains injec-
tion or not. If entered input flagged as invalid the query will
not proceed to the database even if it was not attack intended.
They claim there is no false negatives in their solution but
this solution only detects blind-based boolean and time-
based NoSQL attacks. Moreover, some not intended attacks
input will be rejected. Eassa et al. [146] present independent
RESTful web service solution named DNIARS to detect and
prevent NoSQL Injection attack. DNIARS is built using PHP
language and has the ability to response to variety of request
formats viz. XML and JSON. It works by checking if there is
no injection, then returns 200 status code and continue exe-
cuting the NoSQL query. Otherwise if injection is detected,
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it will return 400 status code and display error message as
well as stop executing NoSQL query. DNIARS tool has less
error rate but the request needs more time because another
request will be generated from web server to web service
DNIARS tools. Furthermore, if DNIARSweb service is down
there will not be any detection. A different approach for
detecting NoSQL Injections using supervised learning tech-
nique was suggested by Rafid et al. [147] by creating two
categories benign and injection. Their tool detects injection
of both MongoDB and CouchDB but can extend to other
NoSQL databases withminormodifications. Their tool works
as server plugin, which automatically opens a port and listen
in the web server. Then, it intercept requests when there is a
communication between a web server and NoSQL database.
After interception, it only sends benign query to the back-end
NoSQL database. This tool shows better results in detecting
NoSQL Injection, and has the ability to detect most NoSQL
Injection attacks, but needs to increase its dataset.

B. CLIENT-SIDE INJECTION
This category differs from the others in that here the target is
users not the application itself, through executing malicious
client-side script (e.g., JavaScript) in the victim’s browser.
There are three vulnerability classes, namely cross-site script-
ing (XSS), header injection (HI) and email injection (EI),
which are hereafter explained.

1) XSS INJECTION
Cross-Site Script (XSS) is one of the most vulnerabilities that
affects web applications and websites because XSS occur
in environment that can parse and understand Javascript.
Additionally, it is considered the most reported vulnerability
in hacker one bug bounty platform. It is considered a type
of injection attack because it occurs when an attacker injects
malicious code in the web application and sends it to other
users. This flaw is succeeding because it is quite widespread
in most web applications and occurs when web application
utilizes users input and generate output based on it without
encoding or validation [148], [149]. When exploiting XSS,
attacker can inject JavaScript code that allows to steal user
cookies, session or redirect users into fishing web sites as
displayed in Figure 12.

XSS can be classified into three types:
• Reflected XSS: is non-persistent. Attacker needs to send
malformed URL with injected Java-script code to other
users.

• Stored XSS: is persistent and attackers inject malicious
JavaScript code in the database. Therefore, there is no
need to send malformed URL or to interact with the
victim where users request web application page that
retrieves its content from the injected database.

• DOM Based XSS: is a less well-known kind of XSS and
occurs in the DOMenvironment not in the response code
from the server.

To prevent XSS attack, a sanitization is required by using
function such as htmlentities() and/or by encoding output.

FIGURE 12. Stored XSS attack to steal user cookies [150].

Encoding techniques can prevent metacharacters such as
< and > to interpret as HTML code instead of using it as
normal character.
State-of-the-art research of XSS Solutions
Researchers [151], [152], [153], [154], [155], [156] use

ML concept to detect XSS attack, as synopsizes in Table 7.
For instance, Rathore et al. [151] proffered an approach
to detect XSS attack on social network services (SNS).
Ten different classifiers are used to classify webpages into
XSS or not-XSS. This approach shows better accuracy and
lowest FP in the SNS environment. However, its dataset
need to be updated regularly to work better. On the other
hand, Banerjee et al. [152] detect modus operandi of XSS
attack via two features: URLs and JavaScript. They use four
ML algorithms (SVM, KNN, Random forest and Logistic
Regression), and hence classifying webpages as malicious
or benign. They inferred that the Random Forest Classifier
was the most accurate having the lowest false positive rate
of 0.34. As well Mereani et al. [153] investigate SVM, KNN
and Random Forests and achieved high accuracy and preci-
sion. Whilst Gogoi et al. [154] also compare ML techniques
in detecting XSS attacks. Specifically, researchers [155],
[156], [157] propounded other solutions using genetic
algorithm. Gupta et al. [155] further compare their classifica-
tion accuracy with NB, random forest (RF), logistic regres-
sion (LR), SVM, AdaBoost, and MLP. They achieve high
accuracy of 98.5%. Whilst research [157] utilized genetic
algorithm-based fuzzing scheme to sequence the attack vec-
tors into genes, which are then repeatedly optimized using the
grammatical structure features of XSS together with common
bypass methods. They profess high precision and accuracy
rate. However, their parallel detection performance may be
further optimized and improved. Lu et al. [156], on the
other hand, detects XSS attacks using a fusion verification
method that amalgamates traffic detection with XSS payload
detection. Their experiments have an increase in accuracy by
3.81%, in recall rate by 48%, and in F1-score by 27.94%.

Researchers [158], [159] work on both ML and DL in
detecting XSS attacks. Using a fuzzing-based approach,

40146 VOLUME 11, 2023



F. Faisal Fadlalla, H. T. Elshoush: Input Validation Vulnerabilities in Web Applications

research [158] realized a black & white attack that enhances
the confidence coefficient of malicious samples. Their
approach is an adversarial attack model based on Soft
Q-learning, which has an escape rate of over 85%. On the
other hand, Zhou et al [159] proffered an ensemble learning
approach to detect XSS attacks. Sorting the nodes, using the
Bayesian network, could aid in real time attack detection.
Howbeit, they need more testing to verify their method. Other
researchers [160], [161], [162], [163], [164], [165], [166],
[167], [168] present DL XSS attacks detection approaches.
In particular, [161], [162], [163], [164] use LSTM in
their detection methods. Specifically, the approach of
Lei et al. [161] is based on the attention mechanism of LSTM
recurrent neural network. They preprocess the data then uti-
lize word2vec to extract XSS payload features and finally
map them to feature vectors. The LSTM-Attention detection
model, which is an improvement to the LSTM model, was
developed to train and test the data. The context-related fea-
tures for DL are extracted using LSTM, then the added atten-
tion mechanism is utilized to extract more effective features.
Their model achieves a precision rate of 99.3% and a recall
rate of 98.2%.

From a different aspect, to defend embedded devices
deployed in intelligent IoT system against XSS attack,
research work of [162] uses a fog-enabled approach that
detects by comparing injected strings with the block-listed
attack vectors. Further, they prevent by utilizing an optimized
filtering method. They claim high accuracy up to 90%. On the
other hand, Yong et al. [163] use LSTM RNN to train and
test the detection model, achieving a precision rate of 99.5%
and a recall rate of 97.9.%.Whilst [164] combined CNNwith
LSTM after decoding, generalizing and tokanizing, then next
utilizing word2vec to change words into word vectors. Their
method achieves excellent accuracy of 99.3%.

Researchers [165] and [166] use MLP in their methods.
Research [165] detects XSS using a robust ANN-based MLP
scheme, using a large real-world dataset. They achieve high
accuracy, detection rate and AUC-ROC while maintaining
low FP rate. Whereas, research [166] use MLP DL model in
five phases namely extraction, feature engineering, datasets
generation, then DL modeling, and classification filtering.
Their experiment shows high accuracy of 99.47%.

Utilizing neural networks, [160] and [167] proffered
solutions for XSS attacks. Research [160] utilized Con-
volutional Deep Neural Network (CDNN) in preprocess-
ing, then they use noise filtering to encode and train
the CDNN for removing SQL and XSS special symbols.
Their method has a reduced processing time. Whereas,
researchers [167] use Convolutional Gated-Recurrenr-Unit
(CGRU) neural network. Instead of a pooling layer, a gate-
recurrent unit is used to do feature acquisition on the
time dimension, yielding high-accuracy multicategory results
above 99.6%.

Other researchers [168] work differently using DL GAN
technique to optimize the detection of XSS attacks. Their
model is enhanced using Monte Carlo tree search (MCTS)

algorithm, which is utilized to produce the adversarial model
for training and testing.

Same authors Gupta et al. [169], [170], [171] work on
mobile cloud computing application, virtual cloud server,
and HTML scripting. Specifically, the work of [171] uti-
lizes context-sensitive sanitization with HTTP requests.
Research [169] uses PHP web applications with BlogIT,
whilst the method of [170] works on virtual cloud server
based on HTTP requests.

From a different facet, instead of using black box,
Antonin et al. [172] uses gray box. Their method utilizes
HTML output with HTTP request based context-sensitive
XSS flaws.

2) HEADER AND EMAIL INJECTION
Header Injection (HI) occurs when web application receives
input from a user without security check and includes that
input in the HTTP response headers. This allows an attacker
to break the normal response and inject it with the new line
(\n) and carriage return (\r) characters to execute attacks such
as response splitting, Cross-Site Scripting, session fixation
and malicious redirection. To prevent this attack, it is highly
recommended to avoid returning user input into HTTP head-
ers or by sanitizing user input for line-feed characters and
carriage-return.

Email injection (EI) is similar to HI and occurs when there
is vulnerable web contact forms that allow users to send
email. The malicious user can inject vulnerable forms with
line termination characters, which allow attacker to manip-
ulate email components (such as content, sender, receiver,
etc.). Protection against this vulnerability is alike in HI.
State-of-the-art research of Header and Email Injection

Solutions
Table 8 sums up the Header and Email injection solu-

tions in the literature. Researchers Medeiros et al have two
researches [173] and [174]. For instance, research [174] built
a new tool called WAP to detect as well as go further by
correcting vulnerabilities in source code. Their tool works by
combining different approaches specifically Taint Analysis
(human coded knowledge) with data mining supervised tech-
nique (automatically get knowledge). WAP is implemented
in three phases. First, it performs taint analysis to flag vul-
nerabilities. Second, each candidate vulnerability enters data
mining process to classify which one is a real vulnerabil-
ity and which one is an FP. In the last phase, after being
confirmed as real vulnerabilities, they will enter a correction
step by adding proper code that will eliminate vulnerabilities
i.e., validation and sanitization functions. It performs global
analysis by scanning connected modules not only current
file, and shows better accuracy and precision results when
compared with Pixy as well as PhpMinerII tools. Actually,
accuracy 45% better than Pixy’s and 5% better than Php-
MinerII. One more benefit that it can handle eight classes of
input validation vulnerabilities. However, attributes used in
data mining to classify FPs from real vulnerabilities need to
be updated regularly because there is always new ones created
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TABLE 6. State-of-the-art research on Query Manipulation - NoSQL Injection - Dynamic techniques.

and evolved. Moreover, WAP is only configured with static
attributes not dynamic one such as user defined function,
moreover source code used in WAP tool is hard to extend
to new classes of vulnerabilities. Another static approach
suggested by the same authors [173] inspired in natural
language processing NLP, which makes static tools learn
to detect vulnerabilities automatically without programing
knowledge about how each vulnerability is discovered. They
implemented this concept in a tool called DEKANT, which
uses sequence model hidden Markov model (HMM) for
learning to characterize vulnerabilities from a corpus (group
of instructions ‘not slices’ converted to ISL) as vulnerable or
not. ISL is an intermediate slicing language produced by the
authors that translates source code into tokens to represent
code. It is a crucial part in the approach, where it stores
info about which group of instructions lead to vulnerabilities.
Then utilizing this knowledge (namely which instructions
may lead to a flaw) with remaining slices to classify them.
Sequencemodel is differing from standard classifiers where it
takes the order of source code elements and relation between
them into consideration to reduce FPs.

Working dynamically from a different perspective,
Chandramouli et al. [175] developed a tool for detecting
email header injection through fuzzing web application to
find email form then sending request to test it by predefined
payloads and based on the response can determine if it
vulnerable or not. Their tool detect email header injection
in many programing language, nonetheless can not test email
header injection if CAPTCHAs is used.

C. INFORMATION DISCLOSURE
This last proposed category considers vulnerabilities dealing
with access to URL locations and unintended files to access
or disclose/read operating system file from application file
inclusion feature. The following vulnerabilities are related to

FIGURE 13. File inclusion feature [176].

this category: local file inclusion (LFI), remote file inclusion
(RFI), Path Traversal (PT), Information leaks (IL), Directory
Listing (DR) and Predictable Resource Location (PRL).

1) FILE INCLUSION (FI)
There are few researches conducted on detecting FI vulnera-
bility. It has two types local and remote inclusion.

• Local File Inclusion(LFI)
* It is a vulnerability that allows an attacker to exploit
the feature of file inclusion in web application through
reading files from the server, as shown in Figure 13. LFI
attack can lead to read sensitive files, configuration, XSS
or even remote code execution (RCE). To secure from
LFI, a developer needs to explicitly build white list for
required files or use if statements besides not allowing
users to control file include feature.

• Remote File Inclusion (RFI)
RFI is similar to LFI, but differs in the required files.
In the RFI, the web application requests files from
remote location not in the local host. Exploiting RFI
can lead to the same risks that are caused by LFI.
Figure 14 displays RFI attack where an attacker con-
trols file parameter via URL to retrieve and execute
malicious payload from the server that he/she controls.
Fortunately, most current PHP installation configured
with allow_url_include feature to off, which prevents
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TABLE 7. State-of-the-art research on Client-side - XSS injection.
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TABLE 7. (Continued.) State-of-the-art research on Client-side - XSS injection.

malicious user from include remote files. Nonetheless,
this prevents RFI but not LFI.

State-of-the-art research of File Inclusion Solutions
A prevention technique presented by Tajbakhsh and

Bagherzadeh [178], called AntiLFIer, prevents local file
inclusion vulnerability in PHP language. This framework is
written in Java and work by only allowing to include PHP
scripts that are locally located in the root folder or subfolder
related to the web site. These PHP scripts are labeled as
trusted files and other files are labeled as untrusted file. This

framework only includes PHPweb site code as well as trusted
list encrypted by administrator private key. However, attacker
can delete trusted list file if he/she gets access to the web site
directory. On the other hand, Hassan et al [179] proffered a
model to detect local file inclusion (LFI) vulnerability. This
model is implemented using Python language. The tool is
developed with five steps:

• URL validation: identify host status through checking
HTTP response code if matched with 200 then host is up
and forward to next step otherwise the host is considered
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TABLE 8. State-of-the-art research on Client-side - Header and Email Injection - Static techniques.

FIGURE 14. Exploit RFI and execute payload from attacker server [177].

down and the tool will display an error message ‘‘Host
server is not available’’.

• Crawling: this step will send many requests to identify
URL endpoint in the application. Then extract parame-
ters from endpoint

• Execution of the URLs: sends LFI attack payload to
crawled pages.

• Collect and Matched Response: receives response and
matches it with predefined expressions to confirm if
there is LFI or not.

• Provide Output: shows output result to the user.

This model has an advantage of comparing between manual
and automated LFI detection and presents high accuracy
value. However, it only detects LFI in $_GET method and
also leaves many host without checking because it only con-
siders host is up when receiving 200 status code. Therefore,
it needs to dig dipper when receiving other meaningful status
code such as 301, 302, 403, and 500.

These solutions are summarized in Table 9.

FIGURE 15. Manipulate filename variable to perform PT/DT attack [180].

2) PATH TRAVERSAL (PT)
PT is an attack that works bymanipulating sanitized variables
that reference files aiming to access files/directories stored
outside the web root folder. Figure 15 explains PT attack.
When exploiting PT, an attacker can read arbitrary files such
as sensitive operating system files, configuration and applica-
tion code on the back-end system. This attack is also known as
‘‘directory traversal’’, ‘‘dot-dot-slash’’, ‘‘directory climbing’’
or ‘‘backtracking’’.
State-of-the-art research of Path traversal Solutions Flan-

ders [181] presented new algorithm to prevent directory (DT)
traversal attacks. This algorithm is written in C program-
ing language and works by using both path string canoni-
calization and whitelisting technique to prevent DT. Their
algorithm is easy to test, lightweight, easily extendable, cross-
platform compatible as well as intuitive. However, they need
to test this algorithm with more real application and compare
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TABLE 9. State-of-the-art research on Information disclosure - File Inclusion - Dynamic solutions.

TABLE 10. State-of-the-art research on Information disclosure - Path Traversal - Dynamic solution.

it with more algorithms to measure its effectiveness properly.
Their method is recapitulated in Table 10.

3) DIRECTORY INDEXING
Directory Indexing (also called Directory Listing or Brows-
ing) occurs when user clicks URL to access web page but
there is no index default page. Therefore, user can view
besides download entire files located on the same direc-
tory/folder of the visited URL file. The danger of this mis-
configuration allows attacker to read sensitive files such
as database configuration or third-party services that assist
attackers to escalate the attack. To protect from directory
indexing the administrator of the web server has to configure
web server properly, such as preventing viewing files located
in the server when there is no index page.

4) INFORMATION LEAKS
This command occurs when web application reveals sensi-
tive information, example a comment created by a developer
in HTML, error messages or debug mod. This information
may be critical such as credential, source code or unsecure
endpoint, or not critical such as framework version or rec-
ommendations but can also help attackers to leverage attack
and cause damage to the application. Therefore, revealed
information needs to be restricted.

5) PREDICTABLE RESOURCE LOCATION
This attack is used to discover hidden function and content
of the web application by sending guessing requests for

unintended public content and brute force critical files and
endpoint such as backup and configuration. These discovered
files may disclose sensitive and critical information related
to the web application database, passwords, admin panel,
machine names that host web application and paths to other
sensitive areas.

VI. EVALUATION METRICS
This section presents the most commonmetrics used to assess
the performance of the reviewed suggested techniques. Every
metric is represented by the number of its occurrence in the
reviewed articles as depicted in graph 16. As can be seen from
the graph, the most common evaluation metric as yet is accu-
racy, then precision and DR or recall, which were used by
most of the total reviewed articles. Next in popularity comes
FP and TP. In actual fact, other evaluation metrics viz. TN,
FN and Fi-Score share great popularity amongst the reviewed
techniques. However, others like response time, specificity,
AUC-ROC, detection time, scalability, memory consump-
tion, payload ratio, predictive capacity, no. of reductions,
escape rate and mutation score were noticed with varying
less popularity. Actually, regarding negative tests, researchers
have to embed more to their metrics evaluations because TN
shows real result of no vulnerability found. On the other
hand, FN is most danger because it unveils no vulnerability
in applications that really have.

Recalling the following metrics [125], [165]:
True Positive (TP): is the number of actual attacks that are

correctly classified.
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True Negative (TN): is the number of legitimate statements
that are correctly classified as safe.
False Positive (FP): this is a false vulnerability reported

that happens when the tool incorrectly reports vulnerability
that does not exist.
False Negative (FN): this occurs when a scanner fails to

recognize known vulnerability.
Accuracy is a measure of the number of correct predictions

of the total number, as presented by equation 1 [165].

Accuracy =
(TP+ TN )

(TP+ TN + FP+ FN )
(1)

Detection rate (DR) or Recall (also known as Sensitivity)
is the ratio between the correctly detected attacks and all the
actual attacks as shown by equation 2 [165]. This metric is
also well known as True Positive Rate (TPR).

Detection rate (DR) or Recall =
TP

TP+ FN
(2)

The False Positive Rate (FPR), on the other hand, measures
the ratio of false positives within the negative samples, which
is presented by equation 3.

False Positive Rate or (FPR) =
FP

FP+ TN
(3)

Equation 4 shows precision (also known as Positive Pre-
dictive Value (PPV)) representing the proportion of predicted
accuracy in the total number of predictions [165].

Precision (or Positive Predictive Value) =
TP

TP+ FP
(4)

The Negative Prediction Value (NPV) is presented by
equation 5

Negative Prediction Value ==
TN

TN + FN
(5)

F1-Score is a measure combining both precision and recall
as given by equation 6 [165].

F1 − Score = 2 ×
Recall × Precision
Recall + Precision

. (6)

Specificity, also known as True Negative Rate (TNR) is
gauged using equation 7.

Specificity =
TN

TN + FP
(7)

Misclassification Rate (Error Rate) is the number of false
predictions of the total number, which is calculated as pre-
sented in equation 8 [165]:

Misclassification Rate =
(FP+ FN )

(TP+ TN + FP+ FN )
(8)

AreaUnder the Curve is gauged by equation 9 below [165]:

Area Under the Curve (AUC − ROC)

=
1
2

(
TP

(TP+ FN )
+

TN
(TN + FP)

)
(9)

Other metrics varying in popularity viz.:

Memory consumption, which reveals the memory (RAM)
resource utilization [81].
Response time is the taken time in HTTP response [98].
Scalability is ability to increase features and work with

other platforms [136].
Payload ratio is the size of the payload in the test [114].
Mutation Score [140] is the ratio between the number of

test cases included in the test set to the total number of test
cases generated.

VII. ANALYSIS
Security is unarguably the most key concern for web applica-
tions, to which SQL Injection (SQLI) and XSS attacks are the
most ruinous attacks. The pie chart of Figure 4 affirmed that
injection vulnerabilities are most danger specifically SQL
Injection and there are more research papers than other issues
in web application. SQL Injection has more papers because
it is ranked number 1 in injection vulnerabilities. Regard-
ing our proposed classification the query manipulation has
more papers followed by client side injection. Specifically,
XSS attacks are the most popular in client side injection
category. Information disclosure category has fewest solution
papers. Moreover, directory indexing, information leaks and
predictable resource location have no solution articles from
sounded journals. Therefore there is a demand for more
research solutions in these topics.

As proclaimed in Figures 17 and 18, dynamic is the most
implemented one in this survey because dynamic is more
easily to develop than static. Dynamic work is similar to
fuzzing concept that send large number of requests and notice
responses for some characteristics, if found that means there
is a vulnerability. Regarding the Information disclosure cat-
egory, all reviewed articles use dynamic techniques. Never-
theless, static technique needs to specify target language to
protect and know its critical sink and code structure but it
suffers from more FPs. Howbeit, static techniques are more
complex yet accurate because it scans source code not just
sends a request.

Whilst the works summarized in the previous sections are
of obvious value to input validation vulnerabilities in web
applications, there is, in our opinion, a scarcity in hybrid
solutions in all categories. We noticed few solutions take
advantage of both static and dynamic techniques and merged
them together. Therefore, there is a need for more study in
hybrid techniques and also more accurate static techniques.

Figure 19 illustrates that the most used target applications
for presented solutions are real and custom web application
because they are most and old form of web application,
whereas web service is less used. Furthermore, to our knowl-
edge, there is no test in real web service. Therefore, in future
researchers have to focus to test their solutions in real web ser-
vices because web services are becoming more important and
more frequently used nowadays. Web service used to allow
various applications to communicate such as web application
with desktop application or mobile app, escetra.
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FIGURE 16. Evaluation metrics distribution.

FIGURE 17. Distribution of query manipulation static/dynamic techniques.

When static technique is used, target language have to
be specified because it will find vulnerability based on the
syntax of the language. Also there are few solutions that

implement dynamic technique require specific language.
Figure 20 demonstrates the distribution of target language
used in the literature solutions and shows that PHP language
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FIGURE 18. Distribution of client side static/dynamic techniques.

FIGURE 19. Distribution of the target application commonly used.

is the most target language which researchers focus on for
protection. This is because it is the most used back-end lan-
guage in internet and most developer start with this language.

Therefore, there is a need to developmore static security solu-
tions that focus on JAVA and .NET language. Furthermore,
other back-end languages and framework such as node.JS,
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FIGURE 20. Distribution of the language commonly used.

Python, Ruby, Laravel, Django etc, have few studies in the
literature.

Based on the aforementioned review, the deep learning-
based XSS detection has commenced from 2018 till up-to-
date. Multifarious DL techniques have been amalgamated
to develop efficient and effective schemes to detect/prevent
various attacks from different categories viz. MLP, LSTM,
DBN, ANN, CNN, CDNN, and RNN. Thus, this offers a
profound insights into the need of in depth study of DL
techniques.

VIII. LIMITATIONS AND FUTURE WORK
This section highlights the limitations of the prevailing
work. The main aspect that can be covered further in this
review is a comparison in real environment of the pro-
posed tools/solutions in previous study and notice their
effectiveness for detecting vulnerabilities. Future work will
focus on add more vulnerabilities to each category as well
as more research papers that focus on data mining and
machine learning techniques. In addition, a unified evalu-
ation environment that includes controlled parameters can
be designed to enable a fair comparison for each mentioned
solution.

IX. CONCLUSION
Security is indisputably the most serious concern for Web
applications. Input validation vulnerabilities happens because
user enters malicious input and servers have no validation or
sanitization of user input. In this paper, a review has been
conducted on the solutions of various input validation vul-
nerabilities. The solutions have been collected in a systematic
manner on four major digital databases. The proposed review
aims to shed light on the solutions and ideas proposed in
input validation vulnerabilities. Existing reviews focus on
general kind of vulnerabilities, yet this paper focused on input
validation issues.Moreover, the existing review articles suffer
from poor categorization and overlapping. Furthermore, up to
our knowledge, there is no deep study for defending against
them. This review proposes a new classification of input
validation vulnerabilities namely query manipulation, client
side injection and information disclosure.

The contribution of this paper is summarized hereafter:

• It reviewed existing web vulnerabilities and their types
from 2015 - up-to-date.

• Provided technical as well as literature solutions that
reduce web application vulnerabilities. The goal is to
elucidate the present methods, unveil and discuss their
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pros and drawbacks, moreover investigate the gaps and
hence give insight for future research.

• A new classification for input validation vulnerabilities
is proffered.

• Displayed statistical distributions of the various tech-
niques in the different proposed categories.

• Demonstrated the distribution of the static, dynamic and
hybrid solutions.

• Presented the most commonmetrics used to measure the
performance of the reviewed suggested techniques, and
their distributions in the literation solutions.

• Manifested the statistical distribution of the target apps
and the programming languages used in the literature.
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