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ABSTRACT Methods for automatic analysis of user interfaces are essential for a wide range of applications
in computer science and software engineering. These methods are used in software security, document
archiving, human-computer interaction, software engineering, and data science. Even though these methods
are essential, no single research systematically lists most of the methods and their characteristics. This paper
aims to give an overview of different solutions and their applications in the separate processes of automatic
analysis of user interfaces. The main focus is on the techniques that analyze web page layouts and web page
structure. Web pages’ style, type of content, and even structure constantly (often drastically) change, as do
methods that analyze them. The fact that most methods use very different datasets and web pages of various
complexities are some of the reasons that the direct comparison of methods is difficult, if not impossible.
Another fact is that the vast applications of methods practically solve similar problems. With these facts in
mind, in the paper, we surveyed relevant scientific articles, categorized them, and provided an overview of
how these methods have developed over time.

INDEX TERMS GUI similarity detection, GUI testing, HCI, information retrieval, software engineering.

I. INTRODUCTION
The need for automatic analysis of user interfaces originates
from different fields of computer science, from computer
security to software engineering. In the last 10 to 15 years,
many new methods in various areas have been published.
However, they have never been systematically analyzed and
listed in one place. This fact is the primary motivation for
writing this paper. The paper focuses on methods for testing
and processing web page layouts. After selecting and finding
relevant articles, we noticedmany solutions that target similar
problems in different fields.

Web-based interfaces are present in a wide variety
of applications. Their importance can be seen from the
following perspectives:

• minimal setup - they are available in web browsers
which usually do not require additional setup like in
desktop of native mobile applications;
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• portability - a web-based application that users can
access on different kinds of devices. Usually, the only
requirement is the internet connection;

• availability of data - users can share data in the
application with different users, and make queries on a
vast amount of data;

• control of access - the application owners have a way to
provide their application to the users in a way that they
can reliably control.

These are some of the factors that make web applications
attractive for various fields of application. For example, in the
case of software engineering, the exciting aspect of web
applications is development and maintenance. On the other
hand, in information retrieval, they are essential due to the
amount of readily available data, and due to the number of
users and various types of users, they are also attractive for
research in the field of Human-Computer Interaction.

A web page user interface consists of an HTML code that
gives structure and content and a CSS code that defines the
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style of each UI element on the page. Many factors must be
considered when programming user interfaces for web pages.
Some of them are:

• Screen size - users can view a web page on devices with
widely different screen sizes. If the web page is designed
and implemented for one screen size, it does not mean
it will be usable on other screen sizes. Change in screen
size can make elements of UI overlap or protrude from
the screen;

• Web browser - each web browser can have a different
engine for processing and displaying HTML and CSS
code. Even though there are standards for CSS and
HTML, these differences can cause one web page to be
correctly displayed on one web browser and incorrectly
on another;

• Type of device or operating systems - Users can use a
web page on a wide variety of devices with different
configurations and consequently face different problems
in the web page layout;

• Localization and internationalization - a web page that
is localized in one language can change its appearance.
For example, some labels could be longer than on the
original page, which can break a web page layout;

• Different configuration of the same web browser -
changes in web browser configuration, plugins, and
themes can have different effects on the web page
appearance;

• Animations and dynamic contents - dynamic changes in
content or element animations affect methods that use
screenshots comparison. Two screenshots of the same
web page can be detected as different web pages when
dynamic contents or animations exist on the page;

• Cross effects of CSS rules - one HTML element or
component can have CSS code that overrides some
common rule on the web page which can change the
appearance of the web page when a component or
element is added or changed.

These factors are why testing and analysis of web page user
interfaces can be a difficult problem, making most methods
that work on desktop user interfaces unusable on web
pages.

In this paper, an overview of the most influential papers
on this topic is given, a chronology of the evolution of the
methods, and a list of methods and their approaches to the
problem. To the authors’ knowledge, this has never been
done in one paper. Motivations for methods are different. For
example, some methods do phishing detection by analyzing
the layout and structure of user interfaces, some do regression
testing of web page layouts, some use the layout information
as another factor in data analysis, and some test layouts on
different devices and web browsers. This paper aims to give
a better understanding of which methods exist and highlights
the main problems that are being solved. Some methods have
been developed with one application goal, possibly without
knowing other possible fields where similar problems are
considered.

TABLE 1. List of abbreviations.

During the evaluation, we asked the following questions:
• RQ1 – What research fields analyze and test web-based
user interfaces?

• RQ2 – What problems are researchers solving by
analyzing user interfaces?

• RQ3 – Is there an overlap of problems solved in separate
research areas?

• RQ4 – What research methodologies are used?
• RQ5 – Is the field of user interface analysis still active
and evolving?

We formulated research questions to cover different areas
of research. The first two questions give a comprehensive
view to discover many research areas and problems. The
significance of RQ3 and RQ4 is to provide structure and
meaning to results. Finally, the last question highlights the
context of the topic in time (past and present).

A. LIST OF ABBREVIATIONS
Multiple abbreviations of names for technologies, terms, and
approaches appear in this paper. To avoid the problem of
confusion and make it easier to find the meaning of these
abbreviations, we created a table of all the abbreviations that
appear in this work. Also, explaining abbreviations in the
text where they appear can sometimes disrupt the reading
flow. In the Table 1 we list all used abbreviations and their
meanings.

II. RELATED WORK
This section gives an overview of the papers that survey the
problem of automatic web page layout analysis in different
fields.

In [1], overview of the papers focused on GUI testing
is given. The main conclusion is that most methods are
model-based, but in a real-world application, methods such as
Selenium, JFCSUnit, and Android Monkey are not based on
models. This paper does not give insight into which methods
can perform layout analysis in graphical user interfaces.

From the aspect of web security, there is an overview [2]
of methods used to detect web-based phishing attacks. Some
of the methods mentioned in the paper are based on the visual
analysis of the web pages. Therefore, this paper is used as a
starting point for finding relevant papers in this field.

Automatic layout analysis is also used in the field of data
information retrieval. Overview of those papers can be found
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in [3] and [4]. Even though they analyzed many methods,
their focus was not only on the layouts of web pages. Many
of the methods are focused on different types of documents.
Some of the methods overlap with the topic of this paper.

Regarding Human-Computer Interaction, the paper [5]
gives an overview of methods for automatic analysis of web
interfaces’ usability. The authors show that about 33% of
methods are automated, and most methods are analytical
modeling or simulation-based. This paper gives a detailed
and systematic overview which is used as guidance. Since
publishing, many new methods have been developed that are
not covered by this paper.

To the authors’ knowledge, no work has made an extensive
analysis and review of methods for automatic analysis of user
interfaces or websites in terms of the layout.

III. RESEARCH METHODOLOGY
We used recommendations presented in [6] to write the
review. A strategy for selecting and evaluating articles based
on the advice is formulated. We divided our research strategy
into three steps: searching, filtering, and evaluating papers.
The first step’s goal is to include as extensive a set of relevant
papers as possible. The second step aims to reduce the number
of articles so that only those that deal with the topic and are
of sufficient quality remain. The last step requires a deeper
analysis of the works and a better understanding. We chose
this strategy to optimize the time that needs to be spent to
consider each paper. After the first two steps, we can study
the remaining papers in detail in a reasonable amount of time.

A. SEARCH METHODOLOGY
The research is made using different indexing services for
scientific papers. All the papers considered are in the English
language and are peer-reviewed. The selection is made in
the first stage so that all papers have at least minimal
intersection with the topic. Keywords used in the search
are ‘‘layout testing’’, ‘‘web page similarity’’, ‘‘user interface
layout testing’’, ‘‘user interface similarity’’, ‘‘visual GUI
testing’’, and ‘‘layout faults web page’’. Search engines used
are Science Direct, Google Scholar, ACMDigital library, and
Academic Microsoft (Academic Microsoft was discontinued
in the middle of the research). Different search engines are
used to obtain a more exhaustive set of papers. After the
preliminary search, more than 400 results are found. Papers
are then filtered by title and abstract. After that, all papers that
do not cover the topic are eliminated from further research.

B. FILTERING METHODOLOGY
All documents found in the first step (search) are filtered by
the rules of inclusion and exclusion formulated in Table 2.
Some articles do UI testing, which is focused on UI event
testing. This type of testing is not part of the central theme of
testing and analyzing a layout of UI elements. This exclusion
criterion filtered about 80% of papers in this step. Other
articles ruled out are not peer-reviewed self-reported articles
or short papers. We can make this first filtering step fast by

FIGURE 1. Overlap of problems in different fields.

analyzing abstracts and conclusions, and it does not require
deep paper analysis.

Rules for filtering are made to cover different research
areas but in a structured way. All papers need to follow two
basic rules:

• The goal of the research in the paper is similar or the
same as web page layout testing or analysis

• There are definedmethodologies and explanations of the
presented method

After filtering 66 papers remained (46 published in confer-
ences, and 20 published in journals). These papers are then
analyzed and evaluated in detail following research questions
(presented in I).

C. EVALUATION METHODOLOGY
After filtering, there are roughly five areas into which the
works can be classified based on their contribution. Different
problems and approaches which solve them are recognized in
these works, but in all papers, the topic of analysis of (web-
based) user interfaces is present. This classification is based
on the answer to the RQ1.

With this in mind, this paper will give an overview of the
main approaches in five domains (Figure 1).

For each domain, we have listed papers that are relevant
to it. When examining articles, we paid attention to RQ2 and
RQ4. The first part refers to the formulation of the problem
and the problem-solving approach, and the second part refers
to the experiment’s type, description, and results. Some
papers do not have quantitative results. But they have valuable
observations and recommendations. For those papers, the
main conclusions and approaches to the problem are noted
and used for overview and comparison.

After reviewing the works of each domain, we present
summary statistics on the problems being solved. This
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TABLE 2. Inclusion and exclusion criteria for filtering papers.

information, together with the individual answers to RQ4,
provides a solution toRQ3. By analyzing papers’ publication
frequency, we can get an answer to RQ5.

IV. RESULTS
The automatic analysis of web page layout can be used in
many fields of computer science and engineering (Figure 1).
In this section, five fields are considered, and their specific
problems and solutions are presented. Those fields are:

• Security - Web phishing detection
• Archiving - Web page archiving
• Human Computer Interaction
• Software Engineering - User interface testing
• Information retrieval

The list of the research fields is the answer to the RQ1.
We analyzed some statistics for all papers selected after

the filtering step in four categories (the ‘‘Web archiving’’
category has only one paper, so analysis is trivial). The first
statistic is article source type, conference, or journal (see
Figure 2). For example, in the categories of ‘‘Web phishing
detection’’ and ‘‘UI testing’’, most papers are published
in conferences, and only a few are published in scientific
journals. On the other hand, the categories ‘‘Information
retrieval’’ and ‘‘Human-Computer Interaction’’ papers are
equally published in conferences and journals.

In the following list, we present the most common journals
that include two or more papers (journals are sorted by the
number of published papers, all papers that remained after
filtering are counted):

• Elsevier - Information and Software Technology
• ACM Computing Surveys
• Elsevier - Data & Knowledge Engineering
• Springer - Empirical Software Engineering
• Wiley - Software Testing, Verification and Reliability

The list of most common conferences is made in the same
way:

• IEEE Conference on Software Testing, Validation and
Verification

• ACM International Symposium on Software Testing and
Analysis

• ACM The Web Conference or formerly known as
WWW conference

• IEEE/ACM International Conference on Automated
Software Engineering

In another analysis, we examined experiment method-
ologies in the same categories (see Figure 3). This is an

FIGURE 2. Percentage of selected papers by source type (66 papers in
total).

answer to the RQ4. We recognized four types of experiment
methodologies:

• Case-based - experiments are based on a few selected
applications or cases. They can produce quantitative or
qualitative results, which are usually less statistically
significant than experiments that are categorized as
qualitative or quantitative

• Qualitative - experiments are qualitative, usually in the
form of interviews or questioners and are statistically
validated

• Quantitative - experiments are based on larger data sets
(more than a few selected cases like in case based
approach), and results are numerical

• No experimental data - usually, papers classified in
this category are technical papers or reports of the
implemented method

This statistic shows that most papers (>57%) have done
quantitative experiments. The difference is that the qualitative
experiments were present in the ‘‘Human-Computer Inter-
action’’ category in about 30% of all experiments. In other
fields, qualitative experiments are less common - the ‘‘UI
testing’’ category had the second most significant portion of
qualitative experiments (14.3%).

While most papers recognize the significance of quan-
titative experiments, qualitative experiments are not that
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FIGURE 3. Percentage of performed experiments in selected papers (66 papers in total).

popular in all categories. When analyzing experiments not
categorized as quantitative or qualitative in the fields of ‘‘UI
testing’’ and ‘‘Web phishing detection’’, we found that many
experiments are case-based. These experiments are based on
a small set of cases representative of a research question.
These experiments can be a good way of showcasing
a solution or method presented in a paper but can not
replace quantitative experiments. All articles that have just
case-based experiments are published at conferences. This
observation can be explained by the fact that journals expect
more substantial proof of results for the paper to be published.

When we analyzed papers by the year of publishing,
we noticed that all categories except UI testing stagnated in
the last years -RQ5 (see Figure 4). Furthermore, in the case of
‘‘UI testing’’ we can see the growth of papers published in the
previous years. Keeping in mind that these categories solve
similar problems, interesting questions arise. For example,
can methods or solutions developed in the ‘‘UI testing’’ field
be applied to other fields? Another question is if the growth
we see for UI testing will follow for different areas. The next
section will present a more detailed overview and discussion
of problems in selected fields.

The paper focuses mainly on Software Engineering
because of its growing popularity and the number of new
articles in the field. Nevertheless, perspectives of all fields
give a complete picture of the topic.

A. WEB PHISHING DETECTION
Phishing is a computer security attack where a malicious user
presents a counterfeit web page as legitimate to deceive a user.
The user of the fake web page enters confidential data, which
will be sent to the malicious user. If this attack is executed
right, the user cannot see the difference between a real and
fake web page.

In [2], authors say that most attacks of this type target
companies that deal with money transactions. The number of
these attacks ismeasured in hundreds of thousands every year.

Papers presented in this section usually use one or
combination of the following approaches (Figure 5):

• Analysis of HTML elements and DOM tree - Document
Object Model tree is a tree structure used to represent
web page content in the web browser memory. The tree
depicts HTML elements and their relations as tree nodes
and children.

• Visual analysis - This approach uses web page screen-
shots for image comparison. Screenshots can be influ-
enced by many factors like a web browsing device,
a screen, and a web browser

• Analysis of multimedia content - This approach tracks
content included on the web page and checks if target
content is found on the phishing page.

There are many methods of protection. Some are based
on URL analysis, some use search engine data, and some
(relevant to this paper) assess the threat by analyzing visual
similarity. This method usually looks for the most distinct
features found on phishingweb pages. However, methods that
use web page similarity can be complex, and their results can
depend on the type of web browsers and devices a user uses.
This is the main problem solved in this section. Answer to
the RQ2 in terms of web phishing detection is solving the
problem of assessing web page similarity.

In [7] authors collect the most used CSS selectors and
attributes and form a vector that is used to train the SVM
classifier. Support Vector Machine (SVM) is a famous
machine learning technique often used as a classifier or for
data regression. Precision and recall of the method from the
paper are above 90%. This paper uses only CSS without
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FIGURE 4. Number of published papers in years 2000 — 2022 (66 papers in total).

FIGURE 5. Approaches for web phishing detection based on user
interface analysis.

visual comparison, which can be problematic if a target
web page contains unused CSS code. A more sophisticated
approach is described in [8], which is based on a classifier
ensemble. The results show that using an ensemble of
classifiers boosted detection accuracy up to 15-20% from the
basic machine learning classifier.

Many papers use hybrid approaches, a combination of the
before mentioned. Papers that combine DOM analysis and
visual analysis are [7], [9], [10], [11], and [12]. Mentioned

papers do not consider the web page’s responsiveness and
the different states and configurations of a device and a web
browser. These factors can have a significant impact on visual
comparison.

Papers [13] and [14] use only information on the frequency
of elements in the web page content. They do not analyze
elements’ relations or properties.

Few papers use HCI principles as similarity metrics for
phishing detection. In [15], a metric of perceived similarity
for a case study of login screen spoofing is evaluated.
The System detects deception with an error rate of 6-13%.
A Similar method with more metrics and tests is presented
in [16]. The method is based on Gestalt principles. Evaluation
of the method is made on four different scenarios. Results
show that the approach can consistently discriminate between
similar and dissimilar web pages.

A similar problem of phishing is present in mobile applica-
tions. The paper [17] presents a plagiarism/phishing detection
method based on appearance similarity evaluation. The
method shows promising results which are not statistically
evaluated (no data on statistical significance and validity).
The connection with a web page phishing detection method
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TABLE 3. Table of all papers in section - Web phishing detection Type of approach a) DOM tree analysis b) Visual analysis c) Multimedia analysis.

FIGURE 6. Percent of main approaches used in this section (from
11 papers in this category).

is in that this approach is based on the mix of approaches of
visual analysis and analysis of UI elements from XML layout
files.

The distribution of all approaches in web phishing
detection, divided into three categories, can be seen in
Figure 6. In web phishing detection, two main approaches
are present equally (each 40%). Visual analysis or DOM tree
analysis (or elements properties analysis)makes up 80%of all
methods. The rest is for multimedia content analysis which
does not analyze the whole web page but its multimedia
parts.

A summary of all papers discussed in this section and their
approaches to solving the problem of web phishing detection
is given in Table 3.

B. WEB PAGE ARCHIVING
Website archiving is a way of storing information published
on the internet. A lot of this information will disappear
with the shutdown of the web page if there are no archives.
Initiatives to create such archives have existed since 1996,
and 17 petabytes of information are currently archived.

Web archiving is generally done by automated scripts that
search the web and store the content of found web pages.
It is necessary to check whether the page was archived earlier
to avoid archiving redundant data. Difference detection is
usually done with a comparison of the visual similarity of
the pages. The number of differences is used to decide if
we should archive a new page copy. Similar to the previous
section, web page archiving solves the problem of assessing
web page similarity. This is the answer to the RQ2 for the
category of papers in the web page archiving section.

One paper [18] was found in this category. This paper
presents a method for detecting changes on web pages to
decide if a new version of the page should be archived. This
method uses SVM and is applied over SIFT properties - these
properties do not depend on scale. The method is successfully
tested on 1000 pages. Although many works from other
categories could probably be used in archiving as well, the
authors of these papers have not considered this application.

C. HUMAN-COMPUTER INTERACTION
The design of user interfaces should be intuitive and easy to
use. Analyzing the layout of elements on the user interface
can help designers choose the look of the user interface that
is familiar to users so that the position of the elements is
in the expected and easily accessible place. Analysis of the
layout of the elements on the website can indicate how much
visual load the user would experience. The visual load is
affected by the number of elements on one page, their mutual
relations, and deviations from expected positions. Methods
in this category often try to formalize a model of human
perception of pages so that they can evaluate the appearance
of pages in an objective way.

Another type of problem is web page segmentation. This
type of problem is often solved when we need to add some
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additional meaning to the elements in the web page (for
example, in screen navigation for differently abled persons).
The classification of problems can be seen in Figure 7 (this is
also the answer to the RQ2 for papers in the HCI category).

FIGURE 7. Two categories of problems solved in Human-Computer
Interaction.

Somemethods in this category help people with disabilities
use their websites. We have found an example of such
work in [19], where the authors propose a method for
segmenting web pages based on images. The experiments
compare their method with the VIPS image processing tool.
The method shows better results than the VIPS tool because
this tool is general-purpose, and some modern websites
cannot be processed with it. This page segmentation can
help navigate between screen reader segments and reduce
the visual complexity of pages by eliminating unnecessary
things. The authors state that this method could also be used
for generating website sketches.

The following paper that performs website segmentation
is [20]. In this paper, page segmentation is done to determine
the position on the page that will be suitable for inserting
an advertisement. The difference between this and previous
work is that segmentation, in this case, is done only with
text as an input parameter, while previous work considers
the page’s visual representation. The proposed method shows
good results, but it would be good to see if combining visual
information and text would contribute to better results.

Papers [21] and [22] deal with how people perceive
web pages. While paper [22] provides recommendations
for conducting manual comparisons of website similari-
ties, [21] provides a formalized method in the form of an
algorithm. Unlike the vast majority of papers, [21] has a
detailed description and availability of a data set and easily
reproducible experiments. We can see the use of Artificial
Neural Networks in papers [23] and [24]. The paper [23]
uses readily available metrics in ANN to assess web page
similarity without employing actual users. More detailed
experiments and approaches that combine visual similarity
and neural networks can be seen in [24]. Even though [24]
seems comprehensible, it does not use structural information
from web pages.

Analyzing user interfaces is done similarly for mobile
applications [25]. The method detects common user interface
design patterns in Android applications by analyzing static
XML files. Mobile applications need to be disassembled to
obtain XML files, unlike web pages where HTML and CSS
are available from the start.

In [26], the authors present an experiment in which they
offer users different variants of spatial transformations of the
user interface and measure how quickly they can get used to
such changes. They do this to discover which principles of
the spatial arrangement of elements should be used in the
design of user interfaces. This paper concludes that scaling
has the most negligible impact, while the process of getting
used to the changed interface is slower for moving elements
into a new row and making the page longer. The limitation of
this paper is the relatively small number of participants in the
experiment.

FIGURE 8. Percent of papers in each problem’s category solved in HCI
(from 8 papers in this category).

The main problem solved in HCI which uses user interface
data fromweb pages, is human perceptionmodeling/analysis.
We found this problem in 62.5% of papers in this section.
The rest of the papers solve the problem of web page
segmentation. This is illustrated in Figure 8.

Some papers in this category use methods used in other
areas, primarily web page segmentation. The drawback is that
most of them do not compare their results with thesemethods.

A summary of all papers discussed in this section and
their approaches to solving the problem of Human-Computer
Interaction is given in Table 4.

D. INFORMATION RETRIEVAL
The amount of information on the Internet is practically
limitless. For them to be helpful, we need methods to
find relevant information from this large set. Some of this
information is in the form of websites. Methods that find
relevant information are focused on several factors, including
analysis of textual content and analysis of the structural
appearance of the document. This section presents methods
that analyze the arrangement of elements on web pages when
calculating similarities between web pages.

In Figure 9, we can see the main problems in the field of
information retrieval where web page user interface analysis
is performed. These problems are answers to the RQ2
from the point of view of information retrieval. More about
problems and their solutions can be found in this section.

Some of the methods in this category, like some of the
previously mentioned, aim to detect similar pages. In [27],
a method based on bipartite graph pairing is presented, where
changes on web pages are detected by analyzing the tag
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TABLE 4. Table of all papers in section - Human-Computer Interaction Type of approach a) Web page segmentation b) Human perception modeling.

FIGURE 9. Main categories of problems solved in information retrieval on web pages.

structure of HTML documents. In [28], the authors present
a similar method, but unlike the previous paper, there is no
detailed description of the experiment or test data. Another
similarity metric is the frequency of tags appearing in an
HTML document. This metric is used in paper [29]. The
disadvantage of the experiments in this paper is that the test
data set is relatively old. In addition to analyzing HTML
tags, metrics for similarity can be visual information such
as element edges. One method that uses such information is
presented in [30]. In their experiments on their dataset, the
authors demonstrated that their method delivers better results
than methods that only use color information to recognize
similarities between websites.

Website segmentation is an essential step in data pro-
cessing for information retrieval. In [31], segmentation is
performed based on visual content. The results of the
experiments confirm that the method is fast and accurate,

but the disadvantage of this experiment is that it did not
use the actual web browser environment but a library
that represents an abstraction and simplification of how a
web browser behaves. This can affect the results because
the implementation of the library used deviates from the
environment of web browsers used by users. The importance
of layout information of websites in information retrieval
can be seen in papers [32], [33], and [34]. The paper [32]
uses the properties of div and table DOM elements. The
paper concludes that hybrid methods give better results
than segmentation using only structural information. Models
for learning the importance of blocks within web pages
based on neural networks and SVM are presented in [33].
The main conclusions in the paper are that people have
consistent decisions about which blocks are essential and that,
in addition to spatial features, implies that better results can
be obtained by integrating the content properties of the pages.
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Finally, the paper [34] presents a prototype tool that uses
information about the layout of elements on web pages in the
form of images. The disadvantage of the last paper is that the
tool has not been adequately tested on actual data.

In addition to segmentation for information retrieval, cate-
gorization or classification of web pages is also important.
In [35], the authors present a method based on neural
networks that analyzes the images included in the page
and determines which category of pages belongs. Another
paper [36], which is relatively older, classifies web pages
using information from the DOM tree. Due to different test
data and the way the experiments were conducted, the results
of these works are impossible to compare. Moreover, both
papers do not use available layout information in the website
classification process.

Information on websites can be found using query-based
language. One such language is presented in [37]. However,
the experiment performed in the paper is limited to only one
page and does not give quantitative results.

In this paper’s information retrieval category, we rec-
ognized two main problems: website segmentation and
similarity detection (Figure 10). These two problems are
almost equally present in selected papers, making up above
80% of all problems solved in these papers. The rest of the
methods solve issues of categorization and classification.
A summary of all papers discussed in this section and their
approaches to solving the problem of information retrieval in
web pages is given in Table 5.

FIGURE 10. Percent of main problems in information retrieval (from
11 papers in this category).

E. SOFTWARE ENGINEERING - TESTING
One of the central stages in software development is
testing. Graphical user interface testing is often based on
user-triggered events and checks on the consequent applica-
tion state changes. An aspect that can be tested is the state of
the arrangement of the elements. User interfaces of web pages
usually consist of several components. Therefore, regression
testing is essential for component-based development and
agile software development. This type of testing checks the
status of the application after a change is made to ensure that
it does not generate new errors in the system.

Many methods, which are reviewed below, test the state of
the user interface of web applications in various conditions.
Part of them deals with testing after changes to individual
components. All these tests are done because the style

specification using CSS is not interpreted the same on
different web browsers, in different environments, and the
mutual influence of the style of individual components can
affect the final appearance of the website. Pages with an
inconsistent display of elements can make it challenging to
use and sometimes lead the user to make mistakes. Taking
everything into account, below we list the methods that
test the user interface of websites by various application
categories.

In [38], the authors make recommendations based on the
empirical observations that GUI tests should not change unit
tests. The speed of execution of GUI tests is comparable to
the speed of user actions. In contrast, unit tests are performed
at speeds that are close to the processing time that a computer
can do. The disadvantage of this research, although with
valuable recommendations, is that they did not conduct an
experiment to prove some of their claims. On the other
hand, in [39], authors notice in their empirical study on
visual GUI testing that developing new tests is costlier than
maintenance, but also that frequent maintenance is less costly
than infrequent. This fact means that these tests need to be
resilient to changes. The paper [40] covers the problem of the
fragility of visual GUI tests. They stated that around 20%-
30% of the test methods had to be modified at least once
during the evolution of the app. To solve this problem, the
authors in [41] made a proof of concept library that makes
test cases independent of the internal structure of UIs. The
drawback of this paper is a small dataset. In a paper [42],
a method for generating new test scenarios for widgets and
test specifications is presented. One of the drawbacks is
that the method is semiautomatic - testers need to specify
user interactions. Another aspect of testing is developers’
perception of the tools they use to make GUI tests. In [43]
detailed study on one tool and framework for user evaluation
is presented. Conclusions point to the fact that manuals
and documentation need to be rich and descriptive, and
after the learning curve is passed, users have confidence in
writing tests using the described tool. The most significant
challenge of maintaining an end-to-end UI test for testing
web applications is the fragility of web element locators [44].
This observation is made using mutation analysis and is also
per [41] recommendations.

An essential aspect of testing user interfaces are methods
that are based on image comparison. In [45], the authors
use computer vision to automate testing user interfaces that
change as software evolves. Themethod can detect previously
described visual changes, but the disadvantage is that it
cannot detect unexpected changes. The other paper [46]
uses convolutional neural networks to detect user interface
widgets. Using this approach in random testing significantly
improved the test code coverage of 18/20 applications
on which the method was evaluated. Performance, when
compared to solutions that have perfect widget information,
indicates that there is potential for improvement. Random
testing is also researched in [47], where an approach for
adaptive random testing of web pages based on image
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TABLE 5. Table of all papers in section - Information retrieval Type of approach a) Similarity detection b) Website segmentation c) Categorization and
Classification.

sequence comparison is presented. Experiments are limited
to one resolution and show that automating the verification
of test output can be made with some help of domain
knowledge. Finally, we have found another paper [48] that
describes a method for automated detection and localization
of presentation failures in web pages. The method was
evaluated on four real-world applications and could detect
100% of presentation failures. One drawback that many
image processing methods have is a pixel-perfect match
which is not always desirable, especially in responsive web
pages. In responsive web pages, elements’ dimensions and
positions depend on the window width. This fact implies that
the same web page can result in falsely detected errors if the
comparison is done to the presentation on a browser with a
slightly different window width or even on the same widow
width but with added default margins that can differ from
browser to browser.

The program testability needs to be assessed to keep a
program code more maintainable. Different test metrics are
used for this purpose. In [49], the authors list different testing
metrics for user interfaces. The proposed metrics in the
paper are consistent and can help assess the complexity of
user interfaces. However, the paper would be complete if
the metrics were evaluated on a more significant number
of projects. In [50], they examine the influence of distance
metrics on the perceived similarity of web user interfaces and
conclude that the distance of elements on the interface does
not affect perceived similarity. The disadvantage of this paper
is the relatively small set of test data and participants in the
experiment.

Another vital aspect of great software is reusable code.
Developing reusable code involves regression testing. This
testing verifies whether modifying or creating new func-
tionality introduces errors into the system. There are papers

dealing with the regression testing of user interfaces [51],
[52]. In [51], the authors offer a method for automatically
determining reusability and repairing user interface tests. The
paper is based on a control-flow graph, and the implemented
tool is evaluated on genuine software. The evaluation shows
that the tool can efficiently and effectively fix the tests to
be reusable in case of regression. The paper [52] is more
concerned with regression testing of web pages. The method
analyzes the layout of web pages using layout graphs on two
versions of the web page (before and after the change of
functionality). The tool developed in this paper was evaluated
on 15 actual pages and shows, with only one false positive
result, an excellent ability to detect changes in the layout of
web pages. The layout graph is a data representation of a web
pagewhere elements are represented as nodes and their layout
relations as edges. Some graph implementations also capture
elements’ behavior concerning screen size (responsiveness).

In [53] and [54], the authors present declarative language
and a tool for testing the layout of web pages. The justification
for introducing a new declarative language is that CSS
is a descriptive language that is interpreted in various
environments. Differences in interpretations can be due to
various factors such as type and version of web browser,
type of client device, screen size and resolution, and others.
As an outcome of these two papers, we have an empirical
analysis and classification of various layout errors and a
tool for testing web pages. Papers would be better if they
included comparisons of results with other methods. The
authors of [55] also present their specification language,
which models a set of conditions that user interfaces need
to meet. In the experiments, we can see that the paper
can successfully detect errors. The paper’s disadvantage is
that it does not include a comparison with other similar
methods.
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Paper [56] presents a tool for detecting inconsistencies
between page views on different web browsers. The tool is
based on web crawling and methods for creating element
alignment graphs. It shows promising results in detecting
inconsistencies. In addition to detection, [57], [58] also
solves the problem of fixing errors due to different page
presentations on different web browsers. Both papers in the
presented experiments show the success of error correction in
86% of cases.

Another type of error that can occur is related to the local-
ization of websites. The paper [59] describes an automatic
technique for detecting errors in web pages’ appearance that
are caused by internationalization. The method is based on
a layout graph and has been tested on 54 different pages.
It shows promising results in the detection of this type of
error. The average detection time on the test system was
9.75 seconds. A method has been developed to correct
this type of error [60]. The solution is made using linear
programming. It has been evaluated on 23 actual pages and
shows that it can effectively correct the mentioned errors.

As well as errors caused by different web browsers and
the process of internationalization and localization, the type
of errors that occur due to flaws in the implementation of
website responsiveness is also essential. Numerous methods
for detecting errors in responsiveness have been developed,
and below, we list the most significant and their results. The
paper [61] describes a method for automatically checking the
layout of web pages for responsiveness errors. An empirical
study on about 100 websites, which are obtained using
modification operators, shows results for a recall of 91%with
15 false-negative samples. The method is based on layout
graphs and the Selenium environment. Selenium environment
is open source software used for test automation for web
pages.

A portion of the errors in responsive web pages can
occur due to how the user interface is implemented so
that parts and components are dynamically generated using
JavaScript programming language. Automatic detection of
visual errors on pages using the user interfaces state graph
is described in [62]. This approach solves the problem of
detecting errors due to inconsistencies between web browsers
and errors caused by dynamic changes in user interfaces using
JavaScript. The paper was evaluated with previous work and
showed the ability to detect different types of errors. Previous
work cannot detect errors due to dynamic changes.

Another method has been developed for detecting errors
in dynamic web pages [63]. And this method is also based
on layout graphs. The disadvantage of this work is that the
results are compared only with the method based on the
image comparison. The paper [64] tries to solve the problem
of detecting false-positive results in the errors of responsive
websites. The method was evaluated on web pages generated
with modification operators. The results show that there are
no false-positive results. A similar method was developed
in [65] but was evaluated on a set of 26 actual pages. The

experiment showed that the method on the pages could detect
a total of 33 different errors. In addition to detection, it is
sometimes necessary to show a visual verification of the
errors found. This problem is solved in [66]. The experiments
compare manual verification with automatic verification.
In conclusion, automatic verification is superior because it
can verify the error in less than one second. On the other hand,
assessing the quality of the comparison is problematic. Some
of the errors humans reject because they are not significant
enough. The authors illustrate this with an example: ‘‘For
instance, consider an element A that is overlapping the
coordinates of an element B, with n pixels of element A
overlapping n pixels of B. In this case, a human would decide
whether the n pixels of overlap are negligible and if the overall
aesthetics remain satisfactory. Both of these criteria are not
easily defined and remain, to a great extent, subjective‘‘ [66]

In addition to visual verification, an automatic classifica-
tion of errors in responsive web pages was done [67]. Based
on the performed experiments, the authors claim that the tool
developed in the paper can detect different classes of errors
with an accuracy of 78.6 % when compared with manual
classification.

All previous methods that detect errors in responsive
web pages are based on the layout graph. In addition to
this approach, the approach described in [68] is based on
mathematical logic. The results of the experiments state
that the tool can detect errors in less than 5 seconds, but
the disadvantage is that the method has not been tested on
different web browsers.

Papers [69] and [70] describe different methods that give
automatic arrangements of user interface elements. There
are a few differences between these methods. Unlike [70],
the authors of [69] offer a method that generates multiple
arrangements for the same user interface. The paper [70]
method uses a mathematical basis for calculating the
conditions that should be valid between the elements.

Formal logic is also used to verify and model web page
layouts. In paper [71], the formalization of a substantial
fragment of the CSS semantics is presented. The model
shows promising results when compared with real-life web
browsers. Results show few disagreements which originate
from rounding errors in Firefox. Verification of web page
layouts is done in papers [72] and [73]. The paper [72]
presents a method for layout proofs based on formal logic.
The paper has eight proofs, and experiments are based
on qualitative experience. Formal logic is used in [73] to
assess the accessibility of web page layouts. Accessibility is
assessed on 62 web pages using assertions based on usability
guidelines and standards. In the results, 64 errors are found
and only 13 false-positive results.

A summary of all papers discussed in this section and
their approaches to solving the problem of UI testing is given
in Table 6. The majority of papers in this section solve the
problem of testing, with a few of them trying to incorporate
human perception modeling. These problems are answers to
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FIGURE 11. Approaches in testing web pages.

FIGURE 12. Type of publication (36 papers).

the RQ2. Different approaches to testing user interfaces in
web pages, which are found in papers in this section, can be
seen in Figure 11.

1) STATISTICS OF SELECTED PAPERS
All articles (36 in total) classified in this section are analyzed
based on three approaches:

• Type of publication - conference or journal
• Type of conducted experiments
• Type of method used to solve the problem

This information is essential for answering RQ5, which
focuses on the evolution and importance of the topic in
the context of time. Papers are classified by year based on
each classification approach to present the development of
methods in the field of research.

The number of selected articles in software engineering
justifies the detailed analysis. This field of study has the most
significant number of documents that analyze web page user
interfaces. Because of this fact, we can make observations
year by year. We could not do this type of analysis in previous
sections because papers are spread evenly across years, and
the number of documents each year is not larger than two or
three.

Most of the works collected in this section have been
published at conferences. However, in the last few years,

FIGURE 13. Type of conducted experiments in 36 papers from Software
Engineering - Testing category.

FIGURE 14. Type of method used for testing (36 papers).

some papers have been published in journals (Figure 12).
The number of articles published in a year grew over time; in
2016, that number peaked. After that, the number stagnates.
These statistics indicate that the topic is relevant, which is the
answer to the RQ5.
We presented experimental methods for each paper in

Figure 13. Some of the papers have multiple types of
experiments. That is why the number of experiments in
the chart does not equal the number of papers. Most early
papers (up to 2016) have made case-based or qualitative
experiments. After the year 2016, most of the papers adopted
a quantitative approach. In most cases, the quantitative
approach included data sets of artificiallymodifiedweb pages
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TABLE 6. Table of all papers in section - Software engineering Type of approach a) Image based b) Layout/Alignment graphs c) Control flow graphs
d) Formal logic e) Other.
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or some arbitrary list of real-life web pages. Unfortunately,
most web pages in use do not have enough testable errors.
Therefore, approaches that create multiple versions of a web
page with induced errors are used.

In Figure 14, we classified papers by type of method
used for testing web page user interfaces. As shown in
figure 14, the type of approaches fluctuates over time.
In the beginning, most of the methods were image-based,
control flow graph-based, or based on formal logic. However,
after 2014, layout graph-based techniques were introduced
and became dominant or equal to image and control flow
graph-based techniques. One of the explanations for this
phenomenon is the advent of responsive web pages and
mobile-first web pages whose layout is not constant. These
observations answer the part of the question RQ5, which
covers the evolution of the topic in time.

V. DISCUSSION AND CONCLUSION
Many methods for analyzing and testing the user interface
of websites have been created recently. This paper provides
an overview of these methods’ five most important fields.
This classification of approaches is the answer to the
RQ1. However, until this paper, to the authors’ knowledge,
not a single research considered the automatic analysis
of web-based user interfaces from the different aspects of
diverse research fields.

A lack of comparison of methods’ performances could
be a study limitation. However, this aspect of research
could not have been done because of the different data sets
used in papers, their availability, different methodologies,
and the lack of publicly available implementations of
published approaches. Therefore, even without performance
comparison, we give observations that could be used in the
future to mitigate these shortcomings.

This discussion aims to overview findings for each field
of study, and outline implied connections between them.
In summary, most of the methods solve some of the following
problems:

• Web page similarity detection - methods for detecting
web phishing attacks notice the similarity between
pages and the database of malicious pages. In software
engineering, similarity detection is used in regression
testing, where it is checked whether a modification in a
web page causes an unwanted change in its appearance.
There is a similar problem with archiving a website. If a
new page appears, is it the same or similar to a page
from the archive? This problem is also crucial if you are
searching for information from similar pages.

• Segmentation of web pages - by segmenting the website,
we recognize individual components and can assign
them specific roles or recognize their function within
the page. Methods for segmentation are also used in
information retrieval and the HCI field.

• Classification and categorization of web pages - classi-
fication and categorization based on the appearance of a

web page, groups pages into classes that we can use in
the fields: information retrieval - to speed up or focus
searches, testing - to identify similar errors, HCI - to
identify patterns of similar designs.

• Modeling human perception - this problem is domi-
nantly present in the HCI field, but it can also be helpful
in testing to assess whether a change on a web page is
visible to humans.

We can see that multiple research fields have solutions for
each problem. This finding positively answers the RQ3,
which implies that similar problems are solved in numerous
research fields. Unfortunately, in the case of articles reviewed
in this paper, there is very little cooperation between different
research areas.

We believe developing new methods for analyzing user
interfaces in one area can also affect other fields. The
lack of mutual referencing and use of techniques from
other domains tells us that most scientists are unaware of
methods developed in different areas of research interest. The
cooperation of various fields could produce better results.
One of the examples is the visual verification of errors.
Having a real user verify each test result can sometimes make
automatic testing pointless. In this process, human perception
is essential, which can be modeled using techniques from the
HCI research field.

This paper presents the most significant works from
five fields and compares their problems, techniques, and
solutions. In the future, we would like to see methods from
one area be used in other areas. Collecting the answers for
RQ2 andRQ4, we saw a lot of similarities between the fields,
which gives us additional hope that some discoveries made in
one area will, in the future, find their place in other fields as
well.

Additionally, the eventual creation of uniform datasets we
could use in future works would significantly improve cross-
field methods, leading to the fact that we can easily compare
the developed solutions. We believe that the presented
problem has a vast development space and that most of the
potential has yet to be fully reached. When we got statistics
related toRQ5 in Software Engineering - Testing, we noticed
that the research area was evolving and developing. We hope
that this trend will follow in other areas as well.
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