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FRED BROOKS, IN his well-known 
classic The Mythical Man-Month, al-
ready told the software engineering in-
dustry in 1975 that there are no silver 
bullets in gaining an order-of-magnitude 
improvement in software productiv-
ity.1 He also observed that “most of 
the big past gains in software pro-
ductivity have come from removing 
artificial barriers that have made the 
accidental tasks inordinately hard, 
such as severe hardware constraints, 
awkward programming languages, 
lack of machine time.” The hope and 
goal of software development pro-
cesses in orchestrating the essential 
and accidental software engineering 
and development tasks is precisely to 
remove artificial barriers to deliver-
ing better, faster, cheaper software 
to the users. Our next silver bul-
let seems to have emerged as auto-
mating repeatable, manual process 

tasks. While, on one hand, we de-
bate how to scale agile, on the other, 
we run to DevOps, continuous in-
tegration, and continuous deliv-
ery tools to achieve the so-called 
orders of magnitude of productiv-
ity improvement.

Automation enshrines a process 
step without necessitating further com-
munication if the process step is well 
understood and the automated solu-
tion addresses its goal on target. The 
place for automation is well-bounded, 
repetitive tasks. In fact, the DevOps 
movement lives on the mantra, “If you 
do a task more than twice, automate 
it.” Automation facilitates concrete 
communication through artifacts, 
saving time in handovers as well 
as misinterpretations.

Bass et al.2 define DevOps as “a 
set of practices intended to reduce the 
time between committing a change to 
a system and the change being placed 
into normal production, while ensur-
ing high quality.” DevOps is not a 

software development process, but 
it supplements these processes to 
eliminate time wasted on handovers 
between tasks, eliminating the need for 
accidental activities.  DevOps delivers 
value of collaboration between devel-
opment and operations staff through-
out all stages of the development 
lifecycle and supports this through 
tools and infrastructure. The ability to 
automate aspects of this collaboration 
not only saves on eliminating inconsis-
tencies, it also promises to achieve the 
ever-so-longed-for speed of develop-
ment and propagating change—the sil-
ver bullet.

Over the past several decades, we 
have seen many “next best” processes 
rise and decline in popularity: water-
fall, Rational Unified Process, Ex-
treme Programming, Scrum, Lean, 
Kanban, test-driven development, 
and all of the various frameworks to 
scale Scrum in larger contexts, such as 
Scaled Agile Framework,3 Nexus,4 
and Large-Scale Scrum.5 With the 
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abundance of methodologies to 
choose from, process improvement 
initiatives, such as Capability Matu-
rity Model Integration in its heyday, 
helped hundreds of organizations 
assess and evolve their software de-
velopment processes. Software devel-
opment organizations learned some 
valuable lessons along the way:

•	 The higher the level of cer-
emony involved in the software 
development process, it be-
comes increasingly likely that 
the process will not achieve 
its intended productivity 
consequences.

•	 No process definition will magi-
cally deliver results without a 
committed, disciplined team, 
and organization behind it.

•	 Context is key; there is no “one 
size fits all” solution.

Almost two decades after “Ag-
ile Manifesto”6 was written, we are 
still debating what it really means to 
be agile, how to scale agile software 
development processes and combine 
them with other development pro-
cesses, and whether hybrid processes 
are the way to go. I will argue here, 
reflecting Brooks’s observation, that 
any of the successes we have seen in 
the software development processes, 
in particular, agile and lean software 
development processes, were pre-
cisely due to their success in removing 
barriers, such as the overhead from 
document-driven approaches being 
replaced by working software demon-
strations, which helped to eliminate 
some accidental tasks. Many agile 
software development success stories 
have been attributed to the adoption 
of practices such as increased team 
communication, collective owner-
ship, frequent customer-visible re-
leases, backlog-driven requirements 

management, continuous integration, 
and shorter iterations.7

Yet still, failures are abundant, 
even with all the guidance and les-
sons learned from case studies. The 
journey to defining and following a 
golden software development process 
still has not delivered on the prom-
ise of order-of-magnitude improve-
ment, leaving software organizations 
in the fog of war with two enduring 
challenges: customization to context 
and communication. The solution to 
these challenges is not in defining the 
next software development process or 
scaling our favorite one up. In fact, any 
of the existing iterative, incremental 
software development processes will 
do just fine as long as we understand 
the context we are developing in and 
the essential communication channels 
that need to be managed. DevOps and 
automation can help further by re-
moving accidental mistakes through 
incorporating tools of our trade to 
leave precious time for the most essen-
tial manual-effort-requiring tasks, 
such as design.1

Customization to Context
At a minimum, the business environ-
ment, team, governance structure, 
criticality of the system, size and age 
of the system, and rate of change 
will influence how to orchestrate any 
software development process for 
its context. Software development 
processes, out of their box, do not 
always fit their context, while most 
of them use the same building blocks. 
The software industry learned this 
lesson during its journey through em-
bracing agile software development. 
The software factories paradigm of 
the 1980s failed to deliver its prom-
ises. Many scaled agile-development 
endeavors failed due to assuming that 
scaling simply meant a matter of 
tailoring Scrum to work with larger 
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groups of people.8 The poster-child 
examples of such failures were often 
in the context of dependable software 
systems where high assurance and 
compliance requirements dominated, 
such as avionics, financial industry, 
or embedded command-and-control 
software. Ad hoc cherry picking of 
activities, for example, agile says 
design emerges, so we do not spend 
time architecting, were at the root of 
many failures.

The lesson, going forward, is no 
matter what the choice of process 
is, you will need to understand and 
map the essential characteristics of 
your selection to the essential char-
acteristics of your context. It is often 
not the process that does not scale or 
fails; more often than not, it is its in-
terpretation and application.

Communication
A common goal of all processes is 
to eliminate nonessential activities 
that consume resources away from 
development and delivery of function-
ality that provides quality to its us-
ers. Software development processes 
define roles, responsibilities, and ac-
tivities, with the ultimate goal of or-
chestrating these activities efficiently, 
mapping them to people and time. The 
activities of understanding business 
goals; grasping and specifying re-
quirements; comprehending the data, 
modeling, designing, developing, and 
testing; and deploying functionality 
to the targeted users do not change. 
How these essential activities are or-
dered and how information flows 
between roles are where the pro-
cesses differ. Software development 
processes that replace communica-
tion with over-the-wall tasks conse-
quently fail. Software development 
processes that encourage frequent 
and on-task communication among 
all stakeholders and team members 

receive increased adoption. Agile and 
lean software development processes 
exemplify this.

Again, the software organiza-
tions learned their lesson the hard 
way here. A process definition can-
not eliminate misunderstood require-
ments, customers who keep changing 
their minds, and team members who 
do not agree on technical tasks.

The Role of DevOps  
and Automation
In our quest for the silver bullet since 
1975, software engineering organiza-
tions definitely have achieved some 
successes, in particular, in transform-
ing to agile development processes.8 
Organizations that eliminate waste 
and inconsistencies through targeted 
automation of handovers and activi-
ties do see the benefits of reduced cycle 
time and resource expenditure. What-
ever new process definition we may see 
in the future is likely to build on reap-
ing the benefits of continuing to auto-
mate more of the lifecycle activities.

But has the automation promised 
through DevOps helped to achieve 
the order of magnitude of produc-
tivity improvement? Some accounts 
coming out of organizations adopting 
effective tooling and continuous de-
livery infrastructures describe gains 
in reducing rework costs,10 while oth-
ers also report on overheads and fail-
ures as well. Failure stories are often 
similar: not understanding the con-
text, dropping key activities between 
communication barriers, failing to 
collaborate—none of these activities 
can be automated, and that is where 
all processes fail in their adoption. As 
Brooks told us in 1975, there is no sil-
ver bullet. Neither DevOps nor auto-
mation is one, either. 
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