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Abstract—We introduce a flexible, software-defined real-time
multi-modulation format receiver implemented on an off-the-shelf
general-purpose graphics processing unit (GPU). The flexible re-
ceiver is able to process 2 GBaud 2-, 4-, 8-, and 16-ary pulse-
amplitude modulation (PAM) signals as well as 1 GBaud 4-, 16-
and 64-ary quadrature amplitude modulation (QAM) signals, with
the latter detected using a Kramers–Kronig (KK) coherent re-
ceiver. Experimental performance evaluation is shown for back-
to-back. In addition, by using the JGN high speed R&D network
testbed, performance is evaluated after transmission over 91 km
field-deployed optical fiber and reconfigurable optical add-drop
multiplexers (ROADMs).

Index Terms—Field trial, GPU, Kramers–Kronig, real-time.

I. INTRODUCTION

W ITH the continual increase in demand for data-traffic
at lower cost-per-bit, there is an increased interest

in low-cost optical transceivers for data-center interconnects.
Multi-vendor standards, e.g., [1], are key to the development
and roll-out of these systems. Software-defined transceivers
have supported and enhanced the widespread development of
5 G and other wireless communications standards [2]. These
systems perform digital signal processing (DSP) wholly [3]
or partially [4] using off-the-shelf general purpose hardware,
leading to high flexibility, combined with low development effort
and rapid turnaround. Therefore, software-defined transceivers
are expected to play an increasing role in the rapid development,
validation, and test of optical communication standards.
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Whilst commonplace for wireless systems, the development
of software-defined transceivers for optical communications has
been restricted by energy and computing power limitations.
Recently, exploiting field-programmable gate arrays (FPGAs)
for real-time DSP for optical communications has been investi-
gated [5]–[7]. GPU-based systems for optical communications
are restricted by energy and computing power to prototype and
test. With 45% [8] year-on-year growth of computing power
and 25% increase [9] in energy efficiency (FLOPS per Watt),
general-purpose GPUs have the potential to meet demand-
ing processing requirements. Note that, GPU power efficiency
showed a 3-fold improvement over equivalent FPGA for simple
highly-parallelized operations [10]. These exponential increases
may facilitate GPU use beyond prototyping. Compared to GPUs,
FPGAs require longer development times and more stringent
resource management to achieve the specific functions required
for DSP.

Recently, the use of general-purpose GPUs has been demon-
strated for specific functions such as forward error correction
(FEC) decoding [11], [12] and physical-layer functions for opti-
cal communications [13]–[15]. Additionally, real-time DSP for
optical differential quaternary phase-shift-keying (DQPSK) has
been implemented on a GPU [16]–[18]. In these papers, massive
parallel processing capabilities of GPUs were exploited for pro-
cessing single-polarization 5 Gbit/s DQPSK signals, correcting
for intersymbol interference (ISI) using a finite impulse response
(FIR) filter. This approach greatly increases flexibility of optical
transceivers. However, there remains the potential to further
improve on this concept, since single-polarization coherent
systems require real-time polarization control and differential
phase-shift keyed modulation does not provide high spectral
efficiency.

In this work, we implement a flexible, software-defined real-
time multi-modulation format receiver. A full real-time DSP
chain is implemented on a commercial, off-the-shelf general-
purpose GPU and validated experimentally. The receiver DSP
uses massive parallelization to receive PAM-2, -4, -8, and -16
signals at 2 GBaud as well as 4-, 16-, and 64-QAM signals
at 1 GBaud, with the latter detected using a KK coherent
receiver [19]. All measurements employ identical transmitter
and receiver hardware without polarization control. The GPU
software is able to switch between modulation formats. To
the authors’ knowledge, this is the first demonstration of a
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Fig. 1. Comparison between parallel processing on an FPGA (left) and a GPU (right). GPU processing algorithms are implemented in kernels which are executed
in order in streams. Many threads in parallel perform the operations defined in the kernel. Threads are grouped in warps and threadblocks. Execution times on
FPGAs are deterministic and strictly controlled, whilst timings on GPUs are non-deterministic.

multi-modulation format software-defined GPU-based receiver
and the first real-time demonstration of coherent KK detection.

Furthermore, we validate the performance in a 91 km optical
fiber link over a field-deployed metropolitan network. The fiber
ring is part of the Japan Gigabit Network (JGN) high speed R&D
network testbed [20] consisting of 3 commercial ROADMs in 2
separate Tokyo locations. These results demonstrate the poten-
tial of software-defined receivers for low-cost optical links, ex-
ploiting the exponentially growing computing power of GPUs.

This paper is an extension to the work presented at the
European Conference on Optical Communications (ECOC)
2020 [21]. Additional results and a detailed description of the
structure of the real-time receiver architecture and the algorithms
implemented on the GPU are presented. Clock-recovery for
intensity-modulation direct-detection (IMDD) PAM-N signals
is shown to tolerate rapid changes in clock-frequency offset
and static clock-frequency offsets of up to 30.5 ppm. Using a
noise-loading optical setup, 2 GBaud PAM-2, 4, 8 signals are
shown to reach the 8.4 dB optical signal-to-noise ratio (OSNR)
Q-factor threshold for 6.7% overhead hard decision forward
error correction (HDFEC) [22] at 5.6 dB, 14.0 dB, and 22.2 dB,
respectively. After transmission through the field trial network,
an OSNR penalty of 0.4 dB and 1.5 dB is observed for PAM-2
and PAM-4, respectively. For PAM-8, a 20% overhead HDFEC
was necessary since it cannot reach the 6.7% threshold. PAM-16
can be decoded in real time both in back-to-back and after trans-
mission using the GPU DSP, but signal quality is not sufficient
to reach either HDFEC threshold. For 1 GBaud KK N-QAM
signals, carrier-to-signal power ratio (CSPR) optimization was
performed and a CSPR of 6 dB was chosen for 4-QAM and 11
dB for 16- and 64-QAM. 4- and 16-QAM signals reach the 6.7%
overhead HDFEC threshold at 5.5 dB and 5.9 dB OSNR, whilst
16-QAM requires an OSNR of 17.6 dB and 19.1 dB for back-
to-back and transmission, respectively. 64-QAM signals were
processed in real time, but performance was not sufficient to
reach either HDFEC threshold. Six second continuous real-time
transmission of all modulation formats show stable short-term
average Q-factors despite the varying environment of installed
fiber.

This paper is structured as follows: Section II introduces
GPU processing and the general structure of the real-time GPU

receiver architecture. Section III describes the DSP algorithms
employed for IMDD PAM-N signals in detail and with perfor-
mance evaluation the in a back-to-back scenario. Section IV
discusses the implementation and back-to-back evaluation for
KK N-QAM signals. Section V discusses the evaluation of the
real-time receiver evaluated using the experimental field trial
network. Finally, Section VI concludes this paper.

II. REAL-TIME GPU RECEIVER ARCHITECTURE

A. Comparison Between FPGA and GPU Processing

Fig. 1 shows the similarities and differences between FPGA
and GPU parallel processing architectures. Data are digitized by
an ADC, copied to the processing device, and after processing
the results are stored in memory. Timings between parallel stages
of processing in FPGAs processing are deterministic and strictly
controlled. The FPGA operates at a certain clock rate and every
stage of processing should fit within the timing parameters
imposed by this central clock. Also, each stage of processing
is assigned a fixed portion of physical computing hardware.
In contrast, execution times on the GPU are not deterministic.
Computing hardware is shared for all kernels and a central
scheduler assigns computing resources to kernels running in
parallel.

B. GPU Processing Terminology

Kernels are highly parallel routines that act upon data in the
GPU memory. The GPU code of the kernel is performed by
threads running in parallel. A thread is executed on a GPU core
and efficient implementations can use millions of threads. A
group of 32 threads is called a warp and is guaranteed to execute
simultaneously, which allows for very efficient data exchange
between these threads through warp-level shuffles, used in this
work for certain reduction kernels. A group of warps, called a
threadblock, is executed on the same streaming multiprocessor,
which is a group of GPU cores. Threads in a threadblock share
physical computing hardware and memory, leading to caching
benefits. Multiple threadblocks are not necessarily performed in
parallel. This depends on the scheduling by the GPU driver.
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Fig. 2. Real-time GPU Receiver Architecture. The output of the photodiode (PD) is digitized by the analog-to-digital converter (ADC). Samples are processed
per buffer in a block-wise fashion in parallel streams on the GPU controlled by the central processing unit (CPU). Detailed descriptions of the Signal Processing
block can be found in Section III and IV.

Dependencies in the signal processing chain need to be
handled appropriately. Kernels in the same processing stream
are performed in order. Therefore, splitting an algorithm into
separate kernels in the same stream can address the dependency.
Alternatively, a single threadblock can be employed to perform
a certain algorithm, synchronization within a threadblock is
possible since it runs the same piece of physical hardware.
Kernels in different streams run parallel to each other. In this
case, events can be used to halt one stream until a certain kernel
in another stream has finished processing.

C. Continuous Real-Time Processing Requirements

The real-time GPU receiver consists of a 1GHz photodiode
connected to a 12 bit 4 GSa/s ADC. Digitized samples are copied
in buffers from the ADC to the GPU where they are processed in a
highly parallel manner. Each buffer contains 222 samples, which
takes 1.049 ms at 4 GSa/s. In our implementation, each buffer
is assigned its own processing stream and any dependencies
to ensure data continuity are handled by events. For real-time
processing, the buffers need to be processed as fast or faster than
they are created by the ADC in order to avoid data loss. As such,
the average buffer processing time needs to be lower than 1.049
ms times the number of streams employed. Therefore, buffer
processing times can be relaxed by increasing the number of
parallel streams at the expense of increased latency.

D. GPU Signal Processing Structure

Figure 2 shows the structure of receiver, the tasks per-
formed by the GPU, and how those are controlled by the CPU.
The ADC is controlled by an application programming inter-
face (API), provided by the manufacturer which also manages
the data transfer to the GPU. A second program, written by
the authors, controls the API and launches signal processing
kernels.
� Step 1: The ADC digitizes the analog signal into 12-bit

digital samples at either 2 (IMDD) or 4 (KK) samples per
symbol and temporarily stores them in ADC memory. The

Fig. 3. Relation between buffers and blocks for block-wise processing. Each
stream processes one buffer at a time, each consisting of 8192 blocks. Overlap-
save Fourier transforms are used to ensure data integrity.

API initiates the transfer of a buffer containing 222 samples
from ADC memory to GPU memory using direct memory
access (DMA), provided a free GPU buffer is available for
the API to use. This is marked as Step 1 in Fig. 2. Each
buffer is assigned its own stream and DSP kernels are added
to that stream to process the data.

� Step 2: Control over the GPU buffer which now contains
the digitized signal is handed over to the control program
written by the authors.

� Step 3: For continuous real-time data processing certain
overlap between buffers is required, an overlap kernel is
used for this. These overlap kernels need to be executed
in order and events ensure an overlap kernel cannot start
processing until its predecessor is finished. This is shown
in Fig. 2 as Step 3 and marked as Dependency.

� Step 4: The 222 samples in a buffer are subdivided into
8192 blocks of 512 samples for frequency domain (FD)
processing as depicted in Fig. 3. FD processing requires
one block of overlap between buffers for data continuity.
An overlap kernel handles this by prepending a block to
the current buffer which was stored elsewhere in memory.
Afterwards, it copies the last block of its buffer to memory
for the next overlap kernel to use. Also, the overlap kernel
converts the data from 12-bit unsigned integers to 32-bit
floats.

� Step 5: This step contains the actual DSP chain which
uses both time domain (TD) and 100% overlap-save FD
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Fig. 4. IMDD GPU signal processing chain including an annotated GPU profiler trace, detailing the Signal Processing block of Fig. 2 for PAM-N signals.

processing. This block uses floating point samples as input
and produces decoded bits as output. A detailed description
can be found in Section III and IV for PAM-N and N-QAM
signals, respectively.

� Step 6: After processing, the decoded bits are copied to
random-access memory (RAM) and control over the buffer
is handed back to the API.

III. IMDD GPU SIGNAL PROCESSING CHAIN

Figure 4 lists the DSP chain for IMDD PAM-N signals. It
consists of 9 steps, each of which executed by one or more
kernels. To support real-time operation, five parallel streams
are used as shown in the annotated profiler trace in Fig. 4.
Dependencies between algorithms running in parallel streams
are handled through events which are marked as Dependency in
the DSP chain and shown by the orange arrows in the profiler
trace.

A. Step 1 and 2: fast Fourier transform (FFT) and Static
Equalization

The IMDD signal processing chain starts after overlap copy-
ing. A 100% overlap-save 1024-point FFT at 2 samples-per-
symbol is performed using a readily-available highly-parallel
GPU FFT implementation. This splits the 222 samples in the
buffer into 8192 blocks of 1024 samples, of which 512 are valid
due to 100% overlap-save. Secondly, static FD equalization is
performed to compensate for receiver bandwidth impairments
using a pre-computed FIR filter. This filter optimized offline in
TD using 503 taps, converted to a 1024-point FD version, and
uploaded to the GPU. The number of taps was limited to 503
to prevent introduction of ISI through the cyclic nature of the
1024-point FFT.

To fully appreciate the parallel nature of this processing, we
need to look at the number of independent threads working in this
one kernel alone. FD equalization requires 512 complex multi-
plications to be performed for each of the 8192 blocks, Hermitian
symmetry allows for the omission of half of the spectrum. To
this end, 221 threads are launched, each operating on 2 complex

samples (4 32-bit floats) at a time. 128-bit vector loads/stores
allow for the 4 floats to be loaded/stored using just a single
instruction, increasing memory throughput. These 221 threads
can be performed in parallel, exploiting the massive parallel
capabilities of the GPU. Fig. 4 shows that during the execution of
this kernel in stream 1, marked as step 2, is performed in parallel
with a ADC-to-GPU copy in stream 2 and other stages of the
signal processing of other buffers in streams 4 and 5. Therefore,
parallelization is not only exploited within kernels acting on a
buffer, but also between streams operating on different buffers.

B. Step 3 and 4: Clock-Phase Estimation and Unwrapping

Clock-phase estimation is performed block-wise in FD after
static equalization using a technique introduced in [23]. This
provides an estimate clock-phase for each block of samples. To
improve noise tolerance, these estimates are averaged over 105
blocks. This requires the 52 previous and 52 future clock-phase
estimates to be known as well. The causality issue of the future
estimates is resolved through increased buffering in the overlap
kernel before actual signal processing starts. The dependency
on previous estimates requires the clock-phase estimation of
the previous buffer to be completed before the averaging and
unwrapping step of the current buffer can be allowed to start. To
this end, events are used to signal when clock-phase estimation
is completed, allowing for the current processing to wait until
the previous has completed. Note that only the estimation step
has this dependency, the remainder of the signal processing can
occur in parallel. The events resolving these dependencies are
shown by orange arrows in Fig. 4.

The clock-phase estimates are restricted to 2π. Hence, averag-
ing is performed through vector addition in complex space and
subsequent phase unwrapping is required. It is denoted as step
4 in Fig. 4. The phase unwrapping kernel checks whether the cur-
rent averaged clock-phase differs more thanπ from the previous.
This sequential algorithm is hard to parallelize. To some extent
this is done through inter-thread communication using warp-
level shuffles. This requires some significant processing time.
However, the unwrapping algorithm uses a single warp of 32
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Fig. 5. Experimental noise-loading setup for back-to-back evaluation of the
real-time receiver.

threads and leaves much of the GPU processing power unused,
which can be used by other kernels running in different streams.
For example, during the phase unwrapping in stream 1, stream 2
performs an FFT, FD equalization, and clock-phase estimation,
stream 3 performs a ADC-to-GPU memory copy, stream 4 is
idle, and stream 5 performs normalization, symbol decision,
and a GPU-to-RAM copy. Therefore, phase unwrapping does
not take up significant amount of resources, even though it takes
up significant amount of time.

C. Step 5-9: Clock Recovery, IFFT, Normalization, and
Symbol Decision

Clock recovery is performed by correcting for the unwrapped
clock-phase in FD. After the 1024-point inverse fast Fourier
transform (IFFT), 256 valid symbols need to be extracted for
further processing. In the presence of clock-frequency offset,
every now and then, either more or fewer symbols may need to
be extracted from a block to keep the unwrapped clock-phase
within bounds. This is performed in step 7 of Fig. 4, which
converts the fixed rate sample input to a variable rate symbol
output. Then, buffer-wise normalization is performed using
three kernels: initialization, estimation of the DC-offset, and
estimation of the amplitude. In the symbol decision kernel, the
DC-offset and amplitude are corrected for and PAM-N symbols
are decoded into bits. Decision thresholds are optimized offline
beforehand and uploaded to the GPU.

D. Experimental Setup for Back-to-Back Evaluation of PAM-N

Figure 5 shows a diagram of the experimental setup for
back-to-back characterization of the real-time receiver. At the
transmitter, the lightwave from a 500 kHz linewidth external
cavity laser (ECL) centered at 1542.92 nm is modulated us-
ing a single-polarization in-phase and quadrature modulator
(IQM). Electrical driving signals for the IQM are provided by
a 2-channel arbitrary-waveform generator (AWG) operating at
12Gs/s amplified by RF-amplifiers, whilst bias-tees and voltage
sources control the bias of the modulator arms. PAM-N signals
are modulated by biasing one of the IQM-arms to mid-point and
driving it with a baseband 2 Gbaud 50% roll-off root-raised-
cosine (RRC) pulse-shaped signal.

Fig. 6. Q-factor versus clock-frequency offset. The clock-recovery algorithms
allows for stable performance across a wide range of clock-frequency offsets.

The receiver consists of an erbium-doped fiber amplifier
(EDFA) pre-amplifier followed by a 0.04 nm bandpass filter
(BPF). In addition, a noise-loading setup is included with an
amplified spontaneous emission (ASE) source and an optical
spectrum analyzer (OSA) through a 2 × 2 coupler. A variable
optical attenuator (VOA) is used to control the power at the input
of a PD with a 3 dB cut-off frequency of 1GHz. The electrical
PD output is directed to the ADC for processing.

E. Experimental Results

The performance of clock-recovery is evaluated using PAM-4
and PAM-8 signals in back-to-back transmission. Fig. 6 shows
the Q-factor versus the clock-frequency offset between trans-
mitter and receiver clock when transmitting 2 GBaud PAM-4
signals. An attenuator limited the power into the photodiode to
−10 dBm to introduce enough noise and thus bit errors to prop-
erly evaluate performance when changing the clock-frequency
offset. Performance is stable for a wide range of offsets, showing
the resiliance of the implemented algorithms. Performance drops
off very rapidly when an offset of 122 kHz (30.5 ppm) or more
is applied, which can be attributed an implementation choice to
use an 8-bit integer to keep track of number of symbols added or
removed throughout the buffer. A change to a 16- or even 32-bit
number would greatly increase clock-frequency offset tolerance,
but was deemed unnecessary.

Fig. 7 shows clock-frequency offset and Q-factor over time
for 2 GBaud PAM-8 signals at 0 dBm input power when using
free-running clocks. The transmitter digital-to-analog converter
(DAC) is driven by a laboratory-grade tone-generator whilst
the ADC uses its own internal clock source. Even when the
clock-frequency offset experiences rapid changes as shown in
Fig. 7, the Q-factor remains constant, demonstrating that the
clock-recovery algorithm is able to cope with these rapid tran-
sitions. Since the ADC manufacturer advises against the use of
the internal clock, the authors consider this a worst-case test.
For the remainder of this work, the ADC received a high-quality
clock-signal from a laboratory-grade tone-generator.

Fig. 8 shows the Q-factor as a function of OSNR for PAM-2,
PAM-4, PAM-8, and PAM-16. In back-to-back, performance



VAN DER HEIDE et al.: FIELD TRIAL OF A FLEXIBLE REAL-TIME SOFTWARE-DEFINED GPU-BASED OPTICAL RECEIVER 2363

Fig. 7. Clock-frequency offset and Q-factor versus time when using free-
running clocks. The clock-recovery algorithm allows for stable performance
even when clock-frequency offset changes rapidly.

Fig. 8. Q-factor versus OSNR for PAM-N signals, both back-to-back and after
transmission over the field trial network.

reaches the 8.4 dB Q-factor threshold for 6.7% overhead HD-
FEC [22] at 5.6 dB, 14.0 dB, and 22.2 dB for PAM-2, PAM-4,
and PAM-8, respectively. PAM-16 can be decoded in real-time
using the GPU DSP, but signal quality is not sufficient to reach
the threshold for either 6.7% or 20% [22] overhead HDFEC.
Most likely this is due to severe low-pass filtering of the signal
by the receiver components. The 2 GBaud signal with 50%
RRC roll-off uses 1.5GHz of electrical bandwidth, whilst the
3 dB bandwidth of the photodiode and ADC are both 1GHz.
The static equalizer (see Section III and Fig. 4, step 2) can
boost the attenuated higher frequencies, but only at the cost
of amplifying noise. Future ADCs (PCIe Gen 4) offer greater
bandwidth and sampling rate, facilitating greater baud and data
rates. Proprietary interfaces such as NVIDIA NVLink [24] can
support a further tenfold increase.

IV. KK GPU IMPLEMENTATION AND EVALUATION

We chose to implement KK field reconstruction to show-
case GPU excellence in handling large FFTs and exploiting
its enhanced capability for frequency-domain signal processing.
Fig. 9 shows the DSP chain for KK N-QAM signals subdivided

in 9 steps, each of which an algorithm performed by one or
more kernels as described in this section. Five parallel streams
are used as shown in the profiler trace. Dependencies between
streams are marked as Dependency and annotated with orange
arrows in the profiler trace.

A. Step 1: Overlap and KK Front-End

The KK Front-end containing the square root and logarithm
operations are incorporated into the overlap kernel to limit GPU
memory access and thus improve performance. The overlap part
of this kernel, including the dependency handling via events, see
Section II-D and Fig. 2.

Since the digitizer used in this experiment was AC-coupled,
no DC-terms are measured, hampering KK field reconstruction.
Therefore, an offline-optimized static DC-offset is added to
the signal [25] after the data are converted from 12-bit un-
signed integers to 32-bit floats. Subsequently, a conventional KK
front-end [19] performs the square root, to retrieve the signal
amplitude, and logarithm, required for phase reconstruction,
operations at 4 samples-per-symbol.

B. Step 2-5: Hilbert Transform and KK Field Reconstruction

A 100% overlap-save 1024-point real-to-complex FFT is used
to convert the samples pre-processed for phase-retrieval by the
KK front-end to frequency domain, dividing the 222 samples in
the buffer in 8192 blocks of 1024 samples of which, because
of 100% overlap-save, 512 are valid. The Hilbert transform is
performed in FD before a complex-to-complex IFFT converts
back to TD. Now, the KK field reconstruction [19] combines the
previously retrieved signal amplitude with the phase recovered
through the logarithm and Hilbert transform. The recovered
optical field is downshifted to DC for further processing.

C. Step 6-8: FD Static Equalization

After a 1024-point complex-to-complex FFT, the recovered
signal is filtered in FD by a static 203-tap FIR filter, which is
optimized offline beforehand and uploaded to GPU memory.
This static equalizer compensates for receiver bandwidth im-
pairments and performs matched filtering for the RRC N-QAM
signals. A 512-point IFFT both converts the signal to TD and
downsamples it to 2 samples-per-symbol.

D. Step 9: TD Adaptive Equalization and Symbol Decision

Clock-phase and symbol-phase recovery, transmitter IQ-
imbalance compensation, and symbol decision and demap-
ping are performed by a 4-tap adaptive widely-linear [26] TD
decision-directed least mean square (DDLMS) equalizer. Note
that in contrast to the PAM-N signals of Section III, a 10MHz
reference clock was shared by transmitter and receiver, so the
equalizer only needs to handle relatively small clock-phase
and symbol-phase fluctuations, for example due to changing
conditions in the field-deployed fiber. During equalization, the
decisions made by the equalizer are demapped and stored in
GPU memory to be sent to RAM after this kernel is finished.
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Fig. 9. KK GPU Signal Processing Chain including an annotated GPU profiler trace, detailing the Signal Processing block of Fig. 2 for N-QAM signals.

Four taps was deemed sufficient and has the benefit of ex-
ploiting 128-bit parallel data access through vector load/store
instructions as explained in Section III-A. Furthermore, warp-
level shuffles are used to further optimize this TD adaptive
equalizer kernel which is serial in nature. One might conclude
based on the GPU profiler trace in Fig. 9 that this kernel uses
a lot of resources since it uses a lot of time. However, this is
not correct. A relatively low amount of GPU parallel processing
units are used for execution of this kernel. Therefore, this kernel
does not take up significant amount of resources even though it
takes up significant amount of time, similar to the clock-phase
unwrapping kernel discussed in Section III-B. The unused par-
allel processing units can be used by other parallel processing
streams, see Fig. 9.

E. Back-to-Back Evaluation of N-QAM Signals

KK N-QAM signals are generated using the same setup as
PAM-N signals explained in Section III-D, Fig. 5. However,
the IQM is operated at the minimum optical output bias point,
whilst the AWG produces baseband 1 GBaud N-QAM signals
with 1% roll-off RRC pulse shaping combined with a digitally-
introduced carrier tone at 0.547 GHz. The tone power can be
chosen to produce the desired CSPR. Note that the N-QAM
required optical bandwidth is half of PAM-N, but the required
electrical bandwidth is identical.

CSPR optimization is important for KK N-QAM signals
since it directly influences the accuracy of signal reconstruction
and OSNR performance. When employing high carrier power,
signal-signal beat interference (SSBI) is lower and signal re-
construction through the KK algorithm is better, thus improving
signal quality after receiver DSP. However, higher carrier power
leads to lower signal power for the same combined power.
Therefore, signal quality degrades in the higher CSPR region,
as can be seen in Fig. 10. The choice of CSPR is essentially
a trade-off between increased reconstruction error at lower
CSPRs versus increased noise at higher CSPRs. Moreover, the
optimal choice also depends on modulation cardinality, since
high-cardinality modulation formats such as 64-QAM suffer
more from reconstruction errors than 4-QAM. For simplicity

Fig. 10. CSPR optimization shows a trade-off between reconstruction errors
at low CSPR and increased noise at high CSPR. 6 dB is chosen for 4-QAM and
11 dB for 16/64-QAM.

Fig. 11. Q-factor versus OSNR for Kramers-Kronig N-QAM signals, both
back-to-back and after field trial transmission.

of measurement, the CSPR is optimized at only one specific
value for OSNR, 10 dB for 4-QAM and 20 dB for 16-QAM and
64-QAM. A CSPR of 6 dB is chosen for 4-QAM whilst 11 dB
is employed for 16-QAM and 64-QAM throughout this work.

Fig. 11 shows the Q-factor as a function of OSNR for 4,
16, and 64-QAM. 4-QAM reaches the 6.7% overhead HDFEC
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Fig. 12. Experimental setup using field-deployed fiber between Koganei and Otemachi, Tokyo. Transmitter and receiver structure are detailed in Fig. 5.

threshold [22] at 5.5 dB OSNR, whilst 16-QAM requires an
OSNR of 17.6 dB. 64-QAM signals were received and processed
in real time, however, performance was not sufficient to reach
either the 6.7% of 20% overhead HDFEC threshold [22].

V. EXPERIMENTAL FIELD TRIAL

A. Experimental Setup

The same transmitter and receiver architecture used for back-
to-back characterization, see Fig. 5, is also used to generate
and receive the signals in the field trial scenario. The signal
launch power is set by an EDFA followed by a VOA. The
transmission network shown in Fig. 12 consists of a bidirectional
ring with 3 commercial ROADMs. Two ROADMs are installed
in the same location in Koganei, Tokyo. The link between these
ROADMs is relatively short and its loss was set to 16 dB using
fixed attenuators. Both ROADMs are connected to a commercial
ROADM in Otemachi, Tokyo by a 45.5 km, 4-fiber link. The
transmission loss, including optical distribution frames, is 16.5
dB. 56% of the fiber is installed in underground ducts and the
remainder on areal paths and in the surface along railway tracks.
The red line in Fig. 12) shows the signal path along the network,
with a total transmission distance of 91 km. Each ROADM has
two line sides, each consisting of WSSs and optical amplifiers
for add/drop and express connections. In addition, (ArrWGs)
were used for add and drop. Fig. 12 shows a photograph of one
of the commercial ROADMs.

B. Transmission Results of PAM-N Signals

Fig. 8 shows the Q-factor as a function of OSNR for PAM-
2, PAM-4, PAM-8, and PAM-16 for back-to-back and after
transmission through the field trial network. An OSNR penalty
increasing with modulation cardinality, is observed. The penalty
at the 6.7% overhead HDFEC threshold is 0.4 dB and 1.5 dB
for PAM-2 and PAM-4, respectively. After transmission through
the field trial network, PAM-8 cannot be recovered using a 6.7%
overhead HDFEC, but can when a 20% overhead HDFEC with a
Q-factor threshold of 5.7 dB is employed [22]. Eye diagrams for
PAM-N transmission over the field trial network without noise
loading are plotted in Fig. 13.

C. Transmission Results of N-QAM Signals

Fig. 11 shows the Q-factor as a function of OSNR for 4-QAM,
16-QAM, 64-QAM for back-to-back and after transmission

Fig. 13. Eye diagrams for PAM-N transmission over the field trial network
without noise loading.

Fig. 14. Constellation diagrams for KK N-QAM transmission over the field
trial transmission without noise loading.

through the field trial network. A 0.2 dB and 1.2 dB OSNR
penalty is observed for 4-QAM and, respectively. 64-QAM
signals were received and processed in real time, however,
performance was not sufficient to reach either the 6.7% of 20%
overhead HDFEC threshold [22]. Constellation diagrams for
these modulation formats at maximum available OSNR after
transmission over the field trial network are plotted in Fig. 14.

D. Continuous Real-Time Transmission

Fig. 15 shows the short-term average Q-factor for six sec-
ond long traces for various modulation formats. Within these
six seconds, all transmitted symbols were received, processed,
and recorded continuously, using the real-time GPU algorithms
detailed in the previous sections. During these six seconds, 6
billion symbols were received for N-QAM signals and 12 billion
symbols for PAM-N signals. The Q-factor displayed in Fig. 15 is
estimated from the bit error rate (BER) in sections of 21 ms. For
all transmitted signals, we observe stable performance. No errors
are observed while transmitting PAM-2. 4-QAM, PAM-4, and
16-QAM can be recovered using a 6.7% overhead HDFEC since
the Q-factors are 14.1 dB, 13.4 dB, and 10.4 dB, respectively.
With a Q-factor of 7.4 dB, PAM-8 cannot be recovered by the
6.7% overhead HDFEC but performance is sufficient for 20%
overhead error coding. 64-QAM is successfully transmitted,
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Fig. 15. Continuous real-time transmission traces for various modulation
formats. Performance remains stable despite the varying environment of installed
fiber.

received, processed using the GPU, and stored in RAM in real
time, but performance is not sufficient for HDFEC algorithms
considered.

VI. CONCLUSION

A real-time, software-defined, multi-modulation-format,
GPU-based receiver achitecture is introduced, detailed, and
demonstrated to achieve stable real-time operation over a field-
deployed metropolitan network. We show the potential for
massive parallel processing provided by a GPU to recover
directly-detected PAM-N signals as well as N-QAM signals with
Kramers-Kronig coherent detection. 2 GBaud optical signals us-
ing PAM-2, PAM-4, PAM-8, and PAM-16 modulation, 1 GBaud
4-QAM, 16-QAM, and 64-QAM modulation, are received and
processed in real time by our flexible receiver architecture.
PAM-2 and -4 and 4- and 16-QAM reach the Q-factor threshold
for a 6.7% overhead HDFEC both in back-to-back and after
transmission through the field-trial network. PAM-8 reaches
this threshold in back-to-back, but no longer after transmission,
although it can be received using a 20% overhead HDFEC. PAM-
16 and 64-QAM are received and processed in real-time, but
performance is not sufficient to reach either HDFEC threshold.
Continuous real-time transmission reveals stable performance
despite the varying environment of installed fiber. These results
show the potential of massive parallel processing provided by
GPUs for low-cost flexible optical links for a range of modula-
tion formats.

REFERENCES

[1] OIF, “OIF-400ZR Implementation Agreement.” [Online]. Available: https:
//www.oiforum.com/technical-work/implementation-agreements-ias/

[2] G. Kakkavas et al., “A software defined radio cross-layer resource allo-
cation approach for cognitive radio networks: From theory to practice,”
IEEE Trans. Cogn. Commun. Netw., vol. 6, no. 2, pp. 740–755, Jun. 2020.

[3] “ GNU Radio,” Accessed: Nov 23, 2020. [Online]. Available: https://www.
gnuradio.org,

[4] T. Kazaz et al., “Hardware Accelerated SDR Platform for Adaptive Air
Interfaces,” 2017.

[5] S. Randel et al., “First real-time coherent MIMO-DSP for six coupled
mode transmission,” in Proc. IEEE Photon. Conf., 2015, pp. 1–2, doi:
10.1109/IPCon.2015.7323761.

[6] S. Beppu et al., “Real-time strongly-coupled 4-core fiber transmission,”
in Proc. Opt. Fiber Commun. Conf., 2020, Paper Th 3H.2.

[7] S. Beppu et al., “Weakly coupled 10-mode-division multiplexed trans-
mission over 48-km few-mode fibers with real-time coherent MIMO
receivers,” Opt. Express, vol. 28, no. 13, pp. 19 655–19 668, Jun. 2020.

[8] P. J. Winzer and D. T. Neilson, “From scaling disparities to integrated
parallelism: A decathlon for a decade,” J. Lightw. Technol., vol. 35, no. 5,
pp. 1099–1115, Mar. 2017.

[9] Y. Sun et al., “Summarizing CPU and GPU design trends with product
data,” 2019, arXiv:1911.11313.

[10] M. Qasaimeh et al., “Comparing energy efficiency of CPU, GPU and
FPGA implementations for vision kernels,” in Proc. IEEE Int. Conf.
Embedded Softw. Syst., 2019, pp. 1–8, doi: 10.1109/ICESS.2019.8782524.

[11] R. Li, J. Zhou, Y. Dou, S. Guo, D. Zou, and S. Wang, “A multi-standard
efficient column-layered LDPC decoder for software defined radio on
GPUs,” in Proc. IEEE 14th Workshop Signal Process. Adv. Wireless
Commun., 2013, pp. 724–728.

[12] T. Suzuki, S. Kim, J. Kani, T. Hanawa, K. Suzuki, and A. Otaka, “Demon-
stration of 10-Gbps real-time reed-solomon decoding using GPU direct
transfer and kernel scheduling for flexible access systems,” J. Lightw.
Technol., vol. 36, no. 10, pp. 1875–1881, 2018.

[13] T. Suzuki, S. Kim, J. Kani, A. Otaka, and T. Hanawa, “10-Gb/s software
implementation of burst-frame synchronization using array-access bitshift
and dual-stage detection for flexible access systems,” J. Lightw. Technol.,
vol. 36, no. 23, pp. 5656–5662, 2018.

[14] T. Suzuki et al., “Software implementation of 10G-EPON upstream
physical-layer processing for flexible access systems,” J. Lightw. Technol.,
vol. 37, no. 6, pp. 1631–1637, Mar. 2019.

[15] T. Suzuki, S. Kim, J. Kani, and J. Terada, “Demonstration of fully
softwarized 10G-EPON PHY processing on a general-purpose server for
flexible access systems,” J. Lightw. Technol., vol. 38, no. 4, pp. 777–783,
2020.

[16] S. Kim, T. Suzuki, J. Kani, A. Otaka, and T. Hanawa, “Coherent receiver
DSP implemented on a general-purpose server for full software-defined
optical access,” in Proc. Opt. Fiber Commun. Conf. Expo., 2018, pp. 1–3.

[17] S. Kim, T. Suzuki, J. Kani, and A. Otaka, “Coherent receiver DSP im-
plemented on a general-purpose server for a full software-defined access
system,” IEEE/OSA J. Opt. Commun. Netw., vol. 11, no. 1, pp. A 96–A102,
Jan. 2019.

[18] T. Suzuki et al., “Real-time implementation of coherent receiver DSP
adopting stream split assignment on GPU for flexible optical access
systems,” J. Lightw. Technol., vol. 38, no. 3, pp. 668–675, Feb. 2020.

[19] A. Mecozzi, C. Antonelli, and M. Shtaif, “Kramers kronig coherent
receiver,” Optica, vol. 3, no. 11, Nov. 2016, Art. no. 1220.

[20] “Japan Gigabit Netw. (JGN),” Accessed: Nov. 23, 2020. [Online]. Avail-
able: https://testbed.nict.go.jp/jgn/

[21] S. van der Heide et al., “Real-time, software-defined, GPU-Based receiver
field trial,” 2020, arXiv:2010.14333.

[22] E. Agrell and M. Secondini, “Information-theoretic tools for optical com-
munications engineers,” in Proc. IEEE Photon. Conf., 2018, pp. 1–5, doi:
10.1109/IPCon.2018.8527126.

[23] K.-T. Wu and H. Sun, “Frequency-domain clock phase detector for nyquist
WDM systems,” in Proc. Opt. Fiber Commun. Conf., 2014, Paper Th 3E.2.

[24] NVIDIA, “NVIDIA A100 Tensor Core GPU Architecture,” Accessed: Dec
28, 2020. [Online]. Available: https://www.nvidia.com/content/dam/en-
zz/Solutions/Data-Center/nvidia-ampere-architecture-whitepaper.pdf

[25] R. S. Luís, G. Rademacher, B. J. Puttnam, C. Antonelli, S. Shinada, and H.
Furukawa, “Simple method for optimizing the DC bias of Kramers–Kronig
receivers based on AC-coupled photodetectors,” Opt. Express, vol. 28,
no. 3, pp. 4067–4075, 2020.

[26] E. P. da Silva and D. Zibar, “Widely linear equalization for IQ imbalance
and skew compensation in optical coherent receivers,” J. Lightw. Technol.,
vol. 34, no. 15, pp. 3577–3586, 2016.

Sjoerd van der Heide (Graduate Student Member, IEEE) was born in ’s-
Hertogenbosch, The Netherlands, in 1992. He received the B.Sc. and M.Sc.
(cum laude) degrees in electrical engineering in 2015 and 2017, respectively,
from the Eindhoven University of Technology, Eindhoven, The Netherlands,
where he is currently working toward the Ph.D. degree with Electro-Optical
Communications Group, High Capacity Optical Transmission Laboratory. His
research interests include space-division multiplexing and digital signal process-
ing. He was the recipient of the Student Paper Award at ECOC 2018 and the
Best Paper Award at OECC 2019.

https://www.oiforum.com/technical-work/implementation-agreements-ias/
https://www.gnuradio.org
https://dx.doi.org/10.1109/IPCon.2015.7323761
https://dx.doi.org/10.1109/ICESS.2019.8782524
https://testbed.nict.go.jp/jgn/
https://dx.doi.org/10.1109/IPCon.2018.8527126
https://www.nvidia.com/content/dam/en-zz/Solutions/Data-Center/nvidia-ampere-architecture-whitepaper.pdf


VAN DER HEIDE et al.: FIELD TRIAL OF A FLEXIBLE REAL-TIME SOFTWARE-DEFINED GPU-BASED OPTICAL RECEIVER 2367

Ruben S. Luis (Senior Member, IEEE) received the B.Sc. and M.Sc. degrees in
electrical and computer engineering from Instituto Superior Tecnico, Technical
University of Lisbon, Portugal, in 2000 and 2003, respectively, and the Ph.D.
degree in electrical engineering from the University of Aveiro, Portugal, in 2007.
Since 2016, he has been with the Photonic Network System Laboratory, National
Institute of Information and Communications Technology, Tokyo, Japan, where
he researches advanced coherent transmission systems using spatial division
multiplexing and optical packet switching. Dr. Luis is a Senior Member of the
Photonics Society.

Benjamin J. Puttnam (Member, IEEE) received the M.Phys. degree in physics
from the University of Manchester, Manchester, U.K., in 2000 and the Ph.D.
degree from University College London, London, U.K., in 2008. He was a
Switch Design Engineer with T-mobile, U.K., in between. He is currently a
Senior Researcher with Photonic Network System Laboratory, National Institute
of Information and Communications Technology (NICT), Tokyo, Japan. After
short-term visits to NICT, he was supported by JSPS and the Photonics Group
with Chalmers University, Gothenburg, Sweden, and the Ericsson Research
Foundation. In 2010, he rejoined NICT. His research interests include space-
division multiplexing for optical transmission and optical signal processing.

Georg Rademacher (Senior Member, IEEE) received the Dipl.-Ing. and Dr.-
Ing. degrees in electrical engineering from Technische Universitt Berlin, Berlin,
Germany, in 2011 and 2015, respectively. During his doctoral studies, he did
internships with Bell Laboratories, Holmdel, NJ, USA, and the National Institute
of Information and Communications Technology (NICT), Tokyo, Japan. In 2016,
he joined Photonic Network System Laboratory, NICT, where he is currently
engaged in the research on subsystems and systems for efficient high-capacity
optical transmission.

Ton Koonen (Fellow IEEE) is a Full Professor with the Eindhoven University
of Technology (TU/e), Eindhoven, The Netherlands, since 2001. Since 2004, he
is the Chairman of the group Electro-Optical Communication Systems and from
2012 to 2020, he was the Vice-Dean of the Department of Electrical Engineering.
From 2016 to 2019, he was also the Scientific Director of the Institute for Pho-
tonic Integration with TU/e. Before 2001, he worked for more than 20 years in
applied research in industry, Bell Labs-Lucent Technologies being one of them.
He is a Bell Labs Fellow (1998), OSA Fellow (2013), and Distinguished Guest
Professor of Hunan University, Changsha, China (2014). In 2012, he received
the prestigious Advanced Investigator Grant of the European Research Council
on optical wireless communication. His current research interests are optical
fiber-supported in-building networks (including optical wireless communication
techniques, radio-over-fiber techniques, and high-capacity plastic optical fiber
techniques), optical access networks, and spatial division multiplexed systems.

Satoshi Shinada (Member, IEEE) received the B.S. degree from the Science
University of Tokyo, Tokyo, Japan, in 1998, and the M.E. and Ph.D. degrees
from the Tokyo Institute of Technology, Tokyo, Japan, in 2000 and 2002,
respectively. In 2002, he joined Precision and Intelligence Laboratory, Tokyo
Institute of Technology, as a JSPS Postdoctoral Fellow. Since 2003, he has been
with the National Institute of Information and Communications Technology
(NICT), Tokyo. From 2015 to 2016, he was the Deputy Director at the Ministry
of Internal Affairs and Communications, Japan. He has been engaged in the
research and development on LiNbO3 optical modulators, optical switches,
optical interfaces for single flux quantum circuit, and optical packet switching
systems. He was the recipient of the IEEE/LEOS Student Award in 2002 and
the 2015 Ichimura Prize in Science for Excellent Achievement from the New
Technology Development Foundation. He is a member of the IEEE Photonics
Society, the Japan Society of Applied Physics, and the Institute of Electronics,
Information and Communication Engineers of Japan.

Yohinari Awaji, biography not at the avilable time of publication

Hideaki Furukawa, biography not avilable at the time of publication

Chigo Okonkwo (Senior Member, IEEE) was born in Wakefield, U.K., in 1979.
He received the Ph.D. degree in optical signal processing from the University
of Essex, Colchester, U.K., in 2010. Between 2003 and 2009, he was a Senior
Researcher with Photonic Networks Research Lab, University of Essex, U.K.
After the Ph.D. degree, he was appointed as a Senior Researcher with the
Electro-Optical Communications Group, working on digital signal processing
techniques and the development of space-division multiplexed transmission
(SDM) systems. He is currently an Associate Professor and leads the High-
Capacity Optical Transmission Laboratory, Institute for Photonic Integration
(former COBRA), Department of Electrical Engineering, Eindhoven University
of Technology, Eindhoven, The Netherlands. He was instrumental to the delivery
of the first major SDM project in the European Union-MODEGAP project.
Since 2014, he has been tenured with the ECO Group, where he has built
up a world-class laboratory collaborating with several industrial and academic
partners. His research interests include optical and digital signal processing,
space-division multiplexing techniques, and long-haul transmission techniques.
In 2018, he was the TPC Chair for subcommittee three on digital signal handling.
Between 2015 and 2017, he was on the TPC for the OSA Conference on Signal
Processing in Photonic Communications (SPPCom). In 2017 and 2018, he was
the Program Chair and the Conference Chair at SPPCom. He was an Associate
Editor for special edition of the IEEE JOURNAL ON LIGHTWAVE TECHNOLOGY.
From 2020 to 2022, he has been retained on Technical Programme Subcommittee
on Fiber-Optic and Waveguide Devices and Sensors (subcommittee D5) at
Optical Fiber Communications Conference.



<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 0
  /ParseDSCComments false
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo false
  /PreserveFlatness true
  /PreserveHalftoneInfo true
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts true
  /TransferFunctionInfo /Remove
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
    /Algerian
    /Arial-Black
    /Arial-BlackItalic
    /Arial-BoldItalicMT
    /Arial-BoldMT
    /Arial-ItalicMT
    /ArialMT
    /ArialNarrow
    /ArialNarrow-Bold
    /ArialNarrow-BoldItalic
    /ArialNarrow-Italic
    /ArialUnicodeMS
    /BaskOldFace
    /Batang
    /Bauhaus93
    /BellMT
    /BellMTBold
    /BellMTItalic
    /BerlinSansFB-Bold
    /BerlinSansFBDemi-Bold
    /BerlinSansFB-Reg
    /BernardMT-Condensed
    /BodoniMTPosterCompressed
    /BookAntiqua
    /BookAntiqua-Bold
    /BookAntiqua-BoldItalic
    /BookAntiqua-Italic
    /BookmanOldStyle
    /BookmanOldStyle-Bold
    /BookmanOldStyle-BoldItalic
    /BookmanOldStyle-Italic
    /BookshelfSymbolSeven
    /BritannicBold
    /Broadway
    /BrushScriptMT
    /CalifornianFB-Bold
    /CalifornianFB-Italic
    /CalifornianFB-Reg
    /Centaur
    /Century
    /CenturyGothic
    /CenturyGothic-Bold
    /CenturyGothic-BoldItalic
    /CenturyGothic-Italic
    /CenturySchoolbook
    /CenturySchoolbook-Bold
    /CenturySchoolbook-BoldItalic
    /CenturySchoolbook-Italic
    /Chiller-Regular
    /ColonnaMT
    /ComicSansMS
    /ComicSansMS-Bold
    /CooperBlack
    /CourierNewPS-BoldItalicMT
    /CourierNewPS-BoldMT
    /CourierNewPS-ItalicMT
    /CourierNewPSMT
    /EstrangeloEdessa
    /FootlightMTLight
    /FreestyleScript-Regular
    /Garamond
    /Garamond-Bold
    /Garamond-Italic
    /Georgia
    /Georgia-Bold
    /Georgia-BoldItalic
    /Georgia-Italic
    /Haettenschweiler
    /HarlowSolid
    /Harrington
    /HighTowerText-Italic
    /HighTowerText-Reg
    /Impact
    /InformalRoman-Regular
    /Jokerman-Regular
    /JuiceITC-Regular
    /KristenITC-Regular
    /KuenstlerScript-Black
    /KuenstlerScript-Medium
    /KuenstlerScript-TwoBold
    /KunstlerScript
    /LatinWide
    /LetterGothicMT
    /LetterGothicMT-Bold
    /LetterGothicMT-BoldOblique
    /LetterGothicMT-Oblique
    /LucidaBright
    /LucidaBright-Demi
    /LucidaBright-DemiItalic
    /LucidaBright-Italic
    /LucidaCalligraphy-Italic
    /LucidaConsole
    /LucidaFax
    /LucidaFax-Demi
    /LucidaFax-DemiItalic
    /LucidaFax-Italic
    /LucidaHandwriting-Italic
    /LucidaSansUnicode
    /Magneto-Bold
    /MaturaMTScriptCapitals
    /MediciScriptLTStd
    /MicrosoftSansSerif
    /Mistral
    /Modern-Regular
    /MonotypeCorsiva
    /MS-Mincho
    /MSReferenceSansSerif
    /MSReferenceSpecialty
    /NiagaraEngraved-Reg
    /NiagaraSolid-Reg
    /NuptialScript
    /OldEnglishTextMT
    /Onyx
    /PalatinoLinotype-Bold
    /PalatinoLinotype-BoldItalic
    /PalatinoLinotype-Italic
    /PalatinoLinotype-Roman
    /Parchment-Regular
    /Playbill
    /PMingLiU
    /PoorRichard-Regular
    /Ravie
    /ShowcardGothic-Reg
    /SimSun
    /SnapITC-Regular
    /Stencil
    /SymbolMT
    /Tahoma
    /Tahoma-Bold
    /TempusSansITC
    /TimesNewRomanMT-ExtraBold
    /TimesNewRomanMTStd
    /TimesNewRomanMTStd-Bold
    /TimesNewRomanMTStd-BoldCond
    /TimesNewRomanMTStd-BoldIt
    /TimesNewRomanMTStd-Cond
    /TimesNewRomanMTStd-CondIt
    /TimesNewRomanMTStd-Italic
    /TimesNewRomanPS-BoldItalicMT
    /TimesNewRomanPS-BoldMT
    /TimesNewRomanPS-ItalicMT
    /TimesNewRomanPSMT
    /Times-Roman
    /Trebuchet-BoldItalic
    /TrebuchetMS
    /TrebuchetMS-Bold
    /TrebuchetMS-Italic
    /Verdana
    /Verdana-Bold
    /Verdana-BoldItalic
    /Verdana-Italic
    /VinerHandITC
    /Vivaldii
    /VladimirScript
    /Webdings
    /Wingdings2
    /Wingdings3
    /Wingdings-Regular
    /ZapfChanceryStd-Demi
    /ZWAdobeF
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages false
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 900
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.00111
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages false
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages false
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 1200
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.00083
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages false
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages false
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 1600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.00063
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /CreateJDFFile false
  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create PDFs that match the "Suggested"  settings for PDF Specification 4.0)
  >>
>> setdistillerparams
<<
  /HWResolution [600 600]
  /PageSize [612.000 792.000]
>> setpagedevice


