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Abstract—The “event-driven” feature of asynchronous circuits enables
the circuits to work when and where needed, making it a good alterna-
tive to design low-power circuits. However, asynchronous circuits are not
widely adopted as a consequence of the lack of support by conventional
EDA tools. In this article, we propose a novel design flow to implement the
Click-based asynchronous bundled-data circuits efficiently down to mask
layout with conventional EDA tools. To ensure timing correctness, we
put forward an adaptive delay matching (ADM) method and perform
accurate static timing analysis for the circuits. Compared with other
asynchronous toolsets, the proposed design flow is more efficient and
convenient to implement asynchronous circuits. An asynchronous con-
volution neural network accelerator is implemented in TSMC 180- and
65-nm CMOS process, respectively, to verify the proposed design flow.
The silicon test results show that the asynchronous accelerator has 30%
less power in the computing array than the synchronous one in the TSMC
65-nm CMOS process, and the energy efficiency of the asynchronous and
synchronous accelerators are 1.539 TOPS/W and 1.37 TOPS/W, respec-
tively. The energy efficiency of the asynchronous accelerator in the TSMC
180-nm CMOS process is 133 GOPS/W.

Index Terms—Adaptive delay matching (ADM), asynchronous
circuits, click-based bundled-data (BD) circuits, conventional
EDA tools.

I. INTRODUCTION

Asynchronous circuits have significant potential advantages in
low power consumption and high performance [1], [2]. The “event-
driven” feature of asynchronous circuits is much like the way our
brain works so asynchronous circuits are widely adopted in neuromor-
phic chip design, such as TrueNorth [3] and Loihi [4] to achieve low
power consumption. The applications in the Internet of Things and
mobile platform also expect hardware to run in an energy-efficient
manner which needs to adopt a low-power design methodology.
Therefore, asynchronous circuits are a promising alternative to design
low-power circuits. However, asynchronous circuits are not widely
adopted as a consequence of the lack of support by conventional
EDA tools, making it challenging to design asynchronous circuits
efficiently for designers.
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Compared with quasi delay insensitive (QDI) circuits, asyn-
chronous bundled-data (BD) circuits cost less in terms of area
and power. Many efforts have been made on the design flow for
asynchronous BD circuits, including synthesis, physical implemen-
tation, and static timing analysis (STA). Petrify [5] synthesizes the
asynchronous BD controller circuits based on the signal transition
graph (STG). Balsa is put forward in [6] and is used to describe and
synthesize asynchronous circuits based on syntax-directed compila-
tion into communicating handshake circuits. Conventional EDA tools,
such as Synopsys design compiler (DC) and IC compiler (ICC),
are used in the design flows proposed in [7] and [8] to design
asynchronous BD circuits, in which, timing paths are obtained by
using command get_timing_path by specifying them one by one
and delay matching is performed by using command set_min_delay
in DC tools. The physical design of the asynchronous circuits is
finished with ICC. In [9] and [10], a combination of clocks is
adopted to describe every possible event propagation path in the
design based on the STG, allowing the EDA tools to fully capture
the relative timing constraints. This method can be used to per-
form STA on asynchronous BD circuits in the whole design flow.
EDA tools such as Petrify which synthesizes only controllers and
Balsa with the limitation due syntax-directed approach are less effi-
cient. Design flows proposed in [7] and [8] need many manual steps
to specify the timing paths one by one which are too complex
to handle large-scale asynchronous BD circuits design. For large-
scale asynchronous circuits, it is difficult to draw STG proposed
in [9] and [10] and an efficient delay matching method to guaran-
tee the asynchronous circuits fulfill the timing constraints should be
provided.

In this article, we propose an efficient and convenient design flow
to implement Click-based (i.e., Click element is adopted as con-
trol circuits) asynchronous BD circuits with conventional EDA tools.
There are some well-known BD asynchronous pipeline styles:
Micropipeline [11], Mousetrap [12], and Click [13]. Click element is
chosen as the handshaking circuits in our design because its out-
put pulse could be treated as a local clock, which makes it possible
to adapt the Synopsys DC tool to synthesize the Click-based asyn-
chronous BD circuits. In particular, we propose a method called
adaptive delay matching (ADM) to ensure correct timing for Click-
based asynchronous BD circuits during the synthesis process. The
encounter digital implementation (EDI) tool is adopted to imple-
ment the physical design, and PrimeTime (PT) is used to perform
STA of the circuits. Each step of the design flow is realized with the
conventional EDA tools.

The main contributions of this article and the difference from other
design flows are as follows.

1) The proposed design flow implements Click-based asyn-
chronous BD circuits more efficiently than other tools with
conventional EDA tools.

2) The proposed design flow synthesizes both synchronous and
asynchronous circuits simultaneously in one synthesis process.
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Fig. 1. Click elements [13]. (a) Schematic of Click. (b) Waveforms of Click.

Fig. 2. Click-based BD asynchronous circuits.

3) Compared with the design flow proposed in [6] and [7], no
extra manual steps are needed to specify the timing paths one
by one and all timing paths can be captured with the clocks
created in DC and PT.

4) Compared with the method proposed in [9] and [10], the
method in this article is simpler to create clocks to obtain
all the timing paths without using STG based on Click-based
asynchronous circuits, and an ADM method is first proposed
to ensure correct timing of the Click-based BD asynchronous
circuits automatically.

The remainder of this article is organized as follows. Section II
introduces the Click-based asynchronous BD circuits and timing con-
straints. In Section III, the design flow for Click-based asynchronous
BD circuits is described in detail. In Section IV, CNN accelerators
are implemented in silicon to verify the efficiency of the proposed
methodology as a case study. Section V concludes this article.

II. CLICK-BASED BUNDLED-DATA ASYNCHRONOUS CIRCUITS

A. Click Element

The Click element is proposed by Peeters et al. [13], which adopts
two-phase non-return-to-zero handshake communication protocol.
The schematic of the Click element and its waveforms are shown
in Fig. 1(a) and (b), respectively. A local pulse fire is generated
to accept a new data item when the XOR gate checks that a new
data item has arrived from the left, and the XNOR checks that the
previous data item has been acknowledged from the right. Either the
rising edge or the falling edge of in_req generates a pulse fire that
is used as a local clock for data path. The transition of the in_req
signal can be delivered to out_req, which becomes the in_req signal
of the next stages. The width of pulse fire is decided by the delay
lines (not shown in Fig. 1) in the circuits.

B. Asynchronous Bundled-Data Circuits and Timing Constraints

Fig. 2 illustrates a simple asynchronous BD circuit with Click ele-
ments. The circuit adopts the two-phase handshake protocol. When
the data is ready, an transition of the request signal in_req is used to
generate a local clock fire1 to enable DFF1 to capture the data_in and
the fire1 will trigger Click2 to generate fire2. Then, a transition of the
acknowledge signal in_ack represents the completion of this action.
Both the rising and falling transition of the request signal indicate
the validity of the data, and both the rising and falling transition of
the acknowledge signal indicate the data has been captured [2]. The

latency between fire1 and fire2 equals to the delay between the Click
elements.

Obviously, the circuits in Fig. 2 should meet the requirement of
timing constraint to ensure correct function. For example, in order to
ensure DFF2 obtain correct data from CL, the delay on the green path
should be larger than that on the blue path. To specify conveniently,
we use the following terminology: D flip-flop (DFF) setup time: tsu,
DFF hold time: thold, the contamination delay of the DFF: tc−q,cd , the
maximum propagation delay of the DFF: tc−q, the time interval from
the rising edge fire1 to fire2: td1, the time interval from the rising
edge fire2 to fire1: td2, the contamination delay of combinational
logic: tlogic,cd , and the maximum delay of combinational logic: tlogic.

As we know, the setup and hold timing constraint of DFF1 and
DFF2 should be satisfied to ensure correct function of circuits (in
Fig. 2). The setup timing constraint can be described as follows [14]:

td1 > tc−q + tlogic + tsu. (1)

In order to satisfy the hold timing constraint, the delay of the
timing path, which is marked in purple dotted line in Fig. 2, should
be larger than thold. The hold timing constraint is as follows.

thold < td2 + tc−q,cd + tlogic,cd. (2)

To meet the requirement of setup timing constraint [shown in (1)],
asynchronous BD circuits need to insert delay lines (D1 shown in
Fig. 2) between the controllers which is called delay matching [2].
In most standard cell library, the minimum contamination delay of
all DFFs, tc−q,cd , is always lager than the maximum thold of the
DFFs. Additionally, according to the structure of Click element, td2
is obviously larger than thold even without D2 in Fig. 2. That is, no
buffer is needed to avoid the hold violations in the circuits during
the synthesis process.

III. DESIGN FLOW

We propose a design flow (illustrated in Fig. 3) to implement
Click-based asynchronous BD circuits. The first step is hardware
description of Asyn. BD circuits, in which the Click-based asyn-
chronous BD circuits are described with Verilog codes. And the
second step is Synthesis with ADM, in which DC is used to syn-
thesize the Verilog codes to generate a netlist of the circuits. During
the synthesis process, we put forward an ADM method. After syn-
thesis, the physical design of the circuits including place and route
(PnR) will be implemented with EDI. Then, design rule check (DRC)
and layout versus schematic (LVS) check are carried on. The final
step is STA with ADM which is an important step to check the tim-
ing of the circuits based on our ADM method. We describe all the
steps in detail in the following parts.

A. Hardware Description of Click-Based Asynchronous BD Circuits

Fig. 4 shows Click-based asynchronous BD pipeline circuits
[shown in Fig. 4(b)] and synchronous pipeline circuits [shown in
Fig. 4(a)]. Click elements are the handshake circuits in each stage
in the asynchronous pipeline circuits, while the synchronous pipeline
circuits have a global clock signal clk. The fire signals from the Click
elements can be treated as local clocks for the corresponding DFFs.
Therefore, when we use Verilog to describe the asynchronous BD
circuits in the behavioral level, we instantiate the Click elements to
build the handshaking channel and take the fire signals as local clocks.
The combinational logic (CL in Fig. 4) circuits in the asynchronous
circuits are the same as that in synchronous circuits.
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Fig. 3. Design flow for Click-based asynchronous BD circuits.

Fig. 4. (a) Synchronous and (b) asynchronous pipeline circuits.

B. Synthesis With the Method of Adaptive Delay Matching

We first design the Click elements in gate level by using the stan-
dard cells in the library. As mentioned in Section II, we take the fire
signals generated by the Click elements as the local clocks. Therefore,
we can adopt command create_clock to create clocks, with which
we can synthesize the Click-based asynchronous BD circuits with
DC. The synthesis process is different from that for synchronous
circuits in the following aspects: 1) the Click element should not
be modified to guarantee its correct operation once it is instantiated;
2) fire signals are treated as local clocks; 3) delay matching is needed;
and 4) delay lines should be inserted carefully between the Click ele-
ments to make the circuits operate correctly without hazard. The way
to create clocks and delay matching for the asynchronous circuits will
be discussed in Section III-C.

C. Adaptive Delay Matching

Delay matching is essential to guarantee the timing constraint in
expression (1) to be met for the BD circuits. Adaptive delay matching
according to corresponding data paths is critical to ensure the function
and better performance of the circuits. We could insert delay lines
with the command set_min_delay. However, the most critical step is
to determine the length of the inserted delay lines. Without a global
clock, DC tools cannot obtain the timing path, making the delay
matching impossible. In order to solve the problem, we put forward
a method called ADM, as shown in Fig. 5, with which we can perform
delay matching adaptively in asynchronous circuits.

Fig. 5. Method of ADM.

Fig. 6. Part of the synthesis scripts.

First, we generate local clocks for asynchronous circuits. In gen-
eral, the DC tools will consider two clocks are synchronous if they
share a common source and have a phase relationship. As discussed
in Section II, the fire signals in the Click-based asynchronous BD cir-
cuits have a latency, which approximately equals to the buffer delay
between the Click elements [such as D1 or D2 in Fig. 4(b)] plus the
gates delay in Click elements. As a result, we can treat all the fire
signals as local clocks which have a phase relationship. Therefore,
we create clocks for the fire signals and describe their relationship
using the command create_generated_clock. In this way, all the tim-
ing paths will be checked, and the combinational logic will also be
optimized according to the latency of the fire signals by DC. Then,
DC will find timing path1 and timing path2 as shown in Fig. 4(b)
and the setup check will be performed by DC for timing path1 and
timing path2. During the synthesis process, the worst corner is used
to perform the delay matching to guarantee the timing convergence.
The phase relationship changes with different PVT corners and the
STA on the circuits with different corners is described in detail in
Section III-E.

Second, the proposed method of ADM not only finds out the timing
paths in asynchronous circuits but also tries to find out the length of
delay lines to be inserted between the Click elements to achieve the
best performance of speed. We mark the total number of the pipeline
stages as n. Obviously, we should set n delay variables using the
command set_min_delay. As we do not know the exact delay values
before synthesis, we first create n variables with the same value,
and the latency between fire signals is set the same as the value in
the command set_min_delay. For example, if n equals 2, part of the
synthesis script is shown in Fig. 6 in which the clocks are created
according to the initial variables. The initial values of the variables
could be set to a small nonzero value, such as 0.1 ns in our case in
the TSMC 65-nm process.

Finally, we synthesize the circuits and run the command
for_in_collection to obtain the slack values of each timing path from
the report of command report_timing cyclically. Taking the parasitic
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Fig. 7. Convolution core circuits.

Fig. 8. PE circuits.

parameters after PnR into account, only if all the slacks reported
have a margin (noted as th) of +10% with respect to the delay of
the corresponding timing paths, will the synthesis be finished. If not,
the delay variable of each stage will be reset to a new value, which
is the delay value of the current timing path plus the threshold, and
the circuit will be resynthesized. The synthesis process will be fin-
ished until the delay lines for each stage meet the timing constraint.
Generally, only two iterations of the synthesis process are needed to
finish the synthesis process according to our design if the initial value
is set bigger than zero and smaller than 5 ns.

The proposed delay matching method is totally automatic during
synthesis. This ADM method for the Clicked-based asynchronous
BD circuits can also be used to perform static analysis of the asyn-
chronous circuits. For complex asynchronous pipeline structures,
including fork, join, split, or merge, ADM can also be used to per-
form delay matching with the created clocks and control circuits for
different handshaking protocols [2], which controls the data flow to
guarantee the correctness of circuits.

D. Physical Design, DRC, and LVS

With the netlist generated by DC, we use EDI for physical design.
Commands set_interactive_constraint_modes [all_constraint_modes
-active] and set_dont_touch should be used to avoid the EDI remov-
ing the delay lines inserted during the synthesis. The DRC and LVS
check are also needed for the layout of the circuits. We should insert
D2 (shown in Fig. 2) after clock tree synthesis if hold violations
exists.

E. Static Timing Analysis With ADM

After the physical design and the parasitic parameter is extracted,
we perform STA for the circuits at all the corners with PT. As
we know, in the synthesis process, timing closure is achieved and
gate-level circuits are generated without considering the parasitic
effect which makes the timing analysis in synthesis not accurate. In
Section III, the width of the clock depends on the simulation results
without considering the parasitic parameter extracted. When we per-
form STA of the circuits, we should know the accurate width of the
fire. With command report_timing, the delay of the specified timing

Fig. 9. Test platform and micro-photograph of asynchronous CNN accelerator
in TSMC 180-nm CMOS process.

Fig. 10. Test platform and micro-photograph of asynchronous CNN
accelerator in TSMC 65-nm process.

path can be reported which determines the width of the fire signal.
According to the delay reported, we create the clocks for fire signals.
By specifying the timing path (such as the green line in Fig. 2), we
can calculate the accurate delay between the two fire signals. The
clock and generated clocks will be created according to the delay
values calculated by PT. With the clocks created, we can obtain all
the timing paths and perform timing analysis at all corners with PT.

IV. CASE STUDY

With our methodology, we implement a Lenet-5 CNN accelerator
which contains computing array (CA), input buffer, output buffer,
and memory (shown in Fig. 7). Each convolution cores contains
25 processing elements (PEs) to perform 5 × 5 convolution. Each
PE includes a register and a multiplier and its design is shown in
Fig. 8. Data reuse is considered when PE is designed. The PE has
three pipeline stages: data are loaded in the first stage, in the second
stage, the multiplication and truncation are accomplished, and the
input data will be stored temporarily in the third stage [15].

In order to verify our design flow, we first implemented the asyn-
chronous CNN accelerator in TSMC 180-nm CMOS process (shown
in Fig. 9) which can work properly and achieve the energy effi-
ciency of 133 GOPS/W. To further verify the design flow proposed
and the performance of asynchronous circuits, we implement the
asynchronous accelerator in TSMC 65-nm CMOS process. The
micro-photograph of the chip with a size of 2.1 × 2.1 mm2, and
the chip test platform are shown in Fig. 10, in which the test chip
recognizes the input picture data and sent the results to FPGA board
to display. As we can see, the picture of number six is correctly
recognized by the test chip. Fig. 11 illustrates the waveforms of the
request and fire signals from the test chip in 65-nm process, in which
we can find the time intervals between fire1 and fire2, fire2 and fire3
are 4 and 5.5 ns, respectively. The two asynchronous chips verify
the design flow proposed in different processes. In our design, the
time taken to synthesize the asynchronous and synchronous CNN
accelerators is 61 and 53 min, respectively, the time for placing is
1 h 45 min and 1 h 47 min, respectively, and the time for routing is
46 and 31 min, respectively.
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Fig. 11. Waveforms of the test chip.

TABLE I
TEST RESULTS OF ASYNCHRONOUS AND SYNCHRONOUS ACCELERATORS

CHIPS IN TSMC 65-NM PROCESS

Compared with Petrify [5], Balsa [6], and desynchronization design
flow [8], the proposed design flow can implement the asynchronous
circuits down to mask layout without any special tools or new
language with conventional EDA tools. Additionally, with ADM
designers can perform ADM for asynchronous pipeline circuits auto-
matically to achieve the best performance and ensure the timing for
the asynchronous circuits.

For further comparison, we realize a synchronous CNN accel-
erator chip with the same architecture in TSMC 65-nm CMOS
process, which differs in that the synchronous chip adopts syn-
chronous pipeline while the asynchronous chip adopts Click-based
pipeline when designing the CA. The performance comparison of
the chips is presented in Table I, from which we can see that the
area of the asynchronous one is almost the same as that of the syn-
chronous one, but the asynchronous CA save 30% power compared
with synchronous CA as a result of no clock power consumption
and consuming power when and where needed. The highest work-
ing frequency of the asynchronous chip is 1.25× than that of the
synchronous one. The energy efficiency of the asynchronous chip
reaches 1.5 TOPS/W, consuming 26.4-mW power, both of which are
11% better than that of the synchronous one. Both the test results
of the chips with 180- and 65-nm process verify our design flow for
asynchronous BD circuits, which have a better energy efficiency of
the CNN accelerator than that of the synchronous chip.

V. CONCLUSION

We put forward a design flow to implement Click-based asyn-
chronous BD circuits using conventional EDA tools efficiently down
to mask layout in this article. A novel delay matching method, ADM,

is proposed for delay matching automatically to ensure the timing
constraint and achieve the best performance. We perform STA based
on ADM with PT. Asynchronous CNN accelerator chips in TSMC
180- and 65-nm process are implemented, respectively, to verify our
design flow. Compared with other asynchronous toolsets, our design
flow can realize asynchronous circuits more efficiently with con-
ventional EDA tools. For further comparison, a synchronous CNN
accelerator with the same structure is implemented in the same pro-
cess, and the chips test results indicate that the asynchronous chip
has 30% less power consumption in CA. Future work will focus
on more automatic design flow to design larger scale and complex
asynchronous circuits with different handshake circuits.
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