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Abstract— Hardware acceleration of deep learning using
analog non-volatile memory (NVM) requires large arrays
with high device yield, high accuracy Multiply-ACcumulate
(MAC) operations,and routing frameworks for implementing
arbitrary deep neural network (DNN) topologies. In this arti-
cle, we present a 14-nm test-chip for Analog AI inference—it
contains multiple arrays of phase change memory (PCM)-
devices,each array capable of storing 512 × 512 unique DNN
weights and executing massively parallel MAC operations
at the location of the data. DNN excitations are transported
across the chip using a duration representation on a par-
allel and reconfigurable 2-D mesh. To accurately transfer
inference models to the chip, we describe a closed-loop
tuning (CLT) algorithm that programs the four PCM con-
ductances in each weight, achieving <3% average weight-
error. A row-wise programming scheme and associated
circuitry allow us to execute CLT on up to 512 weights
concurrently. We show that the test chip can achieve
near-software-equivalent accuracy on two different DNNs.
We demonstrate tile-to-tile transport with a fully-on-chip
two-layer network for MNIST (accuracy degradation ∼0.6%)
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and show resilience to error propagation across long
sequences (up to 10 000 characters) with a recurrent long
short-term memory (LSTM) network, implementing off-chip
activation and vector-vector operations to generate recur-
rent inputs used in the next on-chip MAC.

Index Terms— Analog accelerator, analog AI, analog
multiply-accumulate (MAC) for deep neural networks
(DNNs), deep learning accelerator, inference, in-memory
computing, non-volatile memory (NVM), phase-change
memory (PCM).

I. INTRODUCTION

DEEP learning algorithms have revolutionized several
machine learning disciplines over the last decade, notably

in the areas of image recognition [1], speech recognition [2],
language translation [3], etc. This success has been driven by
the availability of copious amounts of real-world data together
with the compute power of graphical processing units (GPUs),
which have made it possible to train and deploy larger and
larger deep neural network (DNN) models that achieve near-
or better-than-human accuracy on several enterprise-relevant
tasks.

With the trend that larger models perform better, memory
and computational requirements on hardware have also been
steadily expanding. For instance, Amodei and Hernandez [4]
shows an exponential increase in training energy just over
the last few years. These exponential trends have created an
opportunity for new hardware accelerators since high initial
investments can be justified given the widespread applicability.
As an example, several ASICs and FPGA solutions based on
existing digital scaled CMOS technologies have been proposed
and/or manufactured in the last few years [5]–[9].

There is also a longer term opportunity potentially using
new technologies and re-thinking multiple layers of the
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Fig. 1. (a) and (b) IBM’s 14-nm inference chip and micrograph. (c) Functional blocks include input LP, output LP, PCM tiles. Duration transport
across tiles using a 2-D parallel-signal mesh is also shown. (d) CDFs of bit-errors show highly accurate across-chip duration transport for travel
distances up to six tiles. (e) Transmission Electron Microscope image of a PCM device integrated in 14-nm back end. (f) Each DNN weight is encoded
using four PCM devices. (g) Row-wise read/write (left) during programming uses the same circuit paths (and associated non-idealities) experienced
during full inference (right). (h) Single-device (“backdoor”) sense-amp read circuitry can measure device conductance in μS. (i) Measurements using
modes described in (g) and (h) are well-correlated.

design hierarchy–including new devices, circuits, architec-
tures, and algorithms—that has received considerable interest
in the last several years. This involves using either arrays
of capacitors [10] or resistive non-volatile memory (NVM)
[11]–[18] for accelerating Multiply-ACcumulate (MAC) oper-
ations, which account for the vast majority of computations in
several DNNs (see [9]). In NVM-based accelerators, weights
are implemented in the conductance value G of analog resis-
tive elements, and excitations are implemented using some
form of voltage or time-encoding [V (t)]. Ohm’s law (V (t) =
I (t) × R, rewritten as I (t) = V (t) × G) accomplishes
multiplication, and Kirchhoff’s current law accomplishes accu-
mulation. This is an example of a non-Von Neumann comput-
ing architecture where compute is performed at the location
of data. In addition to being non-volatile, such NVM arrays
can achieve high density and implement fast and massively
parallel computations. Importantly, they also eliminate the
expensive data transfer between processing units and off-chip
memory that is a source of considerable energy consumption
in conventional digital systems [19].

However, building large-scale systems based on analog
memory poses several challenges. To run useful workloads,
we need large NVM arrays with high yield at competitive
technology nodes, which are not usually part of most foundry
processes. We also need an on-chip high bandwidth routing
framework to map complex networks. Furthermore, this rout-
ing needs to be reconfigurable to allow mapping of different
neural network topologies to the same hardware. We need
to achieve iso-accuracy, meaning that the analog computation
with imperfect and noisy analog devices must achieve the same
accuracies as software on neural network tasks. For inference,
this often means we need closed loop tuning (CLT) strategies
to program the weights of the network accurately. However,
in order to be able to load and run real-world models in
the hardware, we also need this closed loop process to be
scalable or parallelizable with minimum overhead. And finally,
we need accurate and efficient neuron circuitry that should be
able to accurately convert the raw current coming out of the
array into MAC values and implement other computational
primitives of the neural network including activation functions,
normalization, and vector–vector operations.

The following sections address several of these challenges
through a series of experimental demonstrations carried out
on a 14-nm all-analog inference chip. Section II describes
the architecture and key features of the chip. Section III
presents details on device programming, including the CLT
strategy and circuit details. Section IV presents programming
results. Section V describes inference experiments and results.
Section VI concludes this article.

II. CHIP OVERVIEW

The packaged 14-nm all-analog inference chip is shown
in Fig. 1(a), along with a chip micrograph in Fig. 1(b). The
chip consists of phase change memory (PCM) tiles [see
Fig. 1(c)], with input and output landing pad blocks (ILP,
OLP). A 2-D routing mesh is used for input-to-tile, tile-to-tile,
and tile-to-output data transmission. The data is transported
in duration-format, with pulse widths representing excitation
values, and standard digital re-buffering is used for maintain-
ing pulse integrity. Pulsewidth modulators and duration-to-byte
converters at the chip edge allow conversion between duration
and digital bits at the ILPs and OLPs. Controllers on each tile
configure the transmit and receive direction of each local mesh,
allowing arbitrary routing topologies. Fig. 1(d) shows the error
cumulative distribution for durations at propagation lengths
of up to six tiles, demonstrating highly accurate duration
transmission (<±1 tick error, where 1 tick is ∼1.2 ns) across
the chip.

Another key feature is that the chip does not have analog-
to-digital converters (ADCs) for conversion of MAC outputs
into the digital domain at each tile. Instead, to save area
and energy, analog voltages are directly transformed into
durations using a simple ramp and comparator scheme, and
these durations are transferred on to the 2-D mesh. This is
described in more detail in a later section.

Each tile stores 512 × 512 unique DNN weights, and
each weight consists of four PCM conductances labeled G+,
G−, g+, g− [see Fig. 1(f)]. Front-end and early metal levels
were fabricated in a commercial foundry. Integration of doped
Germanium-Antimony-Tellurium (GST) mushroom-cell PCM
as well as top metal levels was done at the IBM Albany
Nanotechnology Center [see Fig. 1(e)]. To access each of
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Fig. 2. Conductance trajectories for PCM devices starting from initial
deep RESET, for (a) decreasing gate voltage VG and (c) increasing total
twrite (aggregating multiple programming pulses tP). (b) Median, ±1σ
evolution across 512 × 512 devices. (d) Impact of starting from a partial-
RESET rather than deep-RESET state.

the four PCM devices, two types of read/write circuitry [see
Fig. 1(g)] are integrated next to the PCM tiles: 1) row-wise
circuitry able to inference one full row of either individual
PCMs or entire weights, using the same inference path (and
thus experiencing the same circuit non-linearities) as full-tile
DNN inference and 2) random access (“Backdoor”) read/write
circuitry using a sense amp enabling calibrated but slow
evaluation of individual PCM conductance in units of μS [see
Fig. 1(h)]. Strong correlation is observed between the two read
schemes [see Fig. 1(i)].

III. PCM DEVICE CHARACTERIZATION AND

WEIGHT PROGRAMMING

PCM conductance change requires heating and quenching
of the GST material by the application of an electrical pulse
through a heating element. Our PCM programming methodol-
ogy combines two different knobs for modulating the energy
in a single programming pulse as shown in Fig. 2. One is
the voltage amplitude, which controls current flow through the
PCM, reducing the size of the amorphous plug over successive
pulses and increasing the conductance of the device [see
Fig. 2(a) and (b)]. The other is the pulse duration, where
more crystallization occurs for longer pulses, increasing the
conductance [see Fig. 2(c) and (d)].

While one could envision a programming scheme where
each target conductance or weight would require a series
of predetermined pulses of known amplitude and duration,
PCMs (and other NVMs such as RRAM) suffer from a
high degree of device-to-device and cycle-to-cycle variabil-
ity. Device-to-device variability is shown in correlation plots
Fig. 3(a) and (b). Here, the x-axis labeled G120 represents
the final conductance achieved from a series of pulses of
varying amplitude VG and fixed duration of 120 ns. One
can immediately see that for different devices, a wide range
of final G values between 40 and 120 ticks is observed.
Programming with shorter (60 ns) or longer (240 ns) dura-
tions shows a similar wide range, producing conductances
strongly correlated with those achieved by programming with
120 ns [red and blue clouds in Fig. 3(a)]. This implies fixed

Fig. 3. PCM device-to-device variability measurements. (a) Correlation
plot 512 × 512 devices) showing conductance achieved using a
programming pulsewidth of either 60 (red) or 240 (blue) ns versus a
programming pulsewidth of 120 ns. Devices that reach low/high conduc-
tances with a 120-ns pulse also similarly reach low/high conductances
with 60- or 240-ns pulses. Lines show median and 1σ deviations at each
point, demonstrating correlation is maintained across the entire range.
(b) Similar results are obtained when varying the programming pulse
amplitude VG (0.75 and 1.0 V shown), which controls the compliance
current for SET programming. (c) Device-to-device variability can be
attributed to fixed physical variations in fabricated devices, including
diameter, height and stoichiometry variations. [Note that since single
unsigned conductances are being measured, the ramp start voltage
was lowered to allow a wider dynamic range (maximum durations up
to 200 ticks).]

Fig. 4. (a) Cycle-to-cycle variation on a single device, showing significant
deviation in device conductance evolution even with identical pulses
applied. (b) While conductance evolution tends to be correlated, there
is still non-negligible spread in the correlation plot, as shown both in
the cloud of points (blue) and the median and 1σ deviations. (c) CDFs of
conductance deviation (offset by the median conductance for readability)
as well as (d) plots of standard deviation show that cycle-to-cycle
variation is worse at intermediate states.

device-to-device variability arising from variations in device
structure and stoichiometry, as shown in Fig. 3(c). Similar
trends are observed when programming with fixed pulsewidth
but varying voltage amplitude VG [see Fig. 3(b)].

Cycle-to-cycle variations were also studied. A single device
programmed using the same sequence of pulses [see Fig. 4(a)]
is shown to start and end at comparable conductance values,
but follows a wildly different trajectory across two repeated
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Fig. 5. (a) CLT can use voltage programming (VP), duration program-
ming (DP) or both. (b) Conductance evolution for a single device using
CLT, with a target of 40 ticks. (c) CDF of final conductance across
512 × 512 devices. (d) Best precision (lowest σG from CDF) is achieved
using VP + DP CLT (green curve).

experiments. This effect is analyzed and quantified across
the entire array of 512 × 512 PCM conductances, as shown
in correlation plots [see Fig. 4(b)], CDFs of the adjusted
difference [�G offset by the median conductance, Fig. 4(c)] as
well as standard deviation [see Fig. 4(d)]. All show significant
non-negligible variation in conductance along intermediate
states, making it clear that the exact conductance trajec-
tory of the devices, and conversely the exact sequence of
pulses to reach a precise intermediate state, is very difficult
to predict.

To overcome this issue, CLT strategies–a series of read
and write operations with programming conditions for a write
operation adjusted based on the result of the previous read–
are required for converging to the target weight. Addition-
ally, in the case of programming a weight composed of
multiple conductances, secondary devices g+, g− allow us
to compensate for undershoot or overshoot in the primary
G+ or G−. Our experiments across large arrays have also
shown that combining the two knobs–descending gate voltage
together with shorter pulse durations as we get closer to
the target–enables “self-quenching” of PCMs producing tight
conductance CDFs (see Fig. 5).

However, programming a single device at a time using CLT
would not be scalable to large arrays and multiple tiles needed
for large inference models. Hence the chip allows for row-
wise programming, where all weights along a selected row
can be tuned at the same time. The circuitry for programming
is shown in Fig. 6(a). VSelect chooses a single row. A tile-
based DAC sets a common programming voltage VG for all
columns. To allow for unique programming conditions on
each column, unique durations are supplied on the 2-D mesh
from the ILP. For row-wise read [see Fig. 6(b)], the ILP now
supplies a constant duration to the selected row, allowing a
constant VREAD voltage to conduct read-current up through 1,
2 or 4 PCMs per unit-cell. Each column’s current is either the
current from a single unit cell (for CLT read) or aggregated
across all 512 rows (for inference) and integrated over time
onto a column capacitor.

Fig. 6. (a) During row-wise write operation, a single DAC sets a common
VG for all columns, and per-column programming pulse-widths tP are
provided from the ILP. (b) During row-wise and inference read, current
is integrated on to one peripheral capacitor per column. (c) Common
ramp generator and at-column comparators then convert the voltage on
the capacitors VC into durations, which are routed on the 2-D mesh to
the OLP.

Fig. 7. Flow diagram for the CLT procedure for conductances (G)
and weights (W ). For simplicity, an optional final step for overshoot
compensation is not shown.

The tile then executes voltage-to-duration conversion on
all 512 columns, using per-column comparator circuits and a
common ramp [see Fig. 6(c)]. During an inference operation,
this conversion is also implementing an in situ bounded ReLU,
hard sigmoid or hard tanh activation function depending on the
shape of the ramp and the exact start-stop voltages. Durations
are sent in parallel over the 2-D mesh. During inference, these
durations would then be received and consumed on another
tile. During weight programming reads, they are captured and
digitized to 8 bits by the OLP (1 tick ∼ 1.2 ns).

In general, to provide sufficient read signal strength across
different scenarios (single device versus 512 devices, widely
varying PCM conductance ranges), a range of read circuit
scale factors are available. These include PCM read voltages
(VREAD), integration capacitor sizes, total time of integra-
tion, current mirror ratios, and ramp speeds. These scale
factors do impact the final output of a read operation as
measured in ticks. However, when needed a conventional sense
amplifier can be used to draw correspondence between ticks
and the raw device conductance in micro-siemens, as shown
in Fig. 1(i).
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Fig. 8. Per-cell proportionality constant α determines the relationship
between weight error and programming duration. (a) and (b) Initially,
all devices are initialized to the same αinit. (c) and (d) Then,
devices that overshoot/undershoot have their individual α values
decreased/increased. (e) and (f) Optional final correction is done using
the opposite secondary conductance.

The complete row-wise CLT programming algorithm, devel-
oped based on device programming behavior and optimized
for the available circuitry, is described in Fig. 7. The algo-
rithm is applicable to both individual conductances and full
weights. Within each programming cycle, square pulses of
decreasing pulse amplitude (VG) are applied in succession,
with a read operation after each pulse. An FPGA calculates
the weight error and then determines the next vector of
programming pulse durations tP based on per-cell proportion-
ality constants α. These durations are loaded into the input
landing pad for the next write. All devices are initialized to
a constant α, which changes depending on the response of a
particular device [devices that overshoot/undershoot have their
α reduced/increased in the next cycle (see Fig. 8)]. An optional
final step programs the opposite secondary conductances to
compensate for any residual overshoot [see Fig. 8(f)].

IV. PROGRAMMING RESULTS

To evaluate the efficacy of the row-wise CLT algo-
rithm, we programmed simple linear target patterns [see
Fig. 9(a), (c), and (e)] on 512 × 512 unit cells.
The actual conductances/weights achieved after CLT are
shown in Fig. 9(b), (d), and (f) and in the CDFs in
Fig. 9(g), (h), and (i). While most of the weight informa-
tion can be programmed into a single primary conductance,
as shown in Fig. 9(a), (b), and (g), having one or three addi-
tional conductances allows us to compensate for overshoots
and undershoots.

While our PCM weight tuning approach is based on con-
tinuously variable analog targets, and is not a true multi-
level cell (MLC) with distinct states, we have tried to
quantify the effective bits-of-precision for our programming
approach. Fig. 9(j) and (k) show average weight-error, and the
average absolute weight error versus weight target in number
of ticks for each approach. The gray bands in each figure rep-
resent the error bounds for 3-, 4-, and 5-b precision. From

these figures, our average weight error is <3%, corresponding
to >3 bits of precision.

V. DNN DEMONSTRATIONS

To evaluate weight-programming precision, on-chip MAC
accuracy and the 2-D mesh data transport circuitry, we first
programmed MNIST weights from a cropped two-layer fully-
connected network (512 × 252 × 10) onto two PCM tiles
on chip [see Fig. 10(a)]. Input activations were loaded into
the ILP using an FPGA. These were converted into durations
and routed on the mesh to the first tile, where a MAC
operation was performed. A hard-sigmoid activation function
was implemented at the output of the first stage on each
column using the ramp-and-duration conversion circuits [see
Fig. 6(c)]. Durations were then routed to the second tile,
a second MAC performed, resulting durations captured in the
OLP and analyzed on the external FPGA. The color maps in
Fig. 10(b) and (c) show excellent correlation between actual
and target weights for the two layers. Each tile also features
eight bias rows, as shown in Fig. 11(a). These bias rows
receive a constant input during MAC operations, and while
the neural network itself was trained without bias, the bias
weights in these rows were used for calibration. The procedure
involves using the CLT algorithm to program these weights
to counteract the intrinsic circuit offset of each column [see
Fig. 11(b) and (c)].

This fully on-chip multi-tile demonstration achieved near-
software-equivalent test accuracy [97.13% experimental ver-
sus 97.73% in software, Fig. 10(d)] without any external
processing or off-chip communication. The primary source
for the slight drop in accuracy seems to be the on-chip
MAC operations since a mixed hardware–software (HS) exper-
iment with ideal software MAC operations performed on
the as-programmed hardware weight results in an accuracy
of 97.55%. Improved calibration strategies to further reduce
the hardware MAC error are currently under investigation.

MAC errors could have a much more pronounced impact
on recurrent neural networks such as long short-term memory
(LSTM), commonly used in language tasks such as prediction,
translation etc. These networks are inherently sequential, with
the output at any given time step ht used to generate the next
output ht+1. In such cases, there can be considerable error
accumulation over a long sequence, even with small errors in
individual MACs.

We implemented character prediction for the Alice in
Wonderland dataset. Here we evaluated a one-layer LSTM,
with embedding and output layers in software [see Fig. 12(a)].
The LSTM weight matrices were programmed on chip [see
Fig. 12(c)], using the closed-loop weight programming algo-
rithm. High programming accuracy was achieved, as shown in
Fig. 12(d), and the MAC was implemented on chip. However,
activation and vector-vector calculations to determine the next
ht and ct vectors were done on the FPGA as shown in
Fig. 12(a). The off-chip calculations also simplified the offset
calibration process–this flexibility offered by digital arithmetic
is a strong argument in favor of eventual adoption of ADCs and
digital vector processing units, provided the area and power
impact can be carefully managed.
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Fig. 9. (a), (b), and (g) Single-PCM, (c), (d), and (h) 2-PCM, and (e), (f), and (i) 4-PCM weight programming. (a), (c), and (e) Using a simple linear
target pattern, (b), (d), and (f) 512 × 512 weights are programmed using CLT; (g), (h), and (i) resulting CDFs by target-level. (j) Average weight error
is <3% and (k) for >3 effective bits-of-precision.

Fig. 10. (a) End-to-end two-layer MNIST demonstration with on-chip
duration communication. (b) and (c) 512-252-10 weights programmed in
two tiles, achieving (d) near software-equivalent accuracy.

Fig. 11. (a) Fixed circuit offset compensation is accomplished by
programming bias rows (shown in red). (b) Columns that are overshoot-
ing/undershooting have their bias weights reduced/increased, respec-
tively, using the CLT algorithm, leading to offset-corrected MACs on all
columns (c).

In addition to the mixed HS experiment to evaluate weight
programming accuracy, a “Perfect recurrence” experiment was
carried out to evaluate the impact of error propagation across
multiple time steps (see Fig. 13). In this experiment, while
the on-chip MAC is calculated at each step, it is not used as
an input for the next step; instead the ideal inputs are used.
In the “Actual Recurrence” experiments we allow for error
propagation across time steps.

Fig. 12. LSTM layer details: hidden-layer size is 128. (a) Embedding
and output layers are implemented on the FPGA, LSTM weights are pro-
grammed on-chip using CLT algorithm. (b) MACs are on chip, activation
functions are in FPGA. (c) Software weights are replicated with inverted
sign to enable positive-only inputs. (d) Actual programmed weights.

Fig. 13. In “perfect” recurrence (top), noise accumulation over multiple
time steps is eliminated by providing ideal inputs at each step. In actual
recurrence (bottom), the outputs calculated from on-chip MAC operations
become the input for the next step.

Correlation between actual and ideal MAC are shown for
the four cases (on-chip versus mixed HS, perfect versus actual
recurrence) in Fig. 14. There is around 1.2%–1.4% increase in
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Fig. 14. Comparisons of (a) and (c) mixed HS MAC and
(b) and (d) on-chip MAC show small degradation versus software
baseline.

Fig. 15. Evolution of LSTM loss over a long test sequence (a) quantifying
how well the yt vector predicts the next character of “Alice in Wonderland”
and (b) for software, mixed HS, and on-chip MACs under both Perfect
and Actual Recurrence. Lower loss indicates more accurate predictions.

Fig. 16. Impact of resistance drift on LSTM. (a) on-chip MACs at days
1 and 3 after weight programming exhibit (b) no loss degradation.

MAC-error (σ of the MAC-correlation) going from mixed HS
to on-chip MAC, for both the perfect and actual recurrence
cases, and a 2.2% increase due to error feedback across a
long sequence (up to 10 000 characters). Overall this leads to
a higher (worse) on-chip cross entropy loss of 2.24 (versus
1.89 for software), as shown in Fig. 15.

Finally, we evaluated the impact of PCM resistance
drift [20], [21] on DNN accuracy. MAC correlation and loss
plots (see Fig. 16) show negligible impact even after three
days. More drift studies are ongoing. Drift mitigation will
need a multi-pronged approach across device engineering [22],
programming procedure, circuit slope correction [23] as well
as algorithms, including drift-aware training approaches– [17],
[24], [25].

VI. CONCLUSION

A multi-tile inference chip implementing in-memory MAC
on analog PCM arrays was demonstrated. The memory

elements are integrated above 14-nm CMOS. The chip does
not have ADCs for digital conversion, instead transforming
analog voltages into durations which are buffered and com-
municated on a reconfigurable 2-D mesh. This design choice
saves area and power, at some cost to flexibility. For accurate
closed loop weight-tuning, we employed a row-wise program-
ming algorithm that efficiently programs the four PCM devices
in each analog weight with minimal overshoot. This scheme
achieved on average <3% weight-error on tiles with up to
512 × 512 weights. We implemented MNIST at near-software-
equivalent accuracy, demonstrating tile-to-tile transport with a
fully-on-chip two-layer network. We also tested resilience to
error propagation with a recurrent Alice LSTM, using off-chip
activation functions to calculate recurrent inputs for the next
on-chip MAC. Finally, we showed that drift did not impact
accuracy over three days. Future work includes large networks
and quantifying performance and energy-efficiency metrics.
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