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Abstract—In the fault injection method, an electromagnetic
(EM) wave is injected to temporarily cause a fault at a specific time
of the encryption process, the faulty outputs are obtained from the
cryptographic device, and the secret key is extracted by analyzing
the faulty outputs. In the conventional method, the intentional
electromagnetic interference (IEMI) wave is injected at a random
time because it is difficult to obtain information on the start time of
the encryption process. Thus, a cryptographic module must execute
a large number of encryption trials before the occurrence of a fault
that enables the secret key to be extracted. In this article, we propose
a fault injection method that can generate the faults at a specific
time with high probability, which is like the method of injecting
an IEMI wave synchronized with the start time of the encryption
process. The proposed method inserts glitches into the encryption
process at fixed times by injecting a continuous sinusoidal wave of a
specific frequency while controlling the amplitude and phase. This
generates faults required for the secret key analysis method with a
high probability even when the start time of the encryption process
cannot be obtained. We experimentally demonstrate the impact of
the aforementioned IEMI using the advanced encryption standard,
which is an ISO/IEC 18033 block cipher, implemented as a module
on a standard evaluation board. The conventional method requires
more than 30 000 encryption processes to obtain the secret key.
In contrast, the results indicate that we can obtain the secret key
with approximately 22 encryption processes which is almost three
orders of magnitude less than that with the conventional method.
This confirms that secret keys can be extracted in a brief period
of time. Moreover, devices previously excluded from IEMI-based
fault injection because they can only be accessed for a brief period
because their physical access was surveilled, may now be the target
of the threat.

Index Terms—Cryptographic devices, electromagnetic
information security, fault injection method, intentional
electromagnetic interference (IEMI).

I. INTRODUCTION

INTENTIONAL electromagnetic interference (IEMI) poses a
threat to cryptographic devices. This threat has been studied
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as a fault injection attack wherein hardware-level vulnerabilities
in the cryptographic device can be exploited to steal information
about the secret key [1], [2], [3], [4], [5], [6], [7], [8]. The attack
requires an injection method that induces a temporary computa-
tional fault in the operation of the cryptographic module, and an
analysis method that can extract the secret key from the faulty
output obtained. Based on these requirements, existing research
include theoretical methods that hypothesize the occurrence of
a fault in a specific intermediate process of the cryptographic
algorithm, they then use the faulty output to estimate the secret
key [9], [10], [11], [12], [13], [14], [15].

Research focused on injection methods has investigated spe-
cific approaches for generating faults required for secret key
estimation in real cryptographic modules. For example, IEMI-
based fault injection methods propagate an IEMI wave to the
clock supply circuit [2], [3] or the power supply circuit [4],
[5] to cause momentary fluctuations (glitches) that generate
setup-time violation faults. These methods require physical
access to the device to obtain information on the start time of
the encryption process so that the fault injection time can be
precisely synchronized with the former. A fault can occur only at
a specific time. However, these fault injection methods may not
work under conditions where physical access is difficult, such
as when the cryptographic module has a protective mechanism,
such as tamper detection or enclosure physical protection.

In contrast, noninvasive IEMI-based fault injection methods
from outside the cryptographic device has been investigated by
generating clock glitches with a continuous sinusoidal wave
injected via the power cable of the device [6], [7], [8]. In [6], the
attacker does not have direct access to the device and cannot
obtain the start time of the encryption process. Therefore, a
continuous sinusoidal wave is injected without synchronization
with the start time of the encryption process. In this case, clock
glitches occur at random times; therefore, the secret key may be
obtained after an enormous number of encryption trials.

This article proposes a fault injection method that can obtain
the secret key after a small number of encryption trials, which is
similar to when an attacker with access to the device injects an
IEMI wave synchronized with the start time of the encryption
process. The proposed method focuses on the relationship be-
tween the clock frequency of the cryptographic module and the
frequency of the injected continuous sinusoidal wave. The times
at which clock glitches occur during the encryption process
can be kept constant by setting the frequency of the injected
continuous sinusoidal wave to an integer multiple of the clock
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frequency. Under these conditions, a fault can be generated
during a particular encryption operation by varying the phase
and amplitude of the continuous sinusoidal wave to control the
occurrence of clock glitches. Consequently, the secret key can
be obtained after a small number of encryption trials.

The contributions of this article to the study of the above
threats are listed as follows.

1) This article proposes and verifies the feasibility of a method
to estimate the clock frequency from the device’s conducted
emissions and determine the frequency of the sinusoidal wave
injected by the attacker corresponding to the estimated clock
frequency.

2) The proposed method enables fault injection only at a
specific time synchronized with the start time of the encryption
process.

3) Focusing on the occurrences of faulty ciphertext after
fault injection into the device, we propose a method to obtain
ciphertext that can be applicable to secret key analysis. This
allows the secret key to be obtained faster than in conventional
attacks, suggesting the possibility of a noninvasive IEMI-based
fault injection method against cryptographic devices that can be
accessed only for a brief period because their physical access is
limited or surveilled.

4) Fault injection, which is noninvasive to the device and
performed at a specific time synchronized with the start time
of the encryption process, is highly dependent on the clock rise
time. Therefore, we proposed a concept for a countermeasure
method that focuses on the clock rise time and considers both
security and EMC.

The rest of this article is organized as follows. In Section II,
we describe the mechanism of fault generation by continuous
sinusoidal wave injection. Subsequently, we propose a noninva-
sive IEMI-based fault injection method that enables the attacker
to generate a fault at a specific time with a high probability of
success, even when the start time of the encryption process is not
synchronized with the start time of fault injection. In Section III,
we provide the experimental validation that demonstrates the
effectiveness of the proposed method. Moreover, we describe
a concept of effective countermeasures against the proposed
method. Finally, Section IV concludes the article.

II. PROPOSED METHOD

Fig. 1(a) shows the conceptual diagram of noninvasive IEMI-
based fault injection method from outside the device. This
method considers the transfer efficiencies of EM waves from
the injection point to each module mounted on the device, and
injects a continuous sinusoidal wave with a frequency that max-
imizes the transfer efficiency to the cryptographic module. This
can generate a fault only in the cryptographic module without
affecting other modules. However, if the continuous sinusoidal
wave is injected without synchronization with the start time of
the encryption process, clock glitches occur at random times.
Consequently, faults only at a specific time necessary for key
extraction are rarely generated.

In this article, the frequency of the continuous sinusoidal wave
to be injected is selected by considering not only the transfer

Fig. 1. Noninvasive IEMI-based fault injection method from outside the
device. (a) Conventional method presented in [6]. (b) Method presented in
this article. By applying the proposed method, the attacker can generate faulty
ciphertexts necessary for the secret key analysis with high probability.

efficiency but also the clock frequency, which determines the
start time of the encryption process, as shown in Fig. 1(b). The
times at which clock glitches occur can be controlled and faults
can be generated at regular intervals by varying the phase of the
continuous sinusoidal wave under these conditions, this enables
us to generate the faults necessary to obtain the secret key with
a high probability in a noninvasive manner.

A. Fault Generation by Continuous Sinusoidal Wave Injection

Like in [6], the evaluation platform and target for injecting
faults in this work entails a circuit with a loop architecture,
which is a common implementation scheme for symmetric key
cryptography. In the loop architecture, a unit process for block
ciphers called round is implemented in a combinational circuit
that operates repeatedly in synchronization with the rising clock
edge.

Fig. 2(a) shows a conceptual diagram of the relationship
between the clock signal and the time to complete the process
called the data path delay time. RoundRi begins when the rising
clock edge exceeds the threshold voltage VTH . At this time, the
delay time for each data path depends on the input value to the
combinational circuit, i.e., intermediate value to the round.

To successfully execute a round, the longest data path delay
(the critical path delay, tcp) must be less than or equal to the
clock cycle (tclk). If the condition is not satisfied, a fault will
be generated due to a setup time violation [16]. The device is
designed such that tclk is given a sufficient margin with respect
to tcp to account for the increase in the delay time attributed to
temperature and other factors.
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Fig. 2. (a) Relationship between the rise time of clock signal and processing time of a single-round. (b) One-byte fault occurrence generated by executing irregular
round operation.

Fig. 3. Relationships between the start time of the encryption process and
overclock occurrence time. As shown in Cases 1 and 2, fault occurrence rounds
become independent of the start time of the encryption process when the injected
frequency is set to an integer multiple of the clock frequency.

Fig. 2(b) shows that a clock glitch causes an irregular rising
edge in addition to the original rising clock edge when the
clock glitch is superimposed near VTH . This causes the irregular
execution of the next roundRi+1 in addition to the current round
Ri. At this time, if tcp in Ri is longer than the clock cycle
shortened by the clock glitch tsc, the process of Ri+1 can be
executed before the process of Ri completes, which generates a
setup-time violation fault.

B. Proposed Noninvasive Fault Injection Method

In this section, we describe the proposed method in detail.
Most of the existing research on the analysis methods assume
that a fault is generated only in a specific single-round of the
encryption process. In this article, we focus on the single-round
fault as the fault required for secret key estimation.

We injected a continuous sinusoidal wave with a frequency
that is an integer multiple of the clock frequency. This can keep
the occurrence time of the clock glitches at each rising edge
constant. Therefore, as illustrated in Fig. 3, the length of tsc

becomes constant. As shown in Cases 1 and 2 in Fig. 3, the
round in which the fault occurs is the same regardless of which
clock is synchronized with the encryption process.

Fig. 4. Sinusoidal waves superimposed onto the clock signals with three
different phases. (a) Length of tsc increases with the controlling the phase.
(b) Length of tsc decreases with the controlling the phase.

In this method, the round at which the fault occurs will vary
depending on which rising clock edge is synchronized with the
start time of the encryption process, the original one or the false
one induced by the glitch. For example, if the start time of the
encryption process is synchronized with the first rising edge,
overclocking occurs in an odd-numbered round, as indicated in
Cases 1 and 2. The overclocking occurs in an even-numbered
round if the start time of the encryption process is synchronized
with the second rising edge, as shown in Case 3. Furthermore, the
length of tsc is significantly shorter than the time interval from
the second rising edge to the first rising edge of the next clock
(tclk − tsc) because the device is designed so that tclk is given
a sufficient margin with respect to tcp. No fault is expected to
occur in the round processing executed in synchronization with
the second rising edge.

In addition, the attacker needs to estimate the clock frequency
from outside the device for executing the method described
above. The clock frequency can be estimated from outside the
device by observing the EM radiation from the device and
assuming the clock signal is the noise source because the clock
is the primary source of noise emitted from the device [17].

Next, we describe the proposed method of controlling the
length of tsc, which involves controlling the phase of the contin-
uous sinusoidal wave. Fig. 4 displays an image of the rising clock
edge when three continuous sinusoidal waves with different
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Fig. 5. Variation in the number of rounds in which a fault occurs by control-
ling the phase of the continuous sinusoidal wave. Single-round faults can be
generated by setting tsc short for only the longest data path delay (tmax) because
the length of tcp varies for each round operation.

phases are injected. In Fig. 4(a), the case of θA, the clock glitch
exceeds the threshold and overclocking occurs. In this state, the
length of tsc is minimized ( tsc = t). The length of tsc increases
until the phase reaches θB when the phase is controlled from this
state and when the length of tsc is maximized ( tsc = t′). Then,
the length of tsc decreases until the phase reaches θC shown in
Fig. 4(b), when the phase is controlled from state θB and when
the length of tsc is again minimized ( tsc = t). No fault occurs
in the subsequent phases.

Fig. 5 shows an image of the variation in the number of rounds
in which a fault occurs when the length of tsc is increased by
phase control. The length of tcp varies from round to round
even if the length of tsc is constant for each rising edge, and
therefore, whether a fault occurs depends on the round. In
the example shown in Fig. 5, tcp in byte 3 of Ri+2 has the
longest data path delay of all operations (assuming that this
delay time is tmax), and therefore, it is possible to generate a
fault only in a single-round by setting tsc to generate faults only
for operations executed at this time tmax. However, the round
and byte in which the fault occurs will be randomized because
the round where tmax is observed and the length of tmax depends
on the input value. The intermediate value of the encryption
process and output ciphertext exhibit uniformity because of the
nature of the algorithm when the random plaintext is input.
Therefore, we assume that the occurrence probability of the
round with tmax is uniform and its length of tmax is normally
distributed [18].

The above information cannot be obtained when executing
the proposed method from outside the device, and therefore, a
technique for identifying the phase at which a single-round fault
occurs with a high probability without knowing this information
is described below.

Fig. 6 shows the relationships between variation in the length
of tsc, the total number of fault occurrences, and the number of
single-round fault occurrences for each phase of a continuous
sinusoidal wave. Here, tsc= 0 indicates that there is no glitch,
and N indicates the number of trials of the encryption trials.
The attacker can observe only information about whether a
fault has occurred from the output ciphertext, however, the
attacker cannot determine whether those faults occurred in a
single-round.

Fig. 6. Relationships between variation in the length of tsc, the total number
of fault occurrences, and the number of single-round fault occurrences by
controlling the phase of the continuous sinusoidal wave.

When the phase of the injected continuous sinusoidal wave
is θA or θC in Fig. 4, tsc is shorter than tcp in each round, and
multiple-round faults may occur in all encryption processes. If
phase is controlled from this state and tsc is increased, tmax and
tsc reach the value as in the state shown in Fig. 5. At this time, the
number of rounds in which faults occur in an encryption process
is decreased, and the number of single-round fault occurrences
will begin to increase. If tsc is further increased, the number
of encryption processes without fault increases by satisfying
tmax < tsc, and the total number of fault occurrences will begin
to decrease. The attacker can estimate the length of tsc that
generates a single-round fault with high probability by observing
this variation.

The range of lengths that tsc can assume by means of the phase
control illustrated in Fig. 6 depends on the injected frequency,
which can satisfy the condition of being an integer multiple of
the clock frequency, and on the value of the transfer efficiency to
the cryptographic module. Therefore, the injected frequency can
be modified to estimate the aforementioned value tsc if the range
of lengths that tsc can assume by means of the phase control does
not include cases where a single-round fault occurs.

III. EXPERIMENTAL VALIDATION

The experiment in this section, like that reported in previous
studies [6], [7], [8], targets the advanced encryption standard
(AES) [19], which is a widely used symmetric-key crypto-
graphic algorithm. In the experiment, we first demonstrate that
the clock frequency at which the cryptographic module imple-
menting AES operates can be estimated from outside the device,
and that a frequency that is an integer multiple of the clock
frequency can be injected such that the occurrence time of clock
glitches can be kept constant for each clock signal. Subsequently,
we conducted a fault injection experiment using the proposed
method. Using differential fault analysis (DFA) [10], which is a
typical secret key analysis method for symmetric-key cryptogra-
phy, we verify that the faults required for DFA can be generated
with a higher probability than that reported in [6].
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Fig. 7. Actual photo of SASEBO-G.

Fig. 8. Block diagram of the experimental setup.

A. Experimental Setup

Fig. 7 displays a photo of the test board with the built-in
cryptographic module used in this experiment called the side-
channel attack standard evaluation board (SASEBO-G) [20].
The SASEBO-G is equipped with two field-programmable gate
arrays (FPGAs) denoted as FPGA 1 and FPGA 2. A composite-
field S-Box AES [21] cryptographic module is implemented in
FPGA 1, whereas a module for communication between the PC
and FPGA 1 is implemented in FPGA 2. Next, the reference
value of secret key is (0x2b7e151628aed2a6abf7158809cf4f3c)
as given in the algorithm specification [19].

Fig. 8 shows a block diagram of the experimental setup, and
Table I lists all the equipment used in the experiment. For FPGA
1, on which the cryptographic module is mounted, the clock is
supplied from the port “Out 1” of the function generator through
the SMA port to supply clock signal (J3) for improving the
reproducibility of the experiment. For FPGA 2, the clock signal

TABLE I
EQUIPMENT USED IN THE EXPERIMENT

is supplied from a crystal oscillator asynchronously with the
clock signal supplied to FPGA1. The clock frequency was set
to 24 MHz for both FPGA 1 and FPGA 2, as in previous studies
[6], [7], [8]. The clock signal transmitted via the power cable
is observed with an oscilloscope after it is passed through a
low pass filter to eliminate unintended external noise. It is then
amplified by Amplifier 2. The continuous sinusoidal wave to be
injected is generated the port “Out 2” of the same individual
function generator that supplies the clock signal to FPGA 1.
After amplification using Amplifier 1, the signal was injected
into the power cable connected to FPGA 1 via an injection probe
placed 600 mm away from SASEBO-G. The frequency of the
continuous sinusoidal wave starts at 48 MHz, which is twice the
clock frequency, and it was increased in 24 MHz increments until
a frequency at which the variation in the number of occurrences
of faults can be observed adequately. The amplitude was set
to a starting value of 0.10 Vpp, at which no fault was observed
in the output of the FPGA 1. It was then increased until the
occurrence of a fault could be confirmed. The phase was swept
in 1° increments over a 360° range and the encryption process
was performed 200 times for each phase. In an actual attack
scenario, a randomly generated input value will be used, and
therefore the input plaintext value differs for each encryption
process. However, we generated the plaintext dataset in advance
and used the same dataset for each phase to prevent the change
of experimental conditions from one phase trial to another.

B. Observation of Clock Signal From Outside the Device

Here, we first demonstrate that the clock frequency of the
cryptographic module can be estimated from outside the device
using a current probe to observe the clock signal transmitted via
the power cable. Moreover, we show that the occurrence time of
the clock glitch can be kept constant.

Fig. 9(a) shows the clock signal supplied from the function
generator to J3, and Fig. 9(b) illustrates the clock signal observed
from the power cable. A comparison of Fig. 9(a) and (b) confirms
that the clock cycles match the clock frequency at which the
cryptographic module operates can be estimated even from
outside the device. Fig. 9(c) shows an example waveform when
a continuous sinusoidal wave of 144 MHz, which is six times
the clock frequency, is injected via the power cable. Fig. 9(c)
shows that the times of glitches superimposed on each clock
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Fig. 9. (a) Original clock signal directly observed output from the function
generator. (b) Clock signal observed from the power cable. (c) Clock signal
superimposed with a sinusoidal wave with a frequency of 144 MHz.

Fig. 10. Method for estimating the fault occurrence round and the number of
fault bytes.

signal can be kept constant by injecting a frequency that is an
integer multiple of the clock frequency.

C. Estimation of the Fault Occurrence Round for Evaluating
Experimental Results

Fig. 10 shows a conceptual diagram of this method. First, the
ciphertext output from the cryptographic module is obtained and
the corresponding correct ciphertext is written back in a proce-
dure equivalent to decryption. The exclusive OR of the correct
and incorrect output intermediate values is then calculated for
each round to obtain the number of fault bytes. The fault is
expanded every four bytes by a linear transformation called Mix-
Columns, which refers to a one element process in a round. For
example, if a one-byte fault occurs in the input of MixColumns,
four-byte faults occur in the output of MixColumns. Therefore,
if a fault occurs in one round, the number of fault bytes increases
in the subsequent rounds. Similarly, the number of fault bytes

Fig. 11. Number of fault occurrences by injecting the continuous sinusoidal
wave with the controlled phase. The number of single-round faults is highlighted
as dark gray, and the number of multiple-round faults as light gray.

increases by the inverse MixColumns operation when decrypting
from the fault occurrence round. Fig. 10 shows an example when
a one-byte fault occurs in round 7. In this case, the number of
fault bytes increases after round 8 and before round 6. Therefore,
the fault occurrence round can be assumed to be the round with
the smallest number of fault bytes. In this article, the above
method is used for evaluating the fault occurrence round and the
number of fault bytes in the experimental results.

This method cannot accurately isolate the round in which
the fault occurs if a fault occurs in more than two rounds.
Furthermore, as shown in [22], the reliability of this method
decreases when the number of fault bytes is 13 or more because it
includes cases in which the encryption process is not performed
due to communication faults or the like [22]. In this article, as in
[22], the fault is evaluated as a single-round fault if the number
of fault bytes is less than or equal to 12, otherwise, the fault is
evaluated as a multiple-round fault.

In addition, the MixColumns operation is only skipped in
round 10 in the case that AES-128 is used. This method cannot
distinguish faults that occur in these rounds because the number
of fault bytes is not expanded between the input intermediate
value and the output value in round 10. Moreover, tcp will
be shorter than in the other rounds because the MixColumns
operation is skipped in round 10, and, it will be unlikely to
require a delay time of tmax. Therefore, in this article, a fault
that occurs in either round 9 or round 10 is treated as a fault that
occurred in round 9.

D. Experimental Results and Discussion

Fig. 11 shows the number of multiple-round faults (light
gray) and number of single-round faults (dark gray) when the
proposed method was applied to the cryptographic module for
200 encryption processes. The experiment confirmed that at 144
MHz (six times the clock frequency estimated in Section III-B),
the total number of fault occurrences decreased, and the number
of single-round fault occurrences increased in the phase range
from 70° to 110° and from 200° to 280°, as shown in the red
boxes in Fig. 11.
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Fig. 12. Distribution of the number of single-round fault occurrences and the
number of fault occurrences required for DFA in the range from 70° to 110°.

Subsequently, we focus on the number of fault occurrences
required for Piret’s DFA. This method assumes the occurrence
of a one-byte fault in the input intermediate value of round 8 or
9 of AES-128. The difference between the faulty ciphertext that
match the assumption and the corresponding correct ciphertext is
calculated, and the number of candidate secret keys is narrowed
down by calculation for several different pairs of the faulty and
correct ciphertexts. The secret key can be uniquely extracted by
repeating the process using the several pairs.

Fig. 12 shows the distribution of the number of single-round
fault occurrences in each round and the number of fault oc-
currences required for DFA in the range from 70° and 110°.
F8R1B indicates the number of one-byte faults in the input
intermediate value at round 8, and F9R1B indicates the number
of one-byte faults in the input intermediate value at round
9. As noted in Section II-B, the occurrence probability of
tmax is uniform for all rounds, except for round 10. There-
fore, the number of single-round faults in each round can be
expected to be equal if a specific frequency, amplitude, and
phase of the injected sinusoidal wave are selected for fault
injection.

However, the results in Fig. 12 indicate that the frequency
distribution of rounds in which single-round faults occur is
biased with the fewest occurrences in the earlier rounds. The
input intermediate value varies in subsequent rounds if the first
fault occurs in any one round, the input intermediate value varies
in subsequent rounds when there is no fault. Therefore, the length
of the delay time in each round also varies. If any of these rounds
requires a delay time of tcp satisfying tmax < tcp, a second fault
occurs, which results in a multiple-round fault. Thus, a possible
source of the bias described above is the fact that, depending on
the first fault occurrence round, there will be a different number
of rounds with varying delay lengths. For example, if the first
fault occurs in round 1, there are four future rounds (rounds 3, 5,
7, and 9) in which a second fault may occur; therefore, there is a
high probability of a multiple-round fault. However, if the first
fault occurs in round 7, there is only one future round (round
9) in which a second fault may occur, and thus in this case the
probability of a multiple-round fault is low. This explains why
the number of single-round faults is the lowest in the earlier
rounds.

TABLE II
COMPARISON OF THE EXPERIMENTAL RESULTS BETWEEN PREVIOUS METHOD

AND PROPOSED METHOD REGARDING FAULTS REQUIRED FOR DFA

Table II presents a comparison between the number of en-
cryption trials and number of faults required for DFA using
the method in [6] and the method proposed in this study. In
[6], there is one occurrence of F8R1B and ten occurrences of
F9R1B after 340 000 encryption trials. From this, it follows that
the cryptographic module had to perform 340 000 and 30 000
operations, respectively, to generate the fault required for DFA.
In contrast, the present experimental results show that, after
8200 encryption trials performed in the range between 70° to
110°, there are 47 occurrences of F8R1B and 380 occurrences of
F9R1B . This means the cryptographic module had to perform ap-
proximately 174 ( = 8200/47) and 22 ( = 8200/380) operations,
respectively, to generate the fault required for DFA. The above
results demonstrate that the method proposed in this study can
generate the faults necessary for the estimation of the secret key
with a high probability. Furthermore, the fault required for DFA
can be obtained after three orders of magnitude less encryption
trials compared to that in [6].

E. Countermeasure Against the Proposed Method

We consider an approach to counteract our proposed fault in-
jection method. One potentially effective approach is to suppress
the variation in the total number of fault occurrences when the
attacker controls the phase of the continuous sinusoidal wave. As
a method for implementing this, we describe a countermeasure
focusing on the clock rise time.

The number of fault occurrences varies depending not only
on the parameters of the continuous sinusoidal wave, but also
on the clock rise time of the cryptographic module [23], which
is difficult for the attacker to control. This is because, as shown
in Fig. 13(a), the lengths of tsc will vary if the clock rise times
are different even when injecting continuous sinusoidal waves
of the same phase. Thus, as shown in Fig. 13(b), the range of
lengths that tsc can assume by means of phase control is believed
to depend on the clock rise time. Therefore, it is possible that
our proposed fault injection method can be counteracted by
evaluating the presence or absence of variations in the total
number of fault occurrences attributed to the phase control of
the continuous sinusoidal wave at various clock rise times and
by setting the rise time that does not cause any variation in the
total number of fault occurrences. Both information security and
EMC must be considered when dealing with fault injection meth-
ods, a clock signal rise time may be designed to minimize fault
occurrences; however, it should not be so steep that it increases
spurious EM emissions due to an increase in high-frequency
signal components.
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Fig. 13. (a) Difference of the length of tsc according to the length of
clock rise time by injecting the continuous sinusoidal wave with same phase.
(b) Difference of the range of possible values of tsc according to the clock rise
time by controlling the phase of the continuous sinusoidal wave.

IV. CONCLUSION

In this article, we proposed a method that generates processor
timing faults required for secret key extraction that uses approx-
imately three orders of magnitude less encryption trials than
that in [6], even for noninvasive fault injection from outside the
device.

The proposed method injects a continuous sinusoidal wave
which is an integer multiple of the clock frequency and controls
the frequency, phase, and amplitude of the injected wave. This
enables the attacker to generate glitches at specific times and
causes faults at a specific time with a high probability of success
even when executing fault injection from outside the device.

The above results indicate that cryptographic devices that can
be physically accessed for only a brief period of time and were
not subject to fault injection methods in the past, may now be
compromised. Moreover, in the case of fault injection under
conditions where the cryptographic equipment is not directly
accessible, the secret key extraction methods that can be used are
limited because the faults occur randomly [6]. However, since
the proposed method can cause faults at arbitrary times, various
analysis methods proposed in past studies [12], [13], [14], [15]
may be applicable, and secret keys may be analyzed in a shorter
time.

The feasibility of our proposed fault injection method is
highly dependent on the rise time of the clock that operates
the cryptographic module. Therefore, as a countermeasure, it
is necessary to consider selecting a clock signal that improves
security while also considering EMC due to spurious emission.
The proposed noninvasive IEMI-based fault injection method
created a fault caused by a setup time violation due to clock
glitching. However, it is likely that IEMI may cause faults
because of causes other than a setup time violation. In the future,

it is desirable to study the security degradation caused by faults
other than fault injection methods.
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